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Abstract
The evaluation of user interfaces for Semantic Web-based applications is hard: Often, such applications are designed on top of the very generic triple model and can make only limited assumptions on the structure of the data it operates on. Many concepts, like ontologies and resources, are unfamiliar to users, and the resources for such evaluations are limited. However to achieve a certain level of interface quality, user assessments are a necessary step in UI design. In this paper we describe the experiences we have made with a small-scale of such an application, which revealed issues that can be applied to a wide class of applications.

1 Introduction
More and more applications use Semantic Web technology (mainly RDF(S), ontologies, and reasoning) to express the information they process. Such applications can be found on the web, where they can make use of the increasing amounts of data available and integrate them to infer new knowledge. Furthermore, these technologies provide a sound basis for desktop applications, i.e. applications that are executed and used on a user’s personal desktop machine. In such environments, RDF and consortia are well suited to describe and annotate for instance personal user data, as the upcoming research area of the Semantic Desktop indicates [16].

Most semantic systems have in common that the vocabularies used to describe data are extensible, and often they are not specified in a formal way. While this fact is one of the greatest strengths of the RDF family, it also imposes severe consequences for application design and development: tools must be designed so as to accommodate changing and developing data models and data formats.

This issue becomes especially apparent in the context of user interfaces. Most “traditional” applications use a closed-world data model: the processed data is known at design time, and appropriate user interfaces can be designed,
evaluated, and optimized based on this model—a rigid data model is a solid basis for user interface design. On the contrary, an application operating with an open data model can only guess what the data it operates on will look like. Often the only known factor is the underlying meta model of RDF: URIs, resources, triples, and so forth. Thus the user interface for such an application must be designed sufficiently generic, yet suitable and understandable for the user.

Naturally such user interfaces are hard to evaluate for multiple reasons. Semantic systems are not yet widespread, hence the average user is not familiar with their inherent concepts. It is the task of the developer to deliver a usable system, thus research in improving the surface of semantic systems is worth the effort. However, UI research and development without evaluation is only one half of the journey. Often user interfaces are designed by the developers of the system and undergo only a very restricted evaluation, if any. The problems and obstacles that hinder a proper UI evaluation process are well known, thus we seek for small-scale evaluation methods that do not claim to cover all aspects, but still yield valuable results and help to improve the system’s interface.

We have developed the Semplorer, a generic interface for browsing, searching, and manipulating repositories of unstructured digital objects that can be accessed via SemDAV [18]. SemDAV can be regarded as an extension to traditional hierarchical file systems, where files are enriched with metadata descriptions based on RDF. In the following we give a short system overview and describe important aspects of this user interface. Then the approach we applied for evaluating the interface is outlined, followed by a discussion of the concrete findings that we gained. We conclude this paper with a brief overview of related work.

2 Application Description

2.1 SemDAV: Semantic Data Asset Management

SemDAV can be seen as a semantic extension to file systems. It disbands their strictly hierarchical structure and combines the basic characteristics of files with a variety of description metaphors based on RDF. The basic idea of SemDAV is to provide a rich storage infrastructure for desktop applications that takes over the functions of the file system, but additionally enables rich data annotation and application interoperability through its extended information model. SemDAV defines the sile as a basic information unit. As the detailed description of the sile data model is out of the scope of this paper, we give a short introduction.

Instead of a path and a file name, siles are uniquely identified by a URI. Similar to a file, a sile is an object with content of arbitrary kind and size. However, instead of placing it into a hierarchy of directories, it can be described (annotated) by various means: user-defined tags (keywords) can be attached to siles. They can be described using categories that are similar to ontology classes, and attributes, which consist of a name and a typed value. Finally, siles
can be connected by typed relationships.

All annotations are represented using RDF triples, an example is given in Listing 1. The depicted sile’s content is described in lines 3 to 5, and it is annotated by a category (line 6), attributes (lines 7–9) and relationships (lines 10 and 11).

Listing 1: Java source code represented as sile

```
<urn:uuid:2a7d71a4-...-9d47a8c1d6c>
 rdf:type sw:Sile ;
 sw:content-size "2942"^^xsd:nonNegativeInteger ;
 sw:content-type "text/java"^^xsd:string ;
 sw:content "cGFja2F...fQ0K"^^xsd:base64Binary ;
 sw:cattype java:Class ;
 java:name "WebDAVServlet"^^xsd:string ;
 svn:revision "772"^^xsd:positiveInteger;
 java:comment "to be optimized"^^xsd:string ;
 java:defines <urn:uuid:3a1970f8-...-c9ac23936ef5> ;
```

The representation of siles and their annotations using RDF has certain implications. On the one hand, sile metadata can be handled by every RDF processor without further adoptions. Query languages like SPARQL can be used to query sile data, and generic RDF browsers represent siles in a decent manner.

The opposite—converting arbitrary RDF data to the sile model—is also possible. Although not every RDF graph can be mapped to the sile model, most of the annotations described above are based on standard RDF functionality. For example, datatype properties are mapped to sile attributes, and object properties can be mapped to sile relationships. Thus, existing RDF data can be translated to siles with practicable effort.

One benefit of this representation format is that this makes it possible to integrate data from external sources into SemDAV. For instance, messages stored on an IMAP server can be translated to RDF [5] and can then be displayed as siles. These can then be further annotated or brought into relationship with siles from other sources. Consequently, SemDAV can be regarded as a semantic data integration solution.

We have implemented a SemDAV prototype as a client-server application in Java, cf. Figure 1. The repository acts as the server component and hosts siles with their content and annotations. Additionally the server can integrate data from external sources, as described above. Finally, it performs reasoning and logging on the data, which is used to gain further information about the stored siles [19]. The server exposes its functionality via two interfaces. First, it provides access to the raw data via a combination of a REST interface and the SPARQL protocol, allowing access to the sile content and to the RDF store, respectively. Second, it exposes high-level operations (like CreateSile, AddTag, or DeleteAnnotation) via an XML-RPC based interface. The server can use different RDF stores to host the data; currently we have developed adapters for Jena and Sesame.

A comprehensive API for the development of SemDAV client applications is provided. This interface can be used by applications to store data. It is mapped
Figure 1: SemDAV Architecture

Figure 2: The Semplorer interface: active filters (1), specs/tags (2), files (3), file details (4)
either to a repository running on the local machine, or to a remote instance, in which case the API wraps the necessary XML-RPC calls. As a first demonstration application we have developed a user interface for the management of siles called Semplorer which resembles similarity to file browsers like Windows Explorer or Apple Finder. This user interface was the subject of the small-scale evaluation and is described in more detail in the following.

2.2 Semplorer: The SemDAV User Interface

The Semplorer is a user interface that allows to browse, search, and manipulate siles and their annotations. It is the counterpart of a file browser: it does not provide functionality for specific content types (this is delegated to corresponding applications, like text processors), but provides a generic interface to access the annotations as described in the previous section.

The GUI (Figure 2) is split into four major parts. In the center of the screen, siles are displayed. Their representation is oriented towards the usual file representation, using an icon and a text label. The icon is selected based on the sile’s content type; for later versions we plan to use a designated relationship type for the icon; thus any picture (e.g. a thumbnail preview) can be used as visual representation. The label is derived from the rdfs:label attribute of the sile.

When a sile is selected by the user, its annotations are displayed in the right section of the window. Below the sile’s label and information regarding the content, all annotations are displayed using widgets with different shape and color. We use the different widget styles to indicate different types of annotations (see Figure 3): tags are displayed using blue widgets with round borders. Attributes are represented by yellow boxes, and categories are green boxes where the right edge is rounded. Finally, relationships are displayed by magenta widgets with arrow-like left and right borders.

On the left hand side of the window, various organizational metaphors are displayed. In the screenshot, the elements of a small project management ontology are displayed; these can be used to annotate and relate siles. Using the buttons in the top section of this area, users can switch between ontologies, or to an alternate view that displays all tags present in the repository.

Searching for siles is done by applying filters. Filters are entities that restrict the set of displayed siles to those that match certain criteria. To apply a filter, any annotation can be dragged into the top area of the window (in the screenshot, the attribute/value pair creator=bs and the tag www2008 are used

![Figure 3: Representation of sile annotations: (a) Tag, (b) Attribute, (c) Category, (d) Relationship](image-url)
for filtering). Every widget present on screen can be used for filtering, regardless of its origin. For instance, tags can be dragged from the left pane, where all available tags are displayed, or from the right pane, where the tags of a specific sile are displayed. Also, siles from the center pane can be used as filters: in this case, the filter is restricted to siles that have a relationship with the dragged sile. Elements can be removed from the filter by moving the mouse over them until a minus sign appears—clicking on this sign removes the filter element.

All active filter elements are AND-combined; for the sake of simplicity more complex queries that include OR and NOT operators have not been considered. However we plan to implement an advanced interface for such queries in the future.

After every modification of the filter, the set of siles displayed in the center area is updated accordingly. There is a small area on the bottom of this area; any widget (siles or annotations) can be placed here. This area is not affected by changes to the filter or the selected sile; it allows the placement of frequently used items for later reference.

Annotation operations can be performed as simple as applying a filter. Any annotation widget present on screen can be dragged on any available sile; the corresponding annotation is then written to the repository. Siles can be related by dragging one sile onto another one, after which a context menu appears. From this menu the user can select the type of the relationship based on the object properties defined in the loaded ontologies. Annotations can be removed by clicking on the minus sign that appears when the mouse is moved over a widget. By clicking into the text area of an annotation widget, it can be edited: in this manner, the value of attributes or the label of tags can be modified.

As far as it is possible in the Java language the Semplorer is also integrated into the user desktop. Files can be dragged into the Semplorer’s central area, the files are then converted to siles and stored into the SemDAV repository. Also, web links can be dragged into this area and are then stored as references to these web resources. By doing so, one can define relationships between files on the desktop and arbitrary web resources. For certain types of files and web resources, the Semplorer additionally tries to extract further information: for instance, when a link to an HTML page is dropped, the application tries to extract RDFa data, if present, and stores the embedded triples as sile annotations.

3 Evaluation

In the SemDAV project the resources for usability evaluation are limited. Acquiring an external usability expert was not an option, so cheap evaluation methods that could be performed by inexperienced evaluators were needed. There are not many methods that fulfill these constraints; we considered heuristic evaluation [11–13], think aloud evaluation [13] and paper prototyping [20]. Nielsen [13] advises to apply at least two methods for acceptable accuracy. We have chosen to combine a heuristic evaluation and a think aloud evaluation because of their simplified administration in comparison to that of a paper prototyping evalu-
ation. In the following we outline the three methods as well as the rationale behind our selection.

3.1 Evaluation Methodologies

Historically, heuristic evaluation has evolved from guideline reviews [10]. Reviewing a user interface with respect to a potentially very large set of guidelines is one of the earliest methods of usability assessment. The main problem of a guideline review is that the number of guidelines easily goes into the thousands. Reviewing a user interface for its conformance to a large set of very specific guidelines is not only a tedious task but, in consequence, also a very expensive process. Molich and Nielsen [10] have distilled 10 heuristics by consolidating guidelines from various sources.

Originally, the think aloud method was a method for psychological research. In such an evaluation users are asked to continuously verbalize their thoughts while they are using the application being evaluated. The result of a think aloud evaluation is information on what users are doing and why they are doing it. The particular value of this information stems from the fact that it is collected while the user performs the tasks she is verbalizing. Because of its qualitative nature and its relatively informal structure the think aloud method has several pitfalls, one of which is that an evaluator may find it hard to distinguish between information on what the user is doing and rationalization theories of the user. An example described in [13] is a user spending more time than expected looking for an input field in a form. When she finally finds the field she might suggest to place the field elsewhere. While users are good at demonstrating usability issues, they are not experts in solving them. For this reason their suggestion for the new location of the field should be taken with a grain of salt.

Another caveat is that an evaluator may have to frequently prompt a user to continue thinking aloud. Thinking aloud is unnatural and may seem strange to users, consequently it may happen that the verbalization stream stops. In such a situation the evaluator has to prompt the user to continue talking. However it requires a certain level of experience to prompt for further information without influencing the evaluation result. If, for example, a user is hesitating while looking at some message, the evaluator might ask her to explain why. If the user has not yet noticed the message, the prompt would influence her attention focus. Other misconceptions and difficulties with this method have been described by Boren and Ramey [3].

A more traditional evaluation method for investigation of user interface design questions is paper prototyping. This method is well described in literature (most notably in [20]), so we will only briefly outline it and compare it to the two other techniques we have discussed. In the most general form of paper prototyping, all possible user interface states are sketched on sheets of paper. The evaluator asks a test subject to manipulate the paper interface and imitates a computer by presenting sequences of user interface states to the test subject. The whole process is logged by a second evaluator and may also be videotaped.
One of the advantages of paper prototyping is that it can be applied without extensive theoretical background; of course the quality increases with the evaluator’s experience since more elaborate and more detailed scenarios and questions can be used. Another strength of this method is that it does not require a running prototype, hence it can support the design process before the user interface is actually implemented.

3.2 Heuristic Evaluation of the Semplorer

Because the team involved with the development of the SemDAV application had no prior experience with a heuristical evaluation, the obvious first step was to introduce the method. The evaluators were acquainted to the guidelines and their interpretation in a tutorial session, and the interpretations encompassed by every guideline were elaborated. The understanding of each guideline was ensured by the demonstration of a violation in commonly available software. Finally, a heuristic evaluation exercise [10] was discussed. The questions that were asked during this discussion anticipated the biggest difficulties the evaluators had during the evaluation. One question was how much time to spend on the evaluation, another question was how many problems the evaluators were expected to find. The third big problem was the format of the evaluation protocol. Care was taken to leave the answers to these questions as open as possible in order to ensure that the evaluators were not influenced by constraints.

In retrospect this may not have been an optimal decision. We recommend to not only present and describe an example of an evaluation, but to actually perform a simple evaluation in the course of the introductory tutorial. While this makes the preparation and administration of the tutorial more time consuming, the extra effort has manifold returns in terms of a common understanding of the method that is shared by all participators.

The most critical part of a heuristic evaluation is the necessary familiarization of the assessment team with the evaluation method. The guidelines by themselves are worded in a very general manner which is prone to misunderstanding. For example, consider Nielsen’s first guideline:

Simple and natural dialogs: *Dialogs should not contain information that is irrelevant or rarely needed. Every extra unit of information in a dialog competes with the relevant units of information and diminishes their relative visibility.* [13]

We discovered that several of our evaluators misunderstood what was meant by the word “dialog”. Nielsen’s intended meaning of this term is the way the user interface communicates with the user to help her achieve a goal. Some evaluators however assumed that this guideline only applies to dialog boxes. A good way to alleviate problems like this is a short discussion of possible interpretations in the tutorial session.

Even with a good instruction, detecting conflicts with the heuristics is a difficult task. Studies performed by Nielsen and Molich [11] have shown that,
depending on their experience and knowledge of user interfaces, single evaluators
discover about 20% of all usability problems. Thus the method only yields
acceptable results if several persons independently perform the evaluation. The
overlap of discovered problems between individual evaluations is very low: the
cumulative results of 3 to 5 evaluators account for about 50 to 80 percent of
all evaluation problems [11]. Still, the quality of the results highly depends on
previous experience with usability inspection methods. It is unclear however
whether this estimation also holds for more complex applications that require a
longer time to familiarize.

In our evaluation, we found 50 issues with 5 overlaps. This amounts to
45 issues among 4 evaluators. Comparing it to heuristic evaluations of other
applications, there is a reason to believe that the real number of issues is larger.
A rough interpolation on benchmark results of the method [11] make it safe to
assume that we have found between 50 and 75 percent of all usability problems.
Nevertheless, the evaluation yielded considerable results considering the low
volume of invested effort.

4 Usability Challenges

In the following we outline difficulties we have met while designing the Semplorer
user interface, most of which were also reflected by the evaluation results. The
scope of the problems varies—some apply specifically to the sile model and its
user interface, while others have a more general validity. All of the identified
difficulties can be derived from the attempt to provide a method for communi-
cation between users and semantic applications: as with any novel technology,
the interface has to be based to the greatest possible extent on concepts with
which users are already familiar, while at the same time it must introduce new
data manipulation possibilities in order to harness the new technology to its full
extent.

4.1 Navigating Large Data Sets

Siles are a semantically enriched version of the file concept, but the sile model
does not include a counterpart of hierarchical directories. If we imagine a file
system and subtract from it its directory structure, we end up with a number of
information entities that easily goes into the tens of thousands [1]. Hierarchical
directories are an efficient method for bringing a certain amount of order into
this information cloud, they are however often too restrictive to depict all facets
of relations between data. When the large numbers of objects in a semantic
repository are annotated with an even larger number of attributes, organiza-
tional means have to be provided that are comparable to traditional approaches
in terms of responsiveness, but excel them in expressive power. This challenge
applies to any attempt to organize information, although its severity depends
on the domain of the application.

Devising a high-performance information storage and retrieval model is much
easier for applications with a narrow domain. Such applications benefit from the fact that their users already own a mental model of the information they are working with, which designers can attempt to translate into the application’s data model. The mental model for browsing arbitrary information in a semantic paradigm is not understood, and probably not even shaped yet. This thesis is supported by research such as the evaluation of the merits of numerical volume indicators in the mSpace user interface [24].

4.2 Designing for Diversity

The SemDAV user interface tries to be as generic as possible. It is designed to be a suitable tool for tasks that cope with information organization. Sauermann et al. claim that users are unwilling to adopt a generic interface [17], but the success of projects such as Haystack [15] make this claim disputable. When only one generic application is developed, it is possible to experiment with many different extentions at a relatively low implementation overhead. Enabling the development of low cost functional prototypes is important and beneficial at the current, mostly experimental stage of semantic applications research.

The genericity of an application is not limited to technological aspects: it should also encompass the intended user group. An information retrieval application should make as few assumptions about its users as possible. It should address not only e.g. scientists from any domain, but also users with varying computer expertise, handicapped users, children and older people. Even users from the same category may exhibit different search behaviors that must be accommodated. An existing type information system which fulfills these requirements (next to playing a role in forming a cultural identity and being a social center) are libraries. Stephanidis et al. [23] further elaborate the analogy between libraries and information systems. They argue that the foundational paradigm of user interface design, knowing the users, is not directly applicable in applications with a large audience. He also provides insights into the challenges faced in information system user interface design as well as methods to overcome them [22].

4.3 Visualization and Navigation of Ontologies

The majority of tools (Protege, Swoop, TopBraid, etc.) visualize ontologies using a tree view; however, in general ontologies are not trees. A graph $G$ is a tree if it is connected and it is not connected if any edge is removed from $G$. If a class $U$ is a subclass of both classes, $X$ and $Y$, which in turn are a subclass of owl:Thing then the resulting class hierarchy graph is not a tree. The graph will remain connected regardless which edge is removed. Tools utilizing the tree view circumvent this problem by rendering two nodes for the class $U$, one which appears as a subclass of $X$ and one which appears as a subclass of $X$. This node ambiguity may not be an obstacle for a user who is familiar with the structure of an ontology, but it may be confusing for less experienced users [4].
In the Semplorer we experimented with a different approach for ontology navigation, the spect viewer. The spect viewer displays all children nodes of the current node slightly indented. Beyond the current node a trail of already visited nodes is displayed. Every time the user clicks on a child node, the viewer navigates to that node and expands its children. If the user clicks on a node in the trail, the viewer steps back to the selected node. Figure 4 shows three spect viewers showing different hierarchy levels of the same ontology. The viewer on the left shows the spect as it initially appears to the user. The second pane shows the state after the user has clicked on the Document category—the category is now in the trail, and the viewer displays the sub-categories of Document. The third viewer shows the next level; here a trail of two categories has been walked and the sub-categories of Technical Document are displayed. Clicking on the “i” symbol resets the viewer back to the root node. If the interface is in the state depicted on the right and a user clicks on the Document node, the interface traverses up the hierarchy to the node representing the Document class, as shown in the middle screenshot.

The results of the usability evaluation however have been divergent with regard to this aproach. The two problems pointed out by evaluators were firstly that the parent/child relationship is not made sufficiently explicit, as e.g. the relation between the categories Document and Technical Document is not clear from the visualization. Secondly there exists no “bird eye view” of the ontology: searching for a particular category is difficult because the user has to remember the trail she had to walk to reach it.

4.4 Visualizing Queries

Instead of navigating through directory hierarchies, siles are managed using filters, which are dynamically evaluated and used to narrow down the user’s view to their current context. A filter abstracts over the complexity of the query language. The most natural abstraction over the query language are boolean expressions, which are easier to formulate than a complex query. However it has been shown that users who are unfamiliar with boolean algebra find it difficult to
formulate boolean queries [2]. The filter component of the Semplorer is limited to connecting concepts, such as attributes or tags, with an AND relation. We have decided in favor of this restriction because AND is the easiest operator to use [25]. A similar method of information retrieval is mSpace [24], where also only the AND operator is used, despite the user interface is designed differently to the Semplorer.

While there has been some effort to visualize boolean queries in a user friendly manner [8, 25] there is no convincing solution known to the authors. We plan to survey and evaluate alternative abstractions over SPARQL which have more intuitive user interface translations, and we will also introduce a mechanism to persist queries between sessions, which reduces the need to remember and to manually reconstruct frequently used filter constellations. A set of reasonable default queries may alleviate initial problems with the formulation of boolean queries.

4.5 Semantics of Resource Names

The relation of a name to the thing it names is both, problematic and well researched [9]. There are several theories that attempt to model the relationships between symbols, concepts and concrete things, all of which agree upon the idea that a symbol and its referent are two different things. Ogden and Richards have introduced the semiotic triangle as a model of meaning (Figure 5). This metaphor expresses the idea that a symbol refers to a referent by the means of a reference, or, more concretely, an expression in a natural language uses a thought or an idea to refer to an object: When someone uses the word "horse" she is communicating a thought which entails a possibly real horse. The exact way of how the angles of the triangle refer to each other has been subject of a very large scoped linguistic and philosophical research.

The semantics of the syle model, and the meta models of the Semantic Web as a whole, fit well into this construct. The symbol is represented by the name of a syle, the referent is the URI which references to the content of a syle (Figure 6). The only flaw in this translation is that a syle does not necessarily have a content—it is possible that the meaning of the syle is entirely stored in the metadata attached to the syle. Thus an optimal reference model for syles has yet to be devised.

Even this incomplete model shows that the relation between syles (or re-
sources) and their names (or labels) is of great interest to a user interface designer. This edge of the triangle is the bridge between the mental model of a user and the machine representation of the semantically enriched data, and a reference without a human readable name would be of little value.

If we consider siles as concepts in the linguistic sense, it is natural to assume that siles and their names should not have implications on each other. In a natural language the word “horse” can refer not only to a specific horse but to every animal of that species. Following the analogy of natural languages, several siles can thus have the same name, and one name can symbolize several siles.

One question which arises is whether two things denoted by the same name have anything in common. There are two competing reference theories which answer this question differently; the theory of realism and the theory of nominalism. The former assumes that two things bearing the same name share more than just their name. In its most simple, traditional form the theory of nominalism assumes that the only thing referrents have in common are their names. The semantics of siles adhere to the latter model: it is perfectly legal for siles to have common names but share no further properties or characteristics.

The ambiguity of meaning has been treated only very recently for Semantic Web issues by Garcia et al. [6]. Their research however only deals with synonyms in ontology mappings. The authors of this paper are not aware of any works treating problems of ambiguous labels for semantic resources.

4.6 Introduction of New Vocabulary

Semantic technology is described in domain specific terminology, and—unfortunately—the vocabulary used by semantic systems researchers is only understood by semantic researches. One of the reasons is that many of the terms have been adopted from other fields of research but their meaning was changed. The word “ontology”, for example, originally meant “the study of being”. In the field of Semantic Web research however an ontology is best described as a special form of a taxonomy, or as a formalized conceptualization.

It can be assumed that the majority of the users of semantic applications are not familiar with the language used by the scientists who created the application. An average user will be hopelessly overwhelmed by a message saying that the ontology currently in use does not allow the class Person to have a 1 : n cardinality for the property name. The user’s situation would be even worse if
she had background knowledge in philosophy.

In cases where a system has a well-defined application domain an obvious way to circumvent this wording problem is to reformulate messages: For example, the application might translate the message to “A person may only have one name”. Downey has recognized this problem in the evaluation of the SEEK user interface [4]: during the evaluation one of the test subjects noted that the term “annotation” was too overloaded and thus not appropriate. If the application however targets towards more than one domain the approach of explicit wording becomes infeasible.

A pragmatic solution for applications with a universal purpose is to translate as much terminology as possible into a language understood by the majority of the intended audience. In cases where this is not possible, there are two options. The first option is to introduce new terms which are consistent with the rest of the application, in which case users will have to learn only the new terms: having to learn \( n - k \) new words (where \( n \) is the total number of words and \( k \) is the number of known words) is still an improvement over having to learn \( n \) new words. The second option is to omit functionality which requires the understanding of foreign terms. As often, any solution for this problem will be a tradeoff between the expressive power of the application on the one hand, and the steepness of the learning curve for new users on the other hand.

The choice of terminology in the SemDAV user interface follows this paradigm. The application uses terms that are used in common language, such as “category” or “filter”. In some cases it was safe to assume that users were familiar with very similar concepts to the ones we employed, hence we tried to choose words that are phonetically similar to the concepts already known to users but still accentuate the difference. The word “sile”, for example, is very similar to “file”, and “slink” is very similar to a “link” on the web, but nevertheless, slightly different. Unfortunately there are still more concepts which are unknown to the majority of the intended user population, like for example the word “ontology”. In such cases we have deliberately used neologisms in order to avoid ambiguities.

5 Related Work

5.1 The EPOS Project

In the course of the EPOS project [17], a semantic user interface was evaluated. Over a longer period of time, qualitative and quantitative was collected: the former data was collected using a structured questionnaire, which users were asked to fill out on a daily basis; the latter was collected in the form of clickstream traces and quantized explicit user feedback. However, the claim that “participants agreed that the PIMO reflects their personal mental models” stands in certain contradiction to the theory that mental models are seldom conscious and users are not explicitly aware of them [21].
5.2 ESWC 2006 evaluation

The organizers of the 3rd European Semantic Web Conference\footnote{http://www.eswc2006.org} decided to use the state of the art in the field of semantic web applications for the local information infrastructure. The rationale behind was that by using their own applications the conference participants would gain more insight into practicability problems of semantic technologies. Although not being a small-scale evaluation, this scenario is particularly interesting because practically all of the users could be safely assumed to have a clear understanding of the concepts underlying the applications. Heath et al. \cite{7} have assessed the practicability of the installed infrastructure by asking conference participants to answer open-ended questions on a local website. The authors remark however that their evaluation was more akin to a formative feedback than to a traditional UI evaluation, and they are aware that this approach is not a substitute for formal usability testing.

5.3 The SEEK project

Usability issues in the Scientific Environment for Ecological Knowledge (SEEK) project were assessed using a paper prototype \cite{4}. This method was favored because it is known to yield good results at a low cost. Paper prototypes are easy to make, and evaluating them requires only a few test subjects from the intended user population. The SEEK project is very domain specific, which means that the user population was very small: the evaluation team had access to three potential users.

In contrast to the paper prototyping evaluation method known from literature \cite{20}, the author uses it as a mean of providing common ground between users and developers, which is necessary to discuss the shape of the user interface. While this approach may have its own merits, the standard method focuses on observing users rather than discussing the interface with users. The rationale behind favoring observing over involving is the assumption that users rarely have the expertise to make valuable constructive suggestions. Observing users of an application provides thorough insight into the usability weaknesses. Some users may even be able to voice usability problems, whereas their suggestions for improvement are often inadequate. An example supporting this claim can be found in the result section of the SEEK evaluation: one user remarked that the term “annotation” was too ambiguous, and he suggest using “keywords” or “descriptors” instead. The authors point out that “keywords” is an unfortunate choice, because it is used elsewhere in a different meaning (see \cite{4}, page 9).

5.4 Numeric Volume Indicators in mSpace

mSpace is a domain specific information browser, intended to become a generic information navigation tool. Its interface is based on a multi-column view; every column represents one aspect of an information space. If the user browses
information about movies, one column might show all directors and allow users to discriminate results but choosing a director. The order of columns can be rearranged.

The study performed with the mSpace interface [24] investigates the interpretation of numeric volume indicators (NVIs). Numeric volume indicators are numbers printed after every category indicating the volume of the category. As mentioned before, the mSpace user interface discriminates search results by applying a conjunction of category membership constraints. For example, when browsing music the user might first select an era, which would display all composers of this era. Subsequently the user can chose a composer to find out which pieces this composer has written. The composer constraint however may be omitted so that a selection of an era yields all pieces composed in this era. This flexibility makes it unclear what the most obvious interpretation of an NVI might be: is the volume of an era the number of composers or the number of pieces in this era?

The authors administrated an evaluation to answer two questions: first, what is intuitive interpretation of NVIs?, and second, how can this interpretation be influenced with various cues?. They designed the experiment to answer these two particular questions. The 20 participants of the study were matched in groups of 5 based on their computer experience. Each of the groups was presented with one of four interface conditions and was asked to interpret an NVI. After the users had given their answer they were engaged in a discussion introducing the other three interface conditions.

While the concrete outcome of the study is undecisive, the study presents a very valuable finding: the mental model for NVIs is not completely understood. The mental model for NVIs in the context of Semantic Web applications may not even be formed yet. The authors of the study recommend that user interface designers allow the users themselves to chose an interpretation for numeric volume indicators.

6 Conclusions

In this paper we have discussed our experience with a small-scale evaluation of a Semantic Web-based application. This application is designed as a generic information browser for annotated resources, called siles, and is designed similar to file browsers known from desktop operating systems. This evaluation, even if it was carried out at very low cost, greatly improved the design process as it revealed a number of design issues that we consider as relevant for a larger class of applications.

We plan to continue development of our application based on the evaluation results and will extend our evaluation by publishing a prototype for download. In this software we will integrate mechanisms for implicit feedback, that we can gain from analyzing anonymzed activity logs, and explicit feedback through online evaluation forms.
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