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Abstract—The advocates of architecture traceability approaches regularly cite advantages like easier understanding of architectural designs and support for software quality control and maintenance. However, the lack of published empirical data on the usefulness of architecture traceability is one of the reasons that prevents the wide adoption of traceability approaches in industrial settings. This paper reports on two controlled experiments performed with different participants to investigate whether the use of architecture traceability can significantly support architecture-level understanding activities. The replications with different participants allowed us to investigate whether the participants’ experience plays a significant role in the understanding of software architectures with or without traceability information. In particular, we designed twelve typical questions aimed at gaining an architecture-level understanding of a representative subject system and measured how a control group (provided with no traceability information) and an experiment group (provided with traceability information) answered these questions in terms of the solutions’ correctness and participants’ experience. Our findings show that the correctness of the answers of the participants in the experiment group is significantly higher than in the control group, whereas no significant differences with regard to the experience of the participants are observed.
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I. INTRODUCTION

Architects and designers require a deep understanding of the software architecture in terms of structure, behaviour, key properties, and relationships with other development artifacts, such as the requirements, detailed designs, architectural knowledge, the code base, and the documentation in order to quality control and maintain the system. An important problem in this context is that the relationships between software architecture and other development artifacts need to be evolved and maintained as the system evolves. Traceability links between the software architecture and other software development artefacts are a solution often suggested to establish consistency and maintain it over time in the face of software evolution (see, for example, [1], [2], [3], [4], [5], [6], [7]). However, there is little published empirical evidence on the usefulness of architecture traceability. To date, only one empirical study on architecture traceability has been published [8]. The study, however, involves only a limited number of participants and shows the usefulness only in the context of Compendium, a tool to visualize architecture design decisions and their rationale. It is crucial to conduct more empirical studies in the area of architecture traceability to investigate whether the use of architecture traceability can significantly support the development activities in order to justify its costs.

The goal of this paper is to empirically validate whether the use of architecture traceability can significantly support understanding at the architectural level. Specifically, we intend to answer the following two research questions: (i) Is the correctness of answers to questions regarding the correct understanding of a software system significantly higher if traceability links between architectural models and the source code are used? (ii) Does the participants’ experience have a significant interaction with the use of traceability links that affects the architecture-level understanding of a software system?

To answer the research questions, we conducted two controlled experiments at the University of Vienna, Austria. The participants in the first execution (conducted in the context of an industry training on software architecture) were 10 industrial practitioners and 7 researchers; the second execution is conducted with 92 students of the software architecture course. The replication with different participants allowed us to investigate whether the participants’ experience plays a significant role in the understanding of the architecture with or without traceability links. The participants were asked to answer twelve questions aimed at gaining an understanding of a representative subject system. In the construction of these questions, nine principal understanding activities [9] that are typically performed during real-world software understanding are applied. In both experiments, half of the participants were assigned to the control group (without traceability links), while the other half was assigned to the experiment group (with traceability links). The results of the experiments were handed over to two independent researchers (later also referred to as analysts). They were asked to apply the pre-existing solution model to the recovered participants’ solutions, to measure how the control groups and experiment groups answered these questions in terms of the solution correctness and participants’ experience.

The rest of this paper is organized as follows: Section II discusses the related work. Section III describes the design of the controlled experiment including the introduction of variables and hypotheses, while the following Section IV
presents the details relating to the execution of the experiment. Section V presents hypotheses tests and results of the study. Section VI contains an interpretation of our findings and a discussion of threats to the validity. Section VII concludes the study and discusses future work.

II. RELATED WORK

As mentioned in the introduction, there exist only one earlier study by Shahin et al. [8] that provides quantitative evidence of the added value of traceability in architecture-level software understanding. We therefore also discuss other closely related controlled experiments on traceability between software development artifacts.

The works by Shahin et al. [10] and Cornelissen et al. [11] evaluate the support given by traceability visualization tools. Shahin et al. [10] investigate the usefulness of Compendium [8], a tool to visualize architectural design decisions and their rationale, as a kind of traceability information. The experiment was conducted with 10 participants, who had to understand the existing design and to make the new design according the new requirement, with and without Compendium tool. The results indicate that Compendium significantly improves the correctness of understanding architecture design in architecting process, and does not increase the total time for reading software architecture documents and performing design task.

Cornelissen et al. [11] investigate the usefulness of ExTraVis [12], which offers two interactive views: the sequence view and the circular bundle view of large execution traces, for program comprehension. The experiment involves 32 participants. The participants were asked to perform eight typical tasks aimed at gaining an understanding of a representative subject system, and measured how a control group (using the Eclipse IDE) and an experiment group (using both Eclipse and ExTraVis) performed these tasks in terms of time spent and solution correctness. The results show that ExTraVis significantly decreases the time requirements and increases the correctness for program comprehension.

Mader and Egyed [13] investigate the usefulness on traceability links between requirements and the source code. Mader and Egyed conducted a controlled experiment with 52 students of computer science. The students were asked to perform eight maintenance tasks, half of the tasks with and the other half without traceability information, on two third-party development projects [13]. Their findings show that requirement traceability saves downstream cost and can profoundly improve software maintenance quality.

De Lucia et al. [14], [15] investigate the usefulness of Information Retrieval (IR) based traceability recovery tools, also focussing on traceability links between requirements and the source code. In a first experiment [14], subjects had to perform two traceability recovery tasks, with and without COCONUT tool, on a development project carried out with 16 master students. Their results show that COCONUT significantly helps to improve the similarity between source code and related requirements in presence of comments, while a practical improvement was also seen without considering comments. In a second study, De Lucia et al. [15] conducted a controlled experiment and a replication to investigate the usefulness of traceability between use cases and the source code, and between interaction diagrams and the test cases. The experiment involved 32 master students who had to perform two traceability recovery tasks, with and without an IR-based traceability tool, ADAMS Re-Trace [16], on a software repository of a completed project. The results demonstrate that the use of a IR-based traceability tool significantly reduces the time spent on recovering trace links and improves the tracing accuracy of the software engineer.

Qusef et al. also conducted a controlled experiment and its replication to investigate the support provided by SCOTCH [17], another IR-based traceability recovery tool, focussing on traceability recovery between tests and the source code [18]. The experiment was conducted with 32 Bachelors students. The students were asked to perform two traceability recovery tasks on two systems to identify the classes tested by a set of JUnit tests. The results indicate that SCOTCH provides better support to a software engineer, compared with two existing tools (NC, based on naming conventions, and LCBA, based on the last call before an assert), to identify a higher number of correct links with higher accuracy.

None of the earlier studies in the literature provides quantitative evidence of the added value of traceability links between architecture models and the source code. Furthermore, most of the earlier works are based on some specific traceability tools, which do not enable a distinction between tool support and the usefulness of traceability links. In this experiment, for practical reasons and to study the foundational concepts rather than a specific tool, the design of the software and traceability links were readily provided in a printed documents, to investigate the support provided by traceability links between architectural models and more low-level artifacts (here: the source code) for architecture-level understanding of the software system, rather than the support provided by a specific tool.

III. DESIGN OF THE EXPERIMENT

For the design of the experiment, the guidelines for experiments’ conduct by Kitchenham et al. [19] and Wohlin et al. [20], and reporting guidelines by Jedlitschka and Pfahl [21] were used. Kitchenham et al. present general guidelines for experimentation in software engineering and give some advices concerning the context, design, data collection, analysis, presentation, and interpretation of empirical studies without going into detail. They were primarily used in the planning phase of this experiment. Wohlin et al. present the experiment phases in more depth, and also discuss statistical tests and their suitability for different kinds of studies. Their guidelines were used as a reference for the analysis and interpretation of the results. The guidelines for reporting controlled experiments by Jedlitschka and Pfahl are used to describe the experiment in this paper. Note that the subsequent subsections of the reporting template were omitted, because they were either not applicable, or their content was already mentioned in other sections: Relation to existing evidence is presented in Section II; inferences and lessons learned are discussed in Section VI; interpretation and general limitations of the study are described in Section VI-B. The usage of this reporting template, however, introduces a certain level of redundancy, because a distinction between the design and the actual execution of the experiment
is made. Some subsections of the design of the experiment (Section III) are similar to the execution (Section IV).

A. Goal, hypotheses, parameters, and variables

The goal of this experiment is to empirically investigate the support provided by traceability links between architectural models and more low-level artifacts (here: the source code) for architecture-level understanding of the software system by developers and architects with different levels of experiences. The quality focus is on ensuring high understandability. The perspective taken in this study is both of researchers, investigating how effective the traceability links are in understanding the software system for developers and architects with different levels of expertise, and of architects or project managers, investigating the possibility of adopting the traceability links within his/her organization, depending on the skills of the involved human resources. The research goal led to the following null hypotheses and corresponding alternative hypotheses:

$H_{01}$: The use of traceability links between architectural models and the source code does not significantly improve the architecture-level understanding of the software system.

$H_1$: The use of traceability links between architectural models and the source code significantly improves the architecture-level understanding of the software system.

$H_2$: The participants’ experience does not significantly interact with the use of traceability links between architectural models and the source code to impact the architecture-level understanding of the software system.

1) Dependent variables: The goal of the experiment is to find out, if traceability links between architectural models and more low-level artefacts (here: the source code) significantly improve the architecture-level understanding of a software system by developers and architects with different levels of experiences. Therefore, two different treatments were defined for the participants. One group of participants was explicitly told to answer the twelve questions aimed at gaining an architecture-level understanding of a representative subject system by using the information from the architectural documentation and the source code of the system. The participants in the other group performed the same task, but additionally received the traceability links between architectural models and the source code. The first group is referred to as the control group, the latter as the experiment group.

The dependent variable in this study was the correctness of recovered answers, as shown in Table I. Note that half of the questions in the experiment were designed as objective, multiple-choice questions, while the other half was designed as subjective, open-ended questions. In the construction of these questions, nine principal understanding activities [9] that are typically performed during real-world software understanding are applied. The objective questions (of type multiple-choice) were designed in the experiment with four possible options, which includes the correct answer and three plausible wrong answers. They were designed to help participants’ in performing the typical understanding tasks within the experiment session (maximum 90 minutes) and to make it easier to abstract results. The correctness of objective questions was measured using zero and one scales. The correctness of subjective (or open-ended) questions was accessed by using recall, precision, and F-measure, the standard metrics used to evaluate the performances of information retrieval systems [22], [23]. This was primarily done to objectively evaluate the correctness of subjective questions rather than by intuitive or ad-hoc human measures. The level of scaling for information retrieval measures falls in the interval $[0, 1]$. Because answers to the subjective questions consists of a list of system elements (e.g., architectural components, source code classes), the following aspects are taken into consideration to calculate the information retrieval statistics:

- The set of correct elements expected in the solution to question $i$ ($C_t$).
- The set of elements mentioned in the solution to question $i$ by participant $p$ ($M_{p,i}$).

Based on the above definition, recall and precision are computed for every subjective question. Recall is the percentage of correct matches retrieved by an experiment subject, while precision is the percentage of retrieved matches that are actually correct.

$$Recall_{p,i} = \frac{|M_{p,i} \cap C_t|}{C_t} \quad Precision_{p,i} = \frac{|M_{p,i} \cap C_t|}{M_{p,i}}$$

Because recall and precision measure two different concepts, it can be difficult to balance between them. We used F-measure, a standard combination of recall and precision, defined as their harmonic mean, to measure the global correctness of subjective questions from the experiment participants.

$$F\text{- measure}_{p,i} = 2 \times \frac{precision_{p,i} \times recall_{p,i}}{precision_{p,i} + recall_{p,i}}$$

<table>
<thead>
<tr>
<th>Description</th>
<th>Scale Type</th>
<th>Unit</th>
<th>Range/Possible Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Correctness of recovered answers</td>
<td>Interval</td>
<td>Points</td>
<td>[0, 1]</td>
</tr>
<tr>
<td><strong>TABLE I.</strong> DEPENDENT VARIABLE</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

2) Independent variables: Five independent variables were observed during the experiment, as shown in Table II. They concern the personal information (programming experience, affiliation), group affiliation (control group or experiment group) and time spent in the experiment. These variable could have an influence on the dependent variables, which is eliminated by balancing the characteristics between the control group and the experiment group.

<table>
<thead>
<tr>
<th>Description</th>
<th>Scale Type</th>
<th>Unit</th>
<th>Range/Possible Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Time</td>
<td>Ordinal</td>
<td>Minutes</td>
<td>90 minutes (Max)</td>
</tr>
<tr>
<td>Group Affiliation</td>
<td>Nominal</td>
<td>N/A</td>
<td>Control group, Experiment group</td>
</tr>
<tr>
<td>Programming experience</td>
<td>Ordinal</td>
<td>Years</td>
<td>4 classes: 0, 1–3, 3–7, &gt;8</td>
</tr>
<tr>
<td>Architecture experience</td>
<td>Ordinal</td>
<td>Years</td>
<td>4 classes: 0, 1–3, 3–7, &gt;8</td>
</tr>
<tr>
<td>Affiliation</td>
<td>Nominal</td>
<td>N/A</td>
<td>Academia, Industry, Other</td>
</tr>
<tr>
<td><strong>TABLE II.</strong> INDEPENDENT VARIABLE</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
B. Experiment Design

To test the hypotheses, two executions of a controlled experiment \[24\] are conducted at the University of Vienna, Austria using exactly the same design. The experiment executions were conducted as practical sessions on software architecture understanding.

1) Participants: The participants in the first execution were 10 industrial practitioners and 7 researchers, and it was conducted in the context of an industry training on software architecture performed by our research group. The second execution is conducted with 92 students of the software architecture course held at University of Vienna. All the participants had knowledge of software development and software architecture, as well as of software traceability.

2) Object: The software system to be architecturally understood by participants was the Soomla Android store\(^1\) Version 2.0, a framework for supporting virtual economy in mobile games. It allows mobile game developers to easily implement virtual currencies (tokens, coins, gems, etc.), virtual goods, and in-app purchases. The choice of using this particular object is motivated by the following factors:

- The Soomla Android store is a free open source framework, which enables us to conduct the experiment and disseminate its results.
- It is used in real-world games; that is, it has industrial relevance.
- It addresses a well-known application domain that is likely known to the subjects from familiar real-world game applications.
- The Soomla Android store is written in the Java programming language with which the participants were sufficiently familiar.
- The source code of the Soomla Android store adheres to coding standards and is rather easy to understand for most potential subjects.
- The overall source code of the Soomla Android store comprises of 54 source code classes distributed across 8 packages, containing a total of 3623 KLOC (excluding blank lines and commented lines); that is, it is comprehensible for the participants within an experiment session, but not too simple.
- The experimenters were familiar with the internals of the Soomla Android store.

3) Blocking: To be able to explicitly analyse the influence of traceability links between architectural models and more low-level artefacts (here: the source code) in architecture-level understanding of a software system, the participants were split into two balanced groups. One group of participants was asked to answer the architecture-level software understanding questions by using the information from the architectural documentation and the source code of the system. The participants of the other group performed the same task, but additionally received the traceability links between architectural models and the source code. The first group is referred to as control group, the latter as experiment group.

Because of rather small sample size in the first execution, it was decided to assign the participants into two balanced groups based on their programming experience (0 years, 1-3 years, 3-7 years, 8 or more years), architecture experience (0 years, 1-3 years, 3-7 years, 8 or more years) and affiliation (university, industry, other). As the sample size in the second execution was sufficiently large, the participants were randomly assigned to the two groups.

4) Instrumentation: To obtain the necessary data related to the influence of traceability links between architectural models and the source code in architecture-level understanding of the software system, the instruments discussed in the following paragraphs were used to carry out the experiment.

a) Two pages of architectural documentation about the Soomla Android store version 2.0: The documentation describes the conceptual architecture and lists technologies and frameworks used in the implementation. Besides text, a UML component diagram is used to illustrate the components, and their inter-relationships in parts of the architecture.

b) A colourized copy of the source code for the Soomla Android store: The cover page alphabetically lists the code class, their respective page number(s) and owned source code package name. The subsequent pages lists the syntax-highlighted source code of the system. Note that the participants in the experiment group were also provided with the list of traceability links, showing the relations between architectural components and their realized code classes.

c) A questionnaire to be filled-in by the participants during the experiment: At the first page of the questionnaire, the participants had to rate their programming experience, architecture experience and affiliation, while the subsequent pages contains the understanding questions. In the context of these questions, two important criteria are applied: (i) the questions should be representative for key understanding and maintenance contexts, and (ii) they should be imaginatively constructed to measure the deeper understanding from participant groups. In this regard, nine principal understanding activities that are typically performed during real-world software understanding are applied. Please refer to \[9\] for the detailed description of these activities. Guided by these activities, 12 representative questions (shown in Table III) are defined that highlight many of the Soomla Android store aspects at both a high-level of abstraction (architecture-level) and a low-level of abstraction (source-code-level).

Note that the first six questions were designed as objective, multiple-choice questions to help participants’ in answering the understanding questions within the experiment session (maximum 90 minutes) and to make it easier to abstract results. The multiple choice questions in the experiment were designed with four possible options, which includes the correct answer and three plausible wrong answers. While latter six questions were designed as subjective, open-ended questions to represent typical maintenance situations, as their answers consists of a list of system elements (e.g., architectural components, source code classes).

\(^1\)see: http://project.soom.la/
5) Blinding: To eliminate subjective bias on the part of both experimental participants and the experimenters, double blinding was applied in the experiment. Although, participants perceived that there are two different groups, they were not aware about the purpose of group division and their group affiliation. The results of the experiment were handed over to two independent researchers who did not know the real identity of the participants. This was done to prevent the experiment from being biased. To be able to compute the correctness of recovered answers, the researchers were asked to match the participants’ answers with the original solution model. The correctness of objective questions was measured using zero = false and one = true scales; the correctness of subjective questions was measured using information retrieval statistics, ranges from zero worst to one best correctness. The nature of evaluations for objective and subjective questions allows analysts to objectively evaluate the correctness of recovered answers rather than by intuitive or ad-hoc human measures.

6) Data collection procedure: After introduction and grouping, the participants received the instruments, mentioned in Section III-B. The provided instruments had to be used to answer the questionnaire. The participants were distributed over separate rooms according to their group membership. At least one experimenter was present in each room during the whole duration, enabling the participants to pose clarification questions and restrict them from consulting others and using forbidden material. The participants were given maximum 90 minutes to individually answered the questionnaire. After completion of session, the filled-in questionnaire were collected by the experimenters and finally a discussion in the wrap-up phase was arranged to gather further information from the participant groups. All the participants were present during the discussion.

The discussion questions were concerning difficulties in the experiment and impact of traceability links in answering the questionnaire. While this information is not required for testing the hypotheses, it is used for validation and interpretation of the results. The questions after the experiment are asked for three reasons: 1) because the traceability links between architectural models and the source code could have influenced the participants of the control group prior to the experiment; 2) because we are interested in a way the participants answered the understanding questionnaire; 3) in the light of discussion, the participants of the control group could have guessed that traceability links play an important role in the other group, and consciously or unconsciously also focused on the traceability links.

IV. EXECUTION

A. Sample and Preparation

As described in Section III-B, the experiment was conducted in two practical sessions on software architecture understanding at the University of Vienna, Austria, one in the context of an industry training, the other in the context of a lecture on software architecture. The first session took place with 17 experienced participants; the second session was conducted with 92 students of the software architecture course.

Figure 1 shows the distribution of the participants based on their previous experience and affiliation, as assigned to the control group and the experiment group. The data presented in the figures was accumulated from all the participants from the two executions of the experiment, but also shows the separate data of the executions. The Sub-figures (a) and (b) show the previous experience of the participants concerning programming and architecture, while Sub-figure (c) shows the affiliation of the participants. Note that the previous experience of the participants in the first execution of the experiment is quite comparable among the control group and the experiment group. As mentioned earlier, the participants belonging to the first execution of the experiment had been manually assigned to the two balanced groups due to the small sample size. The second execution of the experiment have slightly more participants with longer experience in the control group. This is probably because participants of the second execution were randomly assigned to the two groups due to the rather sufficient sample size. However, overall the experiences and affiliations
are rather well balanced both in the two executions and in total.

B. Data collection performed

The data collection procedure was performed as planned in the experiment design. There were no participants who dropped out and no deviations from the study design occurred.

C. Validity procedure

This experiment was conducted in a controlled environment. The participants were assigned to the different rooms according to their group membership (control group or experiment group). The participants in each rooms were supervised by at least one experimenter during the whole duration, enabling them pose clarification questions and restrict them from talking to each other or using forbidden material. All the participants had to return the questionnaire before leaving the room. The filled-in questionnaire were collected from the remaining participants after completion of experiment session. No unexpected situation occurred during the experiment.

V. ANALYSIS

A. Descriptive statistics

This section shows the results of the experiment as a first step in the analysis. The first subsection V-A1 concerns the influence of traceability links on the architecture-level understanding of the software system. The latter subsection V-A2 presents an analysis of the influence of other factors, mainly related to the influence of the participants’ experience on the architecture-level understanding of the software system.

<table>
<thead>
<tr>
<th>Execution</th>
<th>Group Affiliation</th>
<th>Participants</th>
<th>Mean</th>
<th>Median</th>
<th>Std. Dev.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Execution 1</td>
<td>Control Group</td>
<td>8</td>
<td>6.501064</td>
<td>5.925</td>
<td>2.09378</td>
</tr>
<tr>
<td></td>
<td>Experiment Group</td>
<td>9</td>
<td>8.730342</td>
<td>9.008081</td>
<td>1.998951</td>
</tr>
<tr>
<td>Execution 2</td>
<td>Control Group</td>
<td>48</td>
<td>7.470229</td>
<td>7.63254</td>
<td>1.790458</td>
</tr>
<tr>
<td></td>
<td>Experiment Group</td>
<td>44</td>
<td>8.725963</td>
<td>9.08633</td>
<td>1.474317</td>
</tr>
<tr>
<td>All</td>
<td>Control Group</td>
<td>56</td>
<td>7.339491</td>
<td>7.561292</td>
<td>1.846343</td>
</tr>
<tr>
<td></td>
<td>Experiment Group</td>
<td>53</td>
<td>8.725963</td>
<td>9.065934</td>
<td>1.553107</td>
</tr>
</tbody>
</table>

TABLE IV. DESCRIPTIVE STATISTICS FOR THE INFLUENCE OF METHOD

1) Influence of traceability links: Table IV shows the comparisons for the control groups and the experiment groups from the two executions of the experiment as well as for the aggregated data obtained by merging the data from both experiments. The results in the table are based on the sum of the results of the questions for each participant. In total, the correctness of answers in the experiment groups is higher than the correctness of answers in the control groups.

The data in Figure 2 reports average correctness for each experiment question from both executions of the experiment as well as the aggregated data from both experiments. The figure shows that the participants of the experiment group belonging to the first execution of the experiment have a higher average correctness for all questions than the control group. However, the participants of the control group of the second execution of the experiment outperformed the participants of the experiment group in Question 5 and 11.

An important reason for this result in Question 5, which is of type multiple-choice question, is that more of the participants of the experiment group got confused by a strongly crafted distracter. However, for this question both of groups performed rather poorly. The reason for this result in Question 11, which is of type open-ended question, might be that the participants in the experiment group did not exactly know what to look for in the traceability links, whereas the participants of the control group probably took one of the relevant classes as the starting point and followed the import statement(s) in other classes to identify the answer to the question.

2) Influence of Participants’ Experience: The participants’ in the first execution of the experiment had several years of programming and architecture experience: they were either affiliated with the academia or industry. While the participants in the second execution of the experiment were students of the software architecture course, many of the students work either for the academia and industry. For this reason, the influence of participants’ previous experience - ‘0 years’ vs. ‘1-8+ years’ on the method is measured for both executions of the experiment. The participants with ‘0 years’ of architecture experience were considered as novices, while other participants with ‘1-8+ years’ of architecture experience were considered as experienced in the experiment.

<table>
<thead>
<tr>
<th>Group Affiliation</th>
<th>Arch-Experience</th>
<th>Participants</th>
<th>Mean</th>
<th>Median</th>
<th>Std. Dev.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Control Group</td>
<td>0 years</td>
<td>21</td>
<td>7.177572</td>
<td>7.099244</td>
<td>1.903803</td>
</tr>
<tr>
<td></td>
<td>1-8 years</td>
<td>35</td>
<td>7.496643</td>
<td>7.900318</td>
<td>1.835499</td>
</tr>
<tr>
<td>Experiment Group</td>
<td>0 years</td>
<td>22</td>
<td>8.528966</td>
<td>9.005934</td>
<td>1.499115</td>
</tr>
<tr>
<td></td>
<td>1-8 years</td>
<td>28</td>
<td>8.905424</td>
<td>9.116162</td>
<td>1.605553</td>
</tr>
</tbody>
</table>

TABLE V. INFLUENCE OF PARTICIPANTS’ EXPERIENCE ON METHOD: DESCRIPTIVE STATISTICS

Table V shows the descriptive statistics for the influence of participants’ experience on the correctness of recovered answers, grouped by participants’ experience and group affiliation. The results show slight differences in terms of the
experience of participants. That is, the participants with ‘1-8+ years’ of architecture experience in the experiment group have slightly better level of understanding than the participants with ‘0 years’ of architecture experience.

B. Dataset reduction

Outliers in the dataset, i.e. data points that are either much lower or much higher than other data points, are potential candidates for dataset reduction.

Two of the participants from the second execution of the experiment did not answer all the questions. In particular, one participant in the control group did not answer six questions, and another participant in the experiment group did not answer one question. This result in seven missing data points in the experiment. As it seems that these participants had spend sufficiently longer time in exploring the source code, we have not excluded these data points from the study.

To find potential outliers, we also calculated the average correctness for the questions for each participant. Note that two of the participants from the experiment group reached a considerable lower correctness than the other members of this group. A closer analysis showed that they could not properly make use of traceability links to answer the understanding questions. However, their correctness were not excluded as outliers, because the difference to the other participants is not strong enough. Excluding the data points would have introduced a potential vulnerability of the study results.

C. Analysis of the opinion of participants

This subsection summarizes the results of the wrap-up discussion phase which was arranged after each experiment session to gather further information from the participant groups.

The participants in both groups from the two executions of the experiment had acknowledged that they had enough time to answer the questionnaire. However, the participants of the control groups experienced more difficulties in answering the questionnaire than the participants of the experiment group. The same happened also for the experience of the participants: The participants with ‘0 years’ of experience encountered more difficulties than the participants with ‘1-8+ years’ of experience, while no significant differences emerged between correctness of the recovered answers.

The participants were also asked about their familiarity with the application domain. The answers imply that mobile game economies, which is the application domain of the Sooma Android store, is well-known to the participants from familiar real-world game applications. No noticeable differences emerged between participants and between different questions regarding the application domain.

The next two questions concerned the usage and helpfulness of traceability links for architecture-level understanding of the software system. First, the participants were asked whether traceability links are useful to architecturally comprehend the software system. The answers reflect that the participants had knowledge about traceability links. The members of both groups generally consider traceability links as useful in architecture-level understanding of the software system. In the next question the participants were asked whether they used traceability links before. The answers show that only a very few participants have previously used the traceability links for software understanding.

Finally, the participants were asked to briefly describe how the questions were answered. This was primarily done to confirm that the experiment group used the traceability links and to find out if the control group used any other systematic way to architecturally understood the software system. The answers of the control group imply the focus on an intuitive approach, which was mainly driven by personal experience or judgments. The respondents stated that they answered the questions by reading the textual description in the architecture document and intuitively exploring the code classes. They acknowledged that it is hard to find the correct links between architecture and implementation artefacts. This might stem from the fact that software architecture is not explicitly represented in the code classes, e.g. as packages and classes or similar code-level abstractions. The answers of the experiment group show a focus on the traceability links. The respondents of experiment group stated that they used traceability links to identify the architecture artefacts in the code classes and vice versa. They confirmed that they primarily used this additional knowledge for giving the answers to the questions.

D. Hypothesis testing and results

1) Influence of traceability links: To be able to test the first null hypothesis $H_0$, the influence of traceability links on the correctness of participants’ answers is measured. In the analysis of the experiment, the Shapiro-Wilk normality test [25] and Wilcoxon Rank-Sum test [26] are used. First, the Shapiro-Wilk normality test is used to find out whether equal variances of the level of correctness can be assumed. Second, as a consequence of non-normal distributions, the corresponding non-parametric statistical test, Wilcoxon Rank-Sum test, is used to test the significance of the found results. Note that the results of tests were interpreted as statistically significant at $\alpha = 0.05$ (i.e., the level of confidence is 95%).

The null hypothesis $H_0$ for the Shapiro-Wilk normality test states that the input data are normally distributed. Table VI shows the results from the Shapiro-Wilk normality test for the control groups and the experiment groups. The results in the table show that the p-values of the experiment group in the second execution of the experiment and control group for aggregated data from both experiments is lower than 0.05, the null hypothesis must be rejected for these two groups. As a consequence, we cannot apply parametric statistical tests like the t-test, but should instead use non-parametric tests.

<table>
<thead>
<tr>
<th>Execution</th>
<th>Group Affiliation</th>
<th>Shapiro-Wilk Normality Test</th>
</tr>
</thead>
<tbody>
<tr>
<td>Execution 1</td>
<td>Control Group</td>
<td>$W = 0.98928$, p-value = 0.2487</td>
</tr>
<tr>
<td></td>
<td>Experiment Group</td>
<td>$W = 0.9472$, p-value = 0.6595</td>
</tr>
<tr>
<td>Execution 2</td>
<td>Control Group</td>
<td>$W = 0.9615$, p-value = 0.1165</td>
</tr>
<tr>
<td></td>
<td>Experiment Group</td>
<td>$W = 0.9218$, p-value = 0.005454</td>
</tr>
<tr>
<td>All</td>
<td>Control Group</td>
<td>$W = 0.957$, p-value = 0.04438</td>
</tr>
<tr>
<td></td>
<td>Experiment Group</td>
<td>$W = 0.9604$, p-value = 0.07636</td>
</tr>
</tbody>
</table>

Because both executions of the experiment were organized as longitudinal studies where each participant answered the
questionnaire, with the two possible treatments for method (no traceability links, with traceability links), it is possible to use a Wilcoxon rank-sum test to measure the differences exhibited by each participant for the two treatments. Table VII shows the results of the Wilcoxon rank-sum test for the control group and the experiment group. The table shows that the both executions of the experiment (Execution 1 and Execution 2) as well as the aggregated data from both experiments (All) provides strong evidence that H_{o1} can be rejected. This means that in our two experiments the use of traceability links significantly improved the architecture-level understanding of the software system. Note that there is a noticeable difference in the p-values between the two executions of the experiment and the aggregated data from both experiments. The main reason behind this difference probably is the limited number of participants in the first execution of the experiment.

2) Influence of participants’ experience: Hypothesis H_{o2} was also evaluated with a Wilcoxon rank-sum test. The results are shown in Table VIII. Although slight differences in terms of the experience of participants’ can be observed, the results cannot be said to be statistically significant. This means that the hypotheses H_{o2} can not be rejected.

### VI. Interpretation

#### A. Evaluation of results and implications

1) Influence of traceability links: Hypotheses H_{o1} and H_{1} concern the influence of traceability links. The results pointed out in Section V provides strong evidence that the null-hypothesis H_{o1} can be rejected. Thus, according to our experiments, there is evidence that the architecture-level understanding of a software system is higher if the traceability links between architectural models and the source code are used.

2) Influence of participants’ experience: To be able to test the second null hypothesis H_{o2}, the influence of the participants experience on the correctness of recovered answers is measured. Note that this analysis was performed on the whole dataset, similar to the study by Wohlin et al. [20], who compared the software development process using C and C++. The parametric statistics could be applied at the dataset, since (i) the experiment design, instrumentation and procedure is exactly the same, (ii) the way participants’ experience has been evaluated is the same. It should be noted that only the substantial difference, i.e. experience of the participants, is considered as an experimental factor.

Hypotheses H_{o2} and H_{2} concern the influence of participants experience. The results do not provide evidence to confirm or reject the null hypothesis. Thus we are unable to show that the participants’ experience has a significant interaction with the use of traceability links to effect the architecture-level understanding of the software system. This result is surprising to us because we have assumed that understanding of recovered solutions for experienced participants is significantly higher than for novice participants.

B. Limitations of the study

Several levels of validity threats have to be considered in the experiment. We have considered the classification scheme for validity in experiments by Cook and Campbell [27]. The internal validity refers to the cause effect inferences between the treatment and the dependent variables measured in an experiment. External validity concerns the generalizability of the results for a larger population. Construct validity focuses on the suitability of the study design for the theory behind the experiment. Finally, conclusion validity focuses on the relationship between treatment and outcome and on the ability to draw conclusions from this relationship. All validity threats in the experiment are categorized based on this classification.

1) Internal validity:

- The participants’ population in the experiment might not be sufficiently competent. This might influence the results of the experiments. In this particular experiment, all the participants from the two executions of the experiment had knowledge about software development and software architecture, as well as of software traceability. They all studied the previous lectures of at least the software architecture course.

- The variation in human performance might distort the results of the experiments, and then the performance differences would not arise from the difference in treatments. In this particular experiment, the participants’ experience is quite comparable among the control group and the experiment group in both executions of the experiment (as shown in Fig. I). Thus, this factor is not seen as a strong threat to validity.

- The experiment was conducted in a controlled environment in separate rooms under supervision of at least one experimenter. Although, it was not possible to completely prohibit misbehaviour or interaction among participants, it is not very likely that misbehaviour or interactions have had a big influence on the outcomes of the experiment.

- Another potential threat to validity is that the understanding of the questionnaire could have been biased towards the experiment group. The threat, however, is mitigated by applying an established task framework [9] to ensure that many aspects of typical understanding contexts are covered. As a result, the questionnaire concerned both global and detailed knowledge, as well as static and dynamic aspects. Therefore, we do not consider it a highly relevant threat to validity.

- The analysts in the experiment could have graded the recovered answers incorrectly. We tried to mitigate
this risk by providing the original solution model to the analysts. The analysts were asked to applying the solution model to the recovered participants’ solutions. The solution model clearly states the correct element(s) for each question. Furthermore, the results have also been verified by the authors of this paper.

- Finally, the analysts could have been biased towards the experiment group. We tried to exclude this threat to validity by not revealing the identity of the participants or in which of the two groups they have participated to the analysts. Hence, it is rather unlikely that this threat occurred.

2) **External validity:**

- As discussed in Section III-B, the first execution of the experiment is conducted with experienced participants. They all have an academic or industrial background in several software engineering disciplines and a strong interest in software architecture and software traceability. The second execution of the experiment was conducted with rather inexperienced participants, the students of a software architecture course. Nevertheless, the results of our study imply that the participants’ experience does not have an significant influence on the external validity of results. Therefore, we conclude that the lower level of experience of the participants in the second execution of the experiment does not distort the study results.

- The instrumentation in the experiment might have been unrealistic or old-fashioned. In this case, the traceability recovery was based on a printed traceability links. In practice, different tools would be used to support traceability recovery. These tools are primarily used to formulate and maintain the traceability links. In this experiment, for practical reasons and to study the foundational concepts rather than a specific tool, the design of the software and traceability links were readily provided in a printed document. We assume that the measured effect of a experiment group during traceability recovery is independent of the way in which a tool would visualize the traceability links, but a threat to validity remains that our results cannot be 1:1 translated to all existing tools and visualizations.

3) **Construct validity:**

- The fact that only one object (the Soomla Andorid store) is used in the experiment, introduces the risk that the cause construct is under-represented. Theoretically, the results could look different if software system with higher number of code classes and multiple architecture views would be used for the understanding. We assume that the used system is representative for large and medium-size object-oriented systems. The threat, however, cannot totally be ignored.

- Another potential threat to validity is the interactions between experiment groups. We tried to mitigate this risk by the design of the experiment that allowed to separate the analysis of the different factors and of their interactions. Thus, this factor is not seen as a strong threat to validity.

4) **Conclusion validity:**

- A threat to validity might result from the use of objective, multiple-choice questions because of poorly crafted distracters (wrong options) and guessing. We tried to mitigate this risk by designing the multiple-choice questions with four possible options, which includes the correct answer and three distracters (plausible wrong answers): The distracters represent common misapprehensions and/or mistakes within a discipline and require appropriate decision making methodologies to interpret them. Nevertheless, the multiple-choice questions were designed in the experiment to help participants’ in performing the typical understanding tasks within the experiment session (maximum 90 minutes) and to make it easier to abstract results. All these threats, however, cannot totally be ignored.

- Another threat to validity might result from the interpretation of the subjective questions because answers to the subjective questions consists of a list of system elements (e.g., architectural components, source code classes). We mitigated this risk by calculating the standard information retrieval metrics for recovered subjective solutions from all questions. We argue that information retrieval measures allow analysts to objectively evaluate the correctness of subjective questions rather than intuitive or ad-hoc human measures. We conclude that this potential threat is mitigated to large degree.

Finally, the violation of assumptions made by statistical tests could distort the results of the experiments. In the analysis of experiment, the Shapiro-Wilk normality test and Wilcoxon Rank-Sum test are used. First, Shapiro-Wilk normality test is used to find out whether equal variances of the level of correctness can be assumed. Second, as a consequence of non-normal distributions, the corresponding non-parametric statistical test, the Wilcoxon Rank-Sum test, is used to test the significance of the found results. Note that the results of tests were interpreted as statistically significant at $\alpha = 0.05$ (i.e., the level of confidence is 95%). Thus, this factor is not seen as a threat to validity.

### VII. Conclusions and Future Work

In this paper, we describe the results of two controlled experiments that were conducted to find out if traceability links between architecture models and the source code are beneficial for architecture-level understanding of the software system. The experiments focus on the correctness of the recovered answers and the participants’ experience. The results of the experiments shows that providing traceability links between architectural models and the code base leads to a higher level understanding of the software architecture. According to our results, the experience of participants did not play a significant role in linking architectural models and the code base.

As it is usual for empirical studies, replications in different contexts, with different objects and participants, are good ways to corroborate our findings. Replicating the experiment with different objects (software systems) of varying sizes
and complexity, and different participants (seasoned software architects and masters students) are part of our future work agenda. Another direction for future work is to replicate the experiment with a traceability tool.
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