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Abstract 
For several ontology applications, a combination of 

classes with their instances, their properties on the class 
level and on the instance level are from interest. 
However, the focus of most visualization approaches is 
on the hierarchical and non-hierarchical relationships 
on the class level. This paper presents an approach to 
visualizing datatype properties and object properties on 
the instance level. For this purpose, three different 
layouts were developed for the ontology visualization 
tool Knoocks. Furthermore, the paper discusses results 
of an evaluation that was motivated to identify which one 
of these layout versions was preferred by the users. The 
evaluation should also reveal if the concept of the 
representation of the properties was understandable for 
them. 
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1. Introduction 

An ontology is a conceptualization of a specific 
domain and can be used as a skeletal foundation for the 
knowledge base to provide a common understanding of a 
specific domain [1, 2]. For example, in the context of 
education (see e.g., [3, 4]) ontologies present curricular 
structures to support students for planning their study or 
to help lecturers to organize their courses.  

 OWL is a popular language to describe ontologies 
in a human-readable way and allows users to 
communicate, to analyze, to exchange or to share 
ontologies. The basic elements of OWL ontologies are 
[5]: 
• Classes: present the relevant concepts. 
• Instances: stand for the individual objects of the class. 
• Object properties: define the interconnections within 

the ontology and relate instances to instances.  
• Datatype properties: relate instances to datatypes 

which allow to specify additional information about 
the instances. 

Based on the fact that ontologies can become very 
large and complex, graphical representations can support 
humans to work with them more easily. Therefore, 

several visualization tools for ontologies were developed 
in the past few years. A good overview of different 
visualization tools and approaches is given in [6, 7]. 

Most visualization approaches concentrate mainly 
on classes. Therefore, object properties are often 
visualized – if at all – only on the class level and not 
directly on the instance level. For several applications, 
however, instances and the representation of their 
properties play an important role [8]. For example, in 
case of a curriculum ontology, courses can be defined as 
instances, whereas ECTS points of courses may be stored 
as datatype properties. Content dependencies between 
the courses can be described as object properties. Or in 
case of a travel ontology to find hotels, hotel names can 
be defined as instances and the contact information of the 
hotels can be defined as datatype properties. 

These examples show that it is often not sufficient to 
visualize only an overview about the structure of the 
ontology on the class level. It is also necessary that the 
graphical representations of ontologies allow users to 
effectively see the instances with their datatype 
properties and their interconnections to other instances. 

In this paper, we present an approach which allows 
users to directly see datatype properties of instances and 
object properties on instance level. The object properties 
representation includes hyperlinks between instances 
which allow users to jump rapidly between instances. 
Therefore, fast access to other instances is possible and 
this allows to explore the interconnections between 
instances without leaving the detail view. For this 
purpose, we developed three different layout versions 
which are integrated in the ontology visualization tool 
Knoocks [9]. This tool allows users to explore and 
analyze OWL Lite ontologies. In order to help users to 
understand the structure of classes, instances and 
properties, an overview of classes with their relationships 
is combined with a detail view to represent instances in 
connection with their classes and their properties.  

This paper is structured as follows. Section 2 gives a 
short overview how other visualization approaches 
present properties on the instance level. A short 
description of Knoocks is given in Section 3 and in 
Section 4 the three layout versions for the representation 
of properties are shown. The evaluation of the three 
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layout versions is described in Section 5. Finally, results 
and future work will be discussed. 

2. Related work 

In general, there exist two strategies to represent 
properties on the instance level. One strategy shows the 
properties in a separate window (e.g. Grokker [10], 
GOSurfer [11] and TGVizTab [12]) and the other 
strategy presents the properties directly at the class or 
instance node (e.g. Jambalaya [13], OntoViz [14] and 
Ozone [15]).  

For the representation of datatype properties, tables 
are often used. For example, OntoViz and Ozone allow 
users to choose datatype properties for instances and 
classes which are visualized as tables in the graph. In 
case of OntoViz, sizes of tables are constant and 
therefore if the values of datatype properties are too long, 
texts are truncated with "..." without the possibility to see 
the full values. In contrast to OntoViz and Ozone, 
TGVizTab shows the datatype properties of instances in 
a separate window after double clicking on the instance. 
In case of Jambalaya, the datatype properties are 
embedded as own window after users zoomed in the 
instance level.  The separate window for properties in 
case of Jambalaya and TGVizTab, presents every 
datatype property as own table.  

Object properties are mainly visualized as node-link 
representations. For example, OntoViz shows the object 
properties as labeled edges between classes and 
instances. However, OntoViz makes no difference 
between different object properties. Therefore it is 
difficult to distinguish between the different 
relationships. Furthermore, if the connections are too 
long, it is tedious to follow them [4]. Jambalaya provides 
different views to visualize ontologies. The nested graph 
view is one of these views and shows the instances 
embedded in their classes and the object properties as 
edges between the classes. The different object properties 
have different colors and the labels of the connections 
are also visible as a tooltip. The object properties are 
only visualized as edges on the class level and therefore 
users have to zoom in the instance level to see an 
embedded window that represents for every object 
property a list of instances in regard to their outgoing 
direction. However, it is not possible to directly see the 
instances from the incoming direction. For example, in 
case of a curriculum ontology it is not possible to see 
which courses are the prerequisites of the selected 
course.  

3. Knoocks 

Knoocks (Knowledge Blocks) is a visualization tool 
for OWL Lite ontologies and is implemented in C#. For 
parsing OWL Lite ontologies, the publicly available 
OwlDotNetApi [16] is applied and OpenGL is used for 
displaying purposes (e.g., for alpha-blending or 
texturing). For the development of Knoocks, ontology 
visualization requirements (based on literature study, 

e.g., [8, 17]), usability and interface design aspects 
(based on [18, 19, 20]) were considered.  

Knoocks divide the ontology in blocks. A block is 
generated for each class which is directly connected to 
OWL:Thing and the blocks also contains of the class’ 
descendents.  Classes are represented as rectangles. The 
subclassOf relationships are presented in such a way that 
the right class is the subclass of the left class. The layout 
of blocks is inspired by the Icicle Plot concept [21] to 
make clustering of objects easily noticeable. Classes 
contain their instances as a list, which is motivated by 
space filling approaches, in particular of the treemap 
[22].  The list representation allows user to quickly scan 
the instances and automatically avoids overlapping of 
instances.  

Furthermore, Knoocks provides two views: a detail 
view and an overview. The overview shows the blocks 
and object properties are presented as edges between the 
classes. Every object property has its own color to make 
them better distinguishable from each other. The detail 
view presents the instances in combination with their 
object properties and datatype properties. Users can 
switch between the views via a switch button. Figure 1 
shows both views. The latest version of Knoocks - as of 
this writing - is described in more detail in [9].  

4. Layout Design for Properties 

Whereas, object properties are presented as edges on the 
class level to give a general overview about the 
connections, the properties on instance level give more 
precise information about the instances themselves. 
Properties of the instances pop up if the user clicks on 
the label of the instance in the detail view and properties 
are closed after the user clicks the label of the instance 
again. The properties have a slightly transparent 
background to allow users to see the properties in 
connection with the selected instance in the detail view 
without losing the orientation. 

 
Figure 1: Main window of Knoocks shows the 

detail view (B) and the preview window presents 
the overview (A). 



 
Figure 2: Layout version A for properties on the 

instance level which shows the object 
properties in a single white box. 

 
Figure 3: Layout version B for properties on the 
instance level. For the object properties, every 

class path is represented as own rectangle. 

 
Figure 4: Layout version C for properties on the 
instance level. A circular layout is used for the 

representation of the object properties. 

The datatype properties are listed in an orange two-
column table. The first column contains the names of the 
datatype properties and the second column presents the 
corresponding value.  For the representation of object 
properties, three different layouts were developed. 

The first version (version A) shows the object 
properties as a list (see Figure 2). Names of classes are 
presented as path and instances are grouped in regard to 
their common class paths. This grouping allows users to 
quickly see which instances are members of the same 
subclass. The inspiration of this path representation was 
the well-known breadcrumb navigation. Similar to 
breadcrumb navigation, the class path specifies the 
hierarchy separator as greater than (>) symbol. Instances 
are presented directly under the name of their class. 
Clicking on the name of an instance allows users to jump 
directly to the selected instances in the detail view. The 
arrow symbol beside the instance label shows the 
direction of the connection and the color of the arrow 

corresponds to the type of the object property. For space 
saving, classes are abbreviated with "[...]", if they do not 
contain any instances. The complete omitted path is 
visible via tooltip. Furthermore, users can drag and drop 
the table of datatype properties as well as the list of 
object properties. This gives users more flexibility and 
allows to compare properties of several instances.  

Version B (see Figure 3) is similar to version A, but 
in contrast to version A, every class path is represented 
as own rectangle to make the differentiation of the 
groups clearer. Furthermore, the representation of 
separate groups allows users to move each rectangle 
individually. 

Layout C (see Figure 4) presents every instance with 
the arrow symbol for direction and type of object 
properties in a separate rectangle. The class path 
information is only visible via tooltip. The instances are 
arranged in a radial pattern, because the representation of 
object properties as a list has the drawback to grow in the 
height for a large number of entries. Furthermore, users 
can also move the collection of instances as a whole. 

5. Evaluation 

The goal of the evaluation was to find out more 
about the usability of the different layout versions. 
Furthermore, we wanted to identify which one of these 
layouts was preferred by the participants.  

5.1. Test Case Ontology 

As test case ontology, a bachelor curriculum of 
computer science ontology is used for all three layout 
versions. This ontology describes the modules of the 
curriculum as classes and the courses are defined as 
instances. Additional information about the courses (e.g., 
ECTS points, course type, course contents and course 
goals) are defined as datatype properties. Object 
properties show the formal dependencies and 
dependencies in terms of the content between courses. 
Summarized, the ontology consists of 86 classes, 122 
instances, 2 object properties and 8 datatype properties. 

5.2. Participants 

The findings of the evaluation are based on 21 
participants (14 students of computer science and 7 
lecturers of computer science). The reason for this choice 
of participants was that they were familiar with the 
curriculum information and thereby the focus was on the 
visualization itself and not on learning a new ontology.  

Each of the three layout versions for the properties 
representations of the instances was evaluated by seven 
participants and the testing session for each participant 
took about 90 minutes.  

5.3. Methods 

The evaluation is based on task scenarios in 
combination with observations and thinking aloud 



protocols.  Before the users started with the tasks, they 
had the possibility to get a first impression of the 
visualization and to interact with Knoocks until they had 
the feeling to have a good overview and understanding of 
the tool and its functionalities. 

The tasks concentrate primarily on the identification 
of the datatype properties and the object properties 
between instances (e.g., to find the content dependencies 
of a specific courses to other courses). To identify 
strengths and weaknesses of the different layouts, the 
participants were additionally asked about their 
impression of the visualization of the properties and how 
well the design was understandable.  

After they finished all tasks, all three design layout 
versions are shown to each participant. The participants 
were asked to rate arrangement and understandability of 
each layout in regard to the representation of the datatype 
properties and the object properties. For this purpose, a 
7-point Likert scales were used from “not well-
arranged” to “very well-arranged” and from ”not 
understandable” to ”very understandable”. Finally, we 
asked them which one of these layout versions they 
preferred and which one of the three versions they found 
less attractive. 

5.4. Results 

The findings of our observations and thinking aloud 
protocols showed us that in general the participants had 
no problems to identify datatype properties of an instance 
independent from the layout version they used. They said 
they were “helpful” and “fast to understand”. In 
contrast to datatype properties, participants found the 
representation of the object properties more difficult at 
the beginning. Based on the fact that they got no 
introduction of Knoocks, they noted that the direction of 
the arrows and the meanings of the arrow color were not 
instantly clear without additional hints (9 statements). To 
make the directions of the arrows clearer, several 
participants suggested to group the arrows in regard to 
their outgoing and incoming directions (6 statements). 
However, we observed that they learned the meaning of 
the direction and color very fast. Participants, who tested  
layout C, saw the orange button in the middle of the 
circular arrangement as point of reference for the arrow 
directions.  

Participants pointed out that they missed a header 
with the name of the instance and a close button (5 
statements), because if many properties of instances were 
open it was not clear which representation of properties 
was for which instance. Especially participants, who 
tested the version C, found it more difficult to close the 
properties of an instance than in version A and B.  
Several participants disliked that the texts were truncated 
(12 statements). Although one participant liked the 
solution with tooltips to see more information, most of 
the participants would have found it more helpful to have 
multiple rows for the datatype properties. 

 
 

 
 A (%) B (%) C (%) 
preferred layout 
version 33.33 52.38 14.29 

less attractive layout 
version 23.81 9.52 66.67 

Table 1. Percent distribution of the rating for the 
layout versions A, B and C. 

Only for three participants was the representation of 
drag and drop functionality for the properties of the 
instances not clear enough at the beginning. Four 
participants explicitly stated that they liked to move the 
properties of an instance, because it allowed them to 
arrange the properties how they liked. Furthermore, 
jumping to another instance directly from the 
representations of properties, was for the participants 
also clear. One participant stated explicitly that it is a 
good solution. 

After we showed the participants all three layout 
versions, most participants found version B very well-
arranged (see Figure 5) and understandable (see Figure 
6). Especially, the representation of the object properties 
was very understandable for 50% of the participants. 
Furthermore, eleven participants preferred layout B (see 
Table 1).  Reasons for their decision were that version B 
gave them a clear overview (4 statements) and they liked 
that the object properties from the instance to other 
instances were organized in regard to their classes (6 
statements). Four participants stated as advantage that the 
layout B allowed them to move every single box with 
their object properties how they liked. However, one 
participant found it unnecessary to move every single 
box and one participant noted that version B looked more 
overloaded than version A. 

The rating of the three layout versions showed that 
most of the participants found the version C least 
attractive (see Table 1).  Especially the participants rated 
version C lower in regard to well-arranged representation 
of the object properties (see Figure 5) and only 14.29% 
of the participants found the object properties in version 
C very well-arranged. They disliked that object 
properties were partially overlapped (3 statements) and 
they said it was confusing if one instance had many 
relationships to other instances (6 statements). 
Furthermore, they noted that they missed an arrangement 
of the object properties (5 statements) and one participant 
pointed out that, s/he missed the breadcrumbs. 
Furthermore, another participant stated that if the object 
properties were represented in a list, such as in version A 
or B, it was for him/her clearer than the radial layout.  In 
contrast, three participants preferred version C, because 
they liked the radial layout and found the layout easier to 
understand. 
Seven participants preferred layout version A. Similar to 
version B, they found that version A gave a clear 
overview (4 statements).  
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Figure 5. The rating result of layout versions A, 

B and C in regard to their arrangement of 
properties. 
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Figure 6. The rating result of layout versions A, 

B and C in regard to their understandable 
representation of properties. 

They noted as advantage of version A that it needed 
lesser screen space than version B and therefore it was 
possible to represent more object properties (4 
statement). However, five participants found version A 
less attractive, because two of them disliked the list 
representation of the object properties. Only 28.57% of 
the participants rated the representation of the object 
properties as very understandable and only 14.29% found 
the object properties very well-arranged. Named reason 
was that they missed separations between the groups of 
object properties and therefore they found the overview 
less clear than in version B. Furthermore, one participant 
noted that s/he missed the possibilities to arrange the 
object properties individually such as in version B. 

6. Discussion 

The results of the evaluation showed that the 
concept of the properties representation in the detail view 
mapped the concept of the participants and therefore they 
had no problems to find the properties of instances. They 
found it very intuitive and simple to click on the label of 
the instance to open the properties. However, closing the 

properties was more difficult for them, because they 
searched for a close button. Furthermore, they noted that 
it would be helpful if the representation of properties 
would have an additional header with the name of the 
instance. Because if many properties of various instances 
were open, they pointed out that the affiliation between 
instances and their properties was not readily 
identifiable.  

Furthermore, the observations show that the 
participants preferred the representation of properties in 
the detail view instead of the node-link representation in 
the overview. They noted that the connections were 
clearer than in the overview. Whereas they found that the 
node-link representation was more suitable for tasks, like 
getting a fast overview about the distribution of the 
connections.  Based on the fact that the table 
representation was only for instances, participants noted 
that it would be beneficial to have this representation 
also for general information about a class in the detail 
view (e.g., which datatype properties and object 
properties the class contains). 

Layout version C was more often named as the least 
attractive layout version of all three, because of the 
number of overlaps of the object properties’ entries. 
Furthermore, several participants stated that the list 
representation of the object properties was clearer 
arranged for them than the radial layout.  

Although version B and A were similar, version B 
was more often named as preferred layout version. 
Reasons were the additional separations to group the 
object properties and the possibility to move the 
collection of properties as a whole or every group 
individually. The possibility to drag and drop the 
properties of an instance in all three layout versions 
allowed the participants to compare different properties 
of different instances. 

The arrow symbols to represent the direction of the 
connections were for several participants not clear 
enough at the beginning. They learned the meaning of 
the direction quickly without additional help, but they 
were unsure in regard to their decision. Therefore they 
would have liked additional hints for the meaning of the 
color via tooltip or to have a help document to control if 
their assumptions of the direction were correct or not. A 
possible reason for their uncertainness was that they had 
lesser experience with properties, because user tests to 
evaluate Knoocks functionalities with ontology 
developers (see [9]) showed that they had no problems to 
understand the color and direction of object properties 
immediately.  

Conclusions  

In contrast to other approaches, which show the 
object properties primarily as node-link representation on 
the class level, this paper described an approach to 
represent properties directly on the instance level.  For 
this purpose, three different layout versions were 
developed which were integrated in the visualization tool 
Knoocks. The properties representation pops up if the 



user clicks on the instance in the detail view of Knoocks. 
The basic elements of the property representation are 
tables for the datatype properties and lists for object 
properties.  Furthermore, it allows users to jump to the 
instances which are presented in the list of object 
properties without losing the focus on the detail view. 

Whereas the visualization of datatype properties is 
identical for all three versions, the representation of 
object properties varies in all three versions.  To find out 
if the basic concept of the representation of properties is 
clear for the users and which one of these layout versions 
is preferred, we conducted user tests with 21 participants. 
The result of the evaluation showed that the participants 
had no problems to find and understand the presentation 
of properties. However one layout version emerged as 
preferred layout, because of its list representation of the 
object properties and its clear separation of the different 
groups. 

One of our next steps is to rework the preferred 
layout version in regard to the usability issues which 
were found during the user tests. Further extensive 
usability evaluation of Knoocks and comparing study 
with other visualization approaches with focus on the 
properties on the class level and on the instance level are 
planned to confirm the underlying concepts of our 
approach. 
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