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Abstract—The integration of programming into the school curriculum has become increasingly important, especially in places and class levels where computer science is not yet available as a subject of its own. In this paper we investigate the performance of a class of sixth grade students who were trained in programming as part of their regular mathematics curriculum following the method of Förster [ACM SIGITE’16], which uses programming as a teaching tool for geometry skills. As a final project the students were tasked to program a computer game in Scratch, by which we gauge the students programming skills using the methodology proposed by Funke et al. [IEEE EDUCon’17], as well as the automatic quality assessment tool Dr. Scratch. We compare our results with the results reported by Funke et al. from over 50 students, and with the automatic quality assessment scores of a data set of 250K Scratch programs published by Avilaoglu et al. [MSR’17]. Our pilot study shows that introductory programming skills taught as part of mathematics classes, aiming at the improvement of geometry skills, also satisfy the computer science requirements of an introductory programming course.

I. INTRODUCTION

Programming is a staple skill not only in computer science, but also a fundamental building block of today’s and tomorrow’s education from which all children can benefit at an early age [1]. Programming classes are already compulsory in primary school in Estonia and Cyprus [2]. Many other countries, however, only introduce computer science in secondary schools, if at all—see the snapshot by Hubwieser et al. [3]. In Germany, for example, there are no mandatory computer science requirements for primary schools [4].

Until computer science enters the curricula as a subject on its own, programming has to be either taught via extracurricular classes/summer schools [4], [5] or integrated into existing school subjects [6]. While both methodologies yield well-documented positive outcomes, they usually suffer from the same structural downside: limited time. When computer science competes with further extracurricular activities or the curricula of other school subjects, it becomes difficult to introduce all children to even basic programming concepts in primary schools. Even though there seems to be a consensus that “All of Europe’s citizens need to be educated in both digital literacy and informatics” [7], the introduction of early computer science seems to be a problem at the political level [8], which is beyond the scope of this article.

The integration of programming into a non-computer science subject is a promising approach to solving this presented dilemma, if programming simultaneously aids the foreign subject itself in its current curricular goals. Mathematics is a classical choice for such a “partner”-subject, and often responsible for bringing programming into schools [9]. Early studies have reported the benefits of using programming languages as a conceptual framework for teaching mathematics [10].

In this article we use programming as a tool to support the learning of mathematics in the 6th grade, as proposed by Förster [11]. Our motivation for this is two-fold: Firstly, it introduces the students to the programming language Scratch, which is widely popular for introductory courses in computer science nowadays [12]. Secondly, it is directly integrated into the current mathematics curriculum and was positively evaluated for “traditional” geometry goals [11].

Our goal is to evaluate whether using programming as a mathematical toolkit also satisfies the requirements of an introductory programming course in a computer science setting. Towards the end of the mathematics course, the students were tasked with programming a small computer game of their own design. We analyze these programs in order to gauge the programming skill acquired as part of the mathematics course. To this end, we follow the methodology suggested by Funke et al. [13], which is in part derived from the game-based approach of Wilson et al. [14]. We deliberately chose game programming for this task, because as Utesch points out, game creation allows the students to “organize their own understanding of the topic and become intrinsically motivated” [14]. Moreover, games are a type of software that all of the students were very familiar with already.

We begin by discussing related work in Section II focusing on a K-12 education context. In Section III we then describe our course design, which combines the teaching of mathematics with Scratch programming, and a capstone game programming task. In Section IV we evaluate the created games and assess the children’s programming skills: first by comparison with a computer science oriented course, followed by an automated evaluation via an independent toolkit. We find that the approach satisfies the requirements of an introductory programming course. We conclude in Section V along with an outlook on future work.
II. RELATED WORK AND BACKGROUND

Programming is seen as a fundamental 21st-century skill, and can even be considered a form of literacy [1]. For decades there have been efforts to introduce children to programming. These can be traced back as far as the late 1960's and the programming language Logo, to which Seymour Papert added the idea of Turtle graphics [15] to support drawing operations. The connection to teaching mathematics was also made early on [10], [16], [17], as was the extension to real-world drawing by a Logo-controlled robot. Even today, both Logo and Turtle graphics are still used to teach programming [18]—even to children in primary schools [5] and in kindergarten [19]. As was pointed out recently: “The good old idea of Turtle graphics still has an enormous potential” [20].

The modern programming language Scratch [21] can be seen as a continuation of Logo’s ideals [22]. Scratch employs a block-based approach, leaving behind common problems of textual programming languages such as brackets being out of sync [23]. Furthermore, Scratch is appropriate for the entire K-12 spectrum of educational children’s programming and beyond—see [11, Section 3] for further details. Using concepts of Turtle graphics seems to be a common theme in introductory Scratch courses. After all, every new Scratch program already starts with a turtle object (in the form of a cat, see Figure 3).

Even though Scratch was widely released as recently as 2007, it has since become one of the staple languages used to introduce children to programming concepts. It is not only well suited as a stepping-stone into more advanced “real” programming languages [24], but also as a means to teach computer science concepts in general [25].

To this end, Maloney et al. [26] concluded: “The Scratch programming environment and language work together to create a system that is exceptionally quick to learn—users can be programming within fifteen minutes—yet with enough depth and variety to keep users engaged for years.”

Perhaps inspired by the constructionist goals of the Logo philosophy [27], a commonly studied theme for introductory courses is the design and programming of computer games [28], [29]. A review of various success factors when teaching with a playful approach was compiled by Heininger et al. in [30]. Various studies focus on learning programming (solely) through the making of computer games—we refer to the survey of Kafai and Burke for an overview [28].

It has been shown that game programming, in an introductory context for children, raises motivation and is additionally beneficial for female students [31]. Ouabbi et al. [32] also remark on the high motivation of students in this context.

However, it is important to note that programming games is orthogonal to playing games [33]. Game programming is an educational tool that is used in early education [34] or specifically the mathematics curriculum [35], though it is related to the more specific task of programming agents in a game [36], [37]. The latter also has the benefit that debugging can be performed “by observing the agents’ actions in a virtual [computer game] world” [38], analogous to coding and debugging Turtle graphics.

In general, there is a vast corpus of work regarding the teaching of programming, games programming, and the interplay of programming and mathematics. In the following, we will therefore focus on related work that—like the approach investigated here—uses the programming language Scratch.

Among the most important topics is the assessment of Scratch programs created by students. Moreno-León and Robles [39] propose automated evaluation via a tool they call Dr. Scratch [2]. Funke et al. [4], on the other hand, advocate to manually evaluate the student programs via the SOLO taxonomy [40], [41]. We present both evaluation concepts in greater detail in Section IV, where we use them for evaluation and comparison purposes.

Funke et al.’s approach is embedded into a larger project idea, first proposed in [42], in which the goal is to develop and run an efficient extra-curricular introductory programming course for 3rd and 4th grade students. The project concept and execution is described in [43]: over the course of three days, the students are first exposed to programming via the concepts of CS unplugged [44], then to programming at a computer in the Scratch environment (also introducing loops and if-conditions) and are finally tasked to program personalized projects. In [4], Funke et al. evaluate over 50 projects of 4th-graders. They group these projects into three genres: stories, animations, and games—where games are found to be the most advanced projects overall. They also investigate gender differences between the Scratch programs [45].

We follow their (capstone) method for evaluation in our own course design, but specifically task students to program personalized computer games for their projects.

Scratch has also been used in the context of further K-12 subjects [5], and particularly in investigating the connection between programming and mathematics skill. Lewis and Shah [46] showed that for 5th graders, scores on Scratch programming were predicted by their previous performances in standardized mathematics tests. For 6th graders, Calao et al. [47] demonstrated that training in Scratch increased their mathematical thinking skills in a significant way. Experiments regarding the learning of probabilities through game creation in Scratch were performed in [48].

Previously, Förster investigated the integration of Scratch into geometry lessons for students in grade 6 and 7, showing that the mathematical knowledge objectives can be reached in an improved way in comparison to control groups using traditional (non-programming) methods [11]. Beyond this, we are not aware of further works that 1) replace part of mathematics classes with specifically tailored programming in Scratch, and 2) obtain enhanced results in mathematics objectives in comparison to traditional teaching methods. In this paper we evaluate this method—limited to grade 6—with a particular emphasis on determining the students’ (implicitly) obtained programming skills.

---

1. http://scratch.mit.edu

III. COURSE DESIGN AND EXECUTION

In this section, we describe the arrangement of our course. We begin by outlining our conceptual choices and the classroom setting, followed by the design and execution of the course, and finally our evaluation methods.

The aim of our course was to integrate an introductory programming course into a mathematics curriculum. To this end, we follow the approach of Förster [11], which was developed to integrate programming and algorithms into the mathematics curriculum of grades 6 and 7. In order to evaluate whether this mathematics course also fulfilled the goals of an introductory programming course, the students were tasked to program a computer game of their own design as a capstone project. These games were then analyzed to gauge the students’ programming skills, by applying the evaluation methodology suggested by Funke et al. [4], which is in part derived from the game-based approach of Wilson et al. [13].

The course was held at a German school by a female teacher experienced in both mathematics and computer science. The class consisted of 22 6th graders (14 girls, 8 boys, all aged 11–12 years). The school did not offer computer science as a subject prior to the 6th grade, such that nearly all students had no prior programming experience. Programming was mostly performed in pairs, due to limitations of the facilities, as can be seen in Figure 1. While both the instructions and the programming interface were originally in German, the Scratch interface was changed to English in all screenshots and code snippets, for the purpose of this article.

A. Programming Integrated into the Mathematics Curriculum

The approach proposed by Förster [11] integrates programming into the mathematics curriculum of the 6th grade, specifically into geometry lessons. Note that this approach is not in itself an introductory programming course, but rather uses programming as a mere tool to reach mathematics objectives.

The approach is structured into four lectures of 45 minutes each, taught over two subsequent days, and encompasses the mathematics topics of polygons and tessellations. In the first two lectures, the students were first briefly introduced to the Scratch programming environment via basic sprite movements and were tasked with the construction of triangles and regular polygons in Turtle graphics [15]. Note that variables were not introduced, as can be seen in the example in Figure 2.

Fig. 1: Classroom setting during the course.

Fig. 2: Example of a program generating a square in Turtle graphics. Many children chose to personalize their programs. In this case, the female coder chose to let a bat draw the square in a wilderness environment.

In the following two lectures, the students generated tessellations consisting of triangles, squares, and hexagons. Analogous to the observations made by Förster [11], the students were able to follow the course requirements, though the tessellations were more difficult than the earlier coding tasks and required more iterations. An example is shown in Figure 3.

Fig. 3: Iteration example of a square tessellation. The code generating four squares next to each other was pasted identically four times. As a next step, the code can be simplified.

B. Game-based Evaluation of Programming Skills

We delayed the capstone evaluation by roughly six weeks to test for longer lasting impact. Moreover, all grades were already finalized by that point—the students were thus aware that their performance would have no impact on their grades. During that delay, there were no additional programming elements in the students’ school curriculum. For their final capstone projects, the students had a little over one hour to design and program their game in Scratch.
As described in the work of Funke et al. [4], the students were given simple instructions listing the mandatory requirements for their programming projects. These consisted of the following four items:

- the project must contain multiple sprites
- every sprite must move at least once or be controllable
- the project must contain at least one loop
- the project must contain at least one if-condition

Additionally, the students were tasked with writing a brief instruction manual for their game. Note that there were no further requirements restricting the type or genre of the game. As there was a long pause between the course and the capstone project, an independent minimum working example was provided for each of the four requirements (each ranging from two to four blocks), e.g., when the space key is pressed (block 1), change pen color by 10 (block 2).

All students were able to finish their games in the allotted time, and also composed written instructions on how to play their games, see Figure 4 for an example. In the following section, we provide a detailed evaluation of these game projects.

IV. RESULTS

We evaluated 12 game projects, each created by a group of 1–3 students in 6th grade. While the students were free to choose their own partners, each group ended up consisting of either all female or all male students.

We deliberately chose game programming for this exercise, since computer games are a type of software that all of the students were very familiar with already, which allowed us to forgo complex task descriptions. Instead, the complexity and theme of the game were left up to the students, which allowed them to “organize their own understanding of the topic” [14]—within the requirements discussed in Section II-B.

Despite a lack of formal education in game creation, all student groups assessed their programming skills reasonably well and created small arcade-like games of varying complexity. All games were functional and playable.

We analyze the structure and quality of these game projects using a category system presented by Funke et al. [4], which is based on previous category systems [13], [49]. The system is designed to measure computational thinking skills by coding each project for the presence of 24 program elements, subdivided into four main categories:

1. Requirements:
   - several sprites, sprite motion, iteration, conditional statement
2. Programming Concepts:
   - sequence, variables, lists, event handling, threads, condition and synchronization, keyboard input, random numbers, Boolean logic, dynamic interaction
3. Code Organization:
   - extraneous blocks, sprite names, variable names
4. Operability:
   - functionality, sprite customization, stage customization, interactivity, usability, project type

Moreover, a level of understanding is determined for each project using a modification of the SOLO taxonomy [40], [41]: prestructural (L1), unistructural (L2), multistructural (L3), relational (L4), extended abstract (L5).

In addition to this category system, we use the automated quality assessment tool Dr. Scratch [50], [51] to statistically inspect the source code of each game project. The tool assigns point scores from 0 to 3 points on seven dimensions of computational thinking: 1) abstraction and problem decomposition, 2) logical thinking, 3) synchronization, 4) parallelism, 5) algorithmic notions of flow control, 6) user interactivity, and 7) data representation. The sum of these seven scores make up an overall score, which ranges from 0 to 21 points.

A. Project Examples

While the students were not given any particular themes for their projects, the finished games can be broadly classified among the following four game genres: breakout, racing, shell game, and collect/evade. We note that there were gender disparities present in the genres chosen, see Table I. All of the games categorized in the collect/evade genre were created by groups of female students, while all of the games categorized in the racing genre were created by groups of male students. This is particularly striking, as these two genres are also among the most popular overall.

<table>
<thead>
<tr>
<th>Genre</th>
<th>Total</th>
<th>% Female</th>
<th>% Male</th>
</tr>
</thead>
<tbody>
<tr>
<td>Collect/Evade</td>
<td>5</td>
<td>100%</td>
<td>0%</td>
</tr>
<tr>
<td>Racing</td>
<td>3</td>
<td>0%</td>
<td>100%</td>
</tr>
<tr>
<td>Breakout</td>
<td>3</td>
<td>33.3%</td>
<td>66.6%</td>
</tr>
<tr>
<td>Shell Game</td>
<td>1</td>
<td>100%</td>
<td>0%</td>
</tr>
</tbody>
</table>

In the following, we give a detailed view on two of the games, in order to provide a sense for the type and code complexity of the created projects.

Fig. 4: Instruction manual for the game Tasty Donut/or not. Translation: “The goal of the game is not to lose! This is accomplished by avoiding the Donut-slime*, because otherwise you will die. In addition, you control the cat [the avatar of their game] yourself, so you should not touch the slime! *and the Donut-sprinkles."

Translation: “The goal of the game is not to lose! This is accomplished by avoiding the Donut-slime*, because otherwise you will die. In addition, you control the cat [the avatar of their game] yourself, so you should not touch the slime! *and the Donut-sprinkles.”
1) **Labyrinth Race**: A multiplayer racing game for up to three players—the first player to reach the exit of the labyrinth wins. If a player collides with a wall of the labyrinth their position is set back to the start. A screenshot and the code of the project can be found in Figure 5. The students used a total of 51 blocks across three sprites (players). The code in each of the three player sprites is identical, except for the input keys—as can be expected in a balanced multiplayer game design.

While the accompanying game description that the students provided mentions a win-state, this has not been implemented in the actual program. However, given that the students knew how to implement players being reset back to the start upon touching a wall (fail-state), it is reasonable to expect that implementing the win-state would have been in their skill set.

This project fulfils all of the task requirements. It uses sequences, threads, keyboard inputs, and dynamic interactions. There are no extraneous blocks and no unnamed sprites. It is fully functional, has user interactions, and its usability is intuitive and documented.

The project scored an overall rating of 8 out of 21 in the automated evaluation using Dr. Scratch (Figure 5). It scored lowest (0 out of 3 points) in Synchronization, as there were no synchronization structures used (wait, when I receive, ...).

2) **Tasty Donut/or not**: A game in which the player controls a cat and has to evade three floating objects (donuts and sprinkles). If the player touches any of the objects, the game stops and a game over message is displayed. A screenshot and the code of the project can be found in Figure 6. The students used a total of 42 blocks across three sprites. The accompanying instructions that the students wrote for the game can be found in Figure 4.

Pressing the space key starts the game—and also restarts it after an object hit the player. Unfortunately, the sprites do not stop when the game does and are not reset upon restart. Additionally, as the students have not learned the concept of random numbers yet, the movement patterns for each moving object are deterministic and hard-coded. The game can thus be easily beaten by moving the player to the lower right of the game stage, as none of the objects will ever move there.

This project fulfils all of the task requirements. It uses sequences, event handling, threads, coordination, keyboard inputs and dynamic interactions. There are no extraneous blocks and no unnamed sprites. It is fully functional, has user interactions and its usability is intuitive and documented.

The project scored an overall rating of 14 out of 21 in the automated evaluation using Dr. Scratch (Figure 6).
B. Code Structure and Quality

We now examine the code structure and quality of the students’ game projects as outlined in the beginning of Section [V] in order to assess the student’s computational thinking skills. We first evaluate the four main categories regarding the presence of program elements, followed by the level of understanding according to the modified SOLO taxonomy.

1. Requirements
All student projects met the four minimal requirements discussed in Section III-B.

2. Programming Concepts
All student projects used sequences, event handling with at least 3 events (average: 10), threads, keyboard input, and dynamic interaction. One student project used the concept of random numbers and two projects used Boolean logic and variables. No project used lists.

3. Code Organization:
In all projects sprites and variables were named in a meaningful way. 40% of the projects included extraneous blocks.

4. Operability:
All projects (games) were fully functional and included user input. The input schemes were intuitive as they were similar to standard keyboard control schemes in games.

When evaluating the level of understanding according to the modified SOLO taxonomy we found that all game projects qualified for at least the third level L3 (Multistructural). 25% of all projects were categorized in the fourth level L4 (Relational), and 30% of all projects demonstrated qualities of the highest level L5 (Extended Abstract).

Overall, the student projects of our course received at least similar scores to the scores reported in Funke et al. [4], indicating that the students in our course had learned programming on at least the same level. We note that our students were in the 6th grade as opposed to the 4th grade, but on the other hand, the 6th grade students were instructed in 4 x 45 minutes plus the final game project six weeks later, as opposed to a more comprehensive 3 x 4 hours course. It is, however, not our goal to rank both courses: We are merely interested whether the success of Funke et al. can be replicated in the context of the mathematics curriculum at a later stage for primary school children. We believe that the course design of Funke et al. is exemplary in providing an introduction to programming for primary school children.

As all of the above evaluation methods required manual analysis, we additionally included a comparable automatic rating method. We chose Dr. Scratch, since both the methodology of Funke et al. as well as the automatic evaluation algorithm of Dr. Scratch are at least partly based off of the work of Wilson et al. [13]. The Dr. Scratch tool automatically evaluates a Scratch program and scores it along the seven dimensions of computational thinking. Figure [7] shows the automatically computed mean scores over all student projects.

Each student project achieved a score of at least one in each of the seven categories, except for the Synchronization category. Three games (2 racing games, 1 breakout game) did not reach a score of one in Synchronization. A score of one can for example be achieved by the use of wait blocks, which can be found in 50% of the games, see Table [I]. Higher scores can be achieved with blocks like Broadcast, when I receive message, stop all, wait until etc.

Table [I] shows that 83.3% of the student projects used the key pressed block. The use of this block leads to a score of two in User Interactivity. The project which scored one point in this category was the shell game. Here the user interactivity is given by the touching block, which makes more sense regarding the game design.

Overall, the automatically generated Dr. Scratch scores are similar to the manually obtained scores in the category system. To put the automated results into further context, we additionally compared the results to a large the data set provided by Aivaloglou et al. [52], which consists of 250K Scratch projects of 100K different authors scraped from the Scratch repository.

TABLE II: Top ten blocks in the students’ projects, including the percentage of projects the block occurs in.

<table>
<thead>
<tr>
<th>Block</th>
<th>Total</th>
<th>% blocks</th>
<th>% projects</th>
</tr>
</thead>
<tbody>
<tr>
<td>if ... then ...</td>
<td>104</td>
<td>12.9%</td>
<td>100%</td>
</tr>
<tr>
<td>key pressed?</td>
<td>92</td>
<td>11.4%</td>
<td>83.3%</td>
</tr>
<tr>
<td>hide</td>
<td>64</td>
<td>7.9%</td>
<td>75%</td>
</tr>
<tr>
<td>wait secs</td>
<td>60</td>
<td>7.4%</td>
<td>50%</td>
</tr>
<tr>
<td>change x by 10</td>
<td>59</td>
<td>7.3%</td>
<td>50%</td>
</tr>
<tr>
<td>when clicked</td>
<td>53</td>
<td>6.6%</td>
<td>83.3%</td>
</tr>
<tr>
<td>forever</td>
<td>50</td>
<td>6.2%</td>
<td>75%</td>
</tr>
<tr>
<td>show</td>
<td>49</td>
<td>6.1%</td>
<td>66.6%</td>
</tr>
<tr>
<td>touching &gt; 0</td>
<td>40</td>
<td>5%</td>
<td>100%</td>
</tr>
<tr>
<td>glide secs to x, y</td>
<td>37</td>
<td>4.6%</td>
<td>25%</td>
</tr>
</tbody>
</table>

Fig. 7: Average ratings of the student projects according to the automated Dr. Scratch evaluation tool. Each dimension is individually ranked in a range of 0 to 3 points.
This data set also holds programming mastery scores generated by the Dr. Scratch quality assessment tool, as well as average numbers of blocks used.

The average number of blocks used for projects in this data set was 144.3 blocks with a median of 29 blocks. In comparison, the students in our experiment used an average of 67 blocks (median: 54) in their game projects.

The mean score of mastery per project in the data set was 8.9 points (median: 8). Here the students in our experiment achieved a higher mean mastery score at an average of 9.7 points (median: 9), with the lowest score being 8 points and the highest being 14 points. According to the Dr. Scratch documentation, a mastery score of 8 points is considered to show a medium level of computational thinking skills development [2].

Overall, our evaluation of the student projects with the methodology of Funke et al. [3] and Dr. Scratch show that the students developed at least a medium level of computational thinking skills, indicating that the mathematical approach described by Förster [11] also satisfies the requirements of an introductory programming course.

C. Gender Differences

In this section, we investigate the differences regarding gender in the projects. Recall that all games were created by female-only and male-only groups. During our evaluation we did notice certain gender specific differences.

Regarding the Dr. Scratch evaluation, we noticed that the projects of the female groups reached an average computational thinking score of 10.6, whereas the male groups reached an average score of 8.6. The average scores for the seven dimensions of computational thinking separated by gender can be found in Figure 8. Noticeable are the different average scores in the categories Synchronization and Parallelism.

As mentioned above, three games developed by male students (2 racing games, 1 breakout game) did not reach a score of one in Synchronization. The wait block, for example, was used in only 20% of the male projects (Table III), as opposed to 71.4% in the female projects (Table IV). However, the wait block was mostly used for visual effects, which occurred more often in the female-developed collect/evade games.

All projects scored at least one point in Parallelism, which is directly connected to the multiple usage of the green flag, key pressed, when this Sprite is clicked, when I receive blocks on the same sprite. Here, female projects from the collect/evade genre scored the highest, achieving up to two points. We observed that the score disparities seem to be largely influenced by the gender disparities in the self-selected genres, see Table II. For example all racing games received a Dr. Scratch rating of 8, while the collect/evade games had an average score of 11.25 (lowest 9). The differences in the used blocks in male and female projects (see Tables III and IV) seem to stem from the different requirements of the selected genres. Regarding the level of understanding (SOLO), we found that the female projects reached an average level of 4 and the male projects reached an average level of 4.25. However, this difference is too small to allow for any qualitative distinction between the different genders.

In order to perform a more comprehensive gender-based evaluation of programming skills using Dr. Scratch, it may be necessary to prescribe a game genre for the final project. Given the gender difference in the genre-choices, however, it could be important to investigate whether certain genres may have a negative influence on the motivation of either female or male students.

V. CONCLUSION AND OUTLOOK

The results of our pilot study indicate that an introduction of 6th grade students to programming can be performed in a way that satisfies both:

1) the curricular goals of the mathematics classes in which the introduction to programming is performed, and
2) the requirements of a computer science introductory course on programming in Scratch.

We have provided a successful course example, which demonstrates how 6th grade students can be introduced to computer science in school without having to sacrifice scarce extra-curricular class hours. We believe the latter to be especially important, as it allows all school children to obtain programming skills, even if computer science is not available as a school subject. Furthermore, the game-oriented capstone approach enabled the children to express their programming skills in an intuitive and meaningful way.

As a next step, we plan to expand this approach to additional groups of children and other parts of the K-12 curriculum. We also plan to investigate integrating programming into non-mathematics subjects, as well as incorporating further game-development aspects [28, 30].
TABLE III: Top ten blocks in the male students’ projects, including the percentage of projects the block occurs in. The sum of all used blocks is 254 with an average of 50.8 blocks per project.

<table>
<thead>
<tr>
<th>Block</th>
<th>Total</th>
<th>% blocks</th>
<th>% projects</th>
</tr>
</thead>
<tbody>
<tr>
<td>key space pressed?</td>
<td>55</td>
<td>21.6%</td>
<td>100%</td>
</tr>
<tr>
<td>if then</td>
<td>53</td>
<td>20.8%</td>
<td>100%</td>
</tr>
<tr>
<td>change x by 10</td>
<td>32</td>
<td>12.5%</td>
<td>60%</td>
</tr>
<tr>
<td>hide</td>
<td>32</td>
<td>9.4%</td>
<td>60%</td>
</tr>
<tr>
<td>show</td>
<td>21</td>
<td>8.3%</td>
<td>40%</td>
</tr>
<tr>
<td>teaching</td>
<td>19</td>
<td>7.5%</td>
<td>100%</td>
</tr>
<tr>
<td>forever</td>
<td>15</td>
<td>5.9%</td>
<td>100%</td>
</tr>
<tr>
<td>when clicked</td>
<td>15</td>
<td>5.9%</td>
<td>100%</td>
</tr>
<tr>
<td>if on edge, bounce</td>
<td>3</td>
<td>1.2%</td>
<td>40%</td>
</tr>
<tr>
<td>wait secs</td>
<td>2</td>
<td>0.8%</td>
<td>20%</td>
</tr>
</tbody>
</table>

THE sum of all used blocks is 254 with an average of 50.8 blocks including the percentage of projects the block occurs in. The

TABLE IV: Top ten blocks in the female students’ projects, including the percentage of projects the block occurs in. The sum of all used blocks is 550 with an average of 78.5 blocks per project.

<table>
<thead>
<tr>
<th>Block</th>
<th>Total</th>
<th>% blocks</th>
<th>% projects</th>
</tr>
</thead>
<tbody>
<tr>
<td>wait secs</td>
<td>58</td>
<td>10.5%</td>
<td>71.4%</td>
</tr>
<tr>
<td>if then</td>
<td>51</td>
<td>9.3%</td>
<td>100%</td>
</tr>
<tr>
<td>hide</td>
<td>40</td>
<td>7.3%</td>
<td>85.7%</td>
</tr>
<tr>
<td>when clicked</td>
<td>38</td>
<td>6.9%</td>
<td>74.1%</td>
</tr>
<tr>
<td>forever</td>
<td>37</td>
<td>6.7%</td>
<td>71.4%</td>
</tr>
<tr>
<td>glide secs to x, y</td>
<td>35</td>
<td>6.4%</td>
<td>57.1%</td>
</tr>
<tr>
<td>show</td>
<td>35</td>
<td>6.4%</td>
<td>28.6%</td>
</tr>
<tr>
<td>change x by 10</td>
<td>28</td>
<td>5.1%</td>
<td>3.6%</td>
</tr>
<tr>
<td>teaching</td>
<td>27</td>
<td>4.9%</td>
<td>42.9%</td>
</tr>
<tr>
<td>forever</td>
<td>21</td>
<td>3.8%</td>
<td>100%</td>
</tr>
</tbody>
</table>
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