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Abstract.

Metadata in today’s digital library systems are accessible through various incompatible interfaces
and correspond to heterogeneous schemas. Clients that want to search over a number of distributed
metadata sources require a solution that provides uniform and location transparent access to these
systems without replicating the metadata stored therein. In this paper we describe a metadata inte-
gration approach that conceives these data sources as services in the sense of a service oriented ar-
chitecture. Without forcing clients to adopt a pre-defined mediation schema, we want to give them the
possibility to query multiple autonomous and distributed metadata services by formulating SPARQL
queries.

1. Introduction

As a result of numerous digitisation activities, especially in the last decade, the number of cultural
institutions like libraries or museums that maintain digital library systems to expose digital objects
on the Internet is growing rapidly. These systems store bibliographic metadata records about digital
objects to organize their often quite extensive collections. To access digital objects, clients typically
formulate queries over the available metadata.

Different institutions use different technical solutions to store their metadata. As a result, their digital
objects are now accessible in an inconsistent fashion through a variety of interfaces, ranging from
web- or domain-specific protocols to common database query languages. However, applications that
need to integrate metadata from multiple digital libraries require easy and uniform access to these
systems. Thus, they need a framework that provides interoperability among existing digital library
systems.

In this paper we present a metadata integration approach that provides the necessary features to fulfill
three main requirements: support for any kind of data in and any type of interface to a data source, in-
tegration of heterogeneous metadata schemas, and location transparency. Because Service Oriented
Architectures (SOAs) have become a well-accepted design pattern for decentralized architectures, we
apply this pattern and consider each metadata source that must be integrated as an independent ser-
vice. For modelling the semantics of metadata, querying the metadata sources and representing the
results returned to the clients, we build our solution on the techniques provided by the W3C Semantic
Web Initative.
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2. Requirements

From the institutions’ perspective there is a strong will to keep already existing systems and the
metadata stored therein in place. Due to technical but also because of legal reasons (e.g. digital rights
management) many institutions do not want to export their metadata or adjust their systems to require-
ments coming from external systems. So rather than materializing metadata from various sources into
a central data store, we need a virtual integrated system which builds on top of existing architectures
and integrates metadata on demand. In the following we describe the institutions’ requirements for
such a system. Although most of them originate from the well-known problems of data integration
[1], we believe that it is worth to investigate them further from the perspective of digital libraries.

2.1. Any Kind of Data in and any Type of Interface to a Data Source

A given digital library system may store highly structured metadata in a relational database, maintain
semi-structured metadata descriptions like XML or HTML documents, or even store completely un-
structured metadata, e.g. files on the file system. In case that two data sources maintain structured
metadata, the applied data models might still differ in their usage of constraints. Depending on the
data model’s structural properties, data sources are accessible through different interfaces including
Web browsers, structural query languages (e.g. SQL), unstructured queries (e.g. Google-like full-
text search), or domain specific interfaces such as metadata exchange protocols (e.g. OAI-PMH!,
7.39.50%).

Since our goal is to build a metadata integration framework that can be used by higher level applica-
tions to access metadata in various sources, providing a full text search interface is insufficient. We
rather need to offer a more expressive, at least semi-structured, query language.

2.2. Integration of Heterogeneous Metadata Schemas

In the digital library domain, metadata schemas define the semantics of metadata. Many institutions
use standardized schemas (e.g. MARC-21%), others apply their own schemas which are tailored to
their specific needs. The complexity of metadata schemas ranges from flat element lists (e.g. Dublin
Core*) to complex ontologies (e.g. CIDOC-CRM?, FRBR®). As soon as there is more than one meta-
data schema involved it is likely that semantic conflicts occur. The common approach to deal with this
issue is to specify operational mappings between schema elements. Since (semi-)automatic schema
matching is another highly active research topic, we assume that mapping tools and solutions are
available and we refer to two surveys [2, 3] covering this topic. In fact, in the digital library domain
such mappings are called crosswalks and are available at least for many standardized schemas’.

Figure 1 illustrates semantic heterogeneity among two metadata records corresponding to distinct
metadata schemas: the first record represents metadata about the book “Hamlet” by “William Shake-
speare” using elements from the FRBR standard. The element “Manifestation.Title” for instance
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represents what is commonly referred to as the “title” of a book. The other record stores the same
information using the much more comprehensive MARC-21 schema. In this case, the field with iden-
tifier “100a” is used to represent the title. The mapping table shows the crosswalk definitions between
the FRBR and the MARC-21 schema.

Elamant Walue Elamant Value
Person.MameOfPerson Shakezpeare, William 1003 Shakespeare, William
Person.DatesOfPerson 1564 — 1616 100d 1564 - 1616
Manifestation. Tithe Hamiet 245a Hamlet
Manifestation.FlaceOfFublication | Mew York 260a Mew York
Manifestation.Publisher Penguin Books 260b Penguin Books
Manifestation. DateOfPublication | 2003 260c 2003
FRER Record MARC-21 Record
FRBR MARC-21

Person. NameOfPerson 100a,100j,100d, 60036004, ...

Person.DatesCfPerson 100d,700d 300d,600d

Manifestation. Title 245a,245q.247p....

Manifestation. PlaceOfPublication | 260a,257a 843b,

Manifestation, Publisher 260b

Manifestation, DateOfFublication | 260, 260g,...

Mapping FRER = MARC-21

Figure 1. Sample Record in FRBR and MARC-21

Clients usually use a certain metadata schema for formulating their queries. If for instance an ap-
plication provides a graphical query interface for FRBR, all queries will contain elements from the
FRBR schema. It is the system’s task to translate between queries formulated over a chosen schema
into queries over other source-specific schemas.

2.3. Location Transparancy

The metadata themselves may not be replicated or moved to other systems but must remain in the
institutions’ systems. However, for a client which queries multiple systems the location of these
systems must be transparent. As a technical prerequisite we can assume here that each data source is
accessible via a certain Internet or domain specific protocol.

Transparent access to decentralised data sources requires discovering and retrieving information from
relevant sources without client intervention. Factors like connection speed or the technical capabilities
of a data source can affect query response time so the integration system must take these factors into
account when formulating a query plan.

3. A Service-Oriented Metadata Integration Approach

The overall goal of our metadata integration architecture is to provide a homogeneous view and uni-
form access to a multitude of autonomous data sources. Mediated Query Systems are a well estab-
lished design pattern [4] for architectures that should integrate metadata with all kinds of structural
properties (unstructured, semistructured, structured) from heterogeneous sources. In our approach
we apply this pattern and extend it with requirements of a decentralized service oriented integration
architecture.



3.1. Architecture Overview

Our integration framework comprises the two main architectural components that are typical for a
mediated query system: wrappers and mediators. Additionally, we employ an integration registry
that is aware of available components and their technical as well as semantic query capabilities. All
components in our integration architecture expose their functionality via a Web Service interface.
Since Web Services allow platform-independent and location-transparent access to SOA components,
we can achieve a certain degree of technical interoperability by using this technology.

3.1.1. Wrappers

Wrappers encapsulate local data sources and export their functionalities and the metadata stored
therein. They accept queries in a certain query language and return metadata in a unified form. The
semantics of metadata is expressed in terms of an exported schema and it is the wrapper’s task to
translate between the exported schema and native data descriptions.

It is well known [5, 6] that using ontologies for modeling the semantics of data is a suitable approach
to cope with semantic heterogeneity. By describing the meanings of terms and the relationship be-
tween those terms we can make the semantics of data explicit and expose an exported schema. The
benefits of ontology-based over traditional schema-based approaches include knowledge-reuse, im-
proved maintainability, and the possibility to apply automated inference to derive new information
[7, 8]. However, within a mediated query system we must agree on a common language for modeling
the semantics of data and a common query language, which in turn requires a common data model.

By creating wrappers we can lift the involved data sources to a common technical level which in
turn helps us to overcome the technical heterogeneities among systems without changing the existing
systems.

3.1.2. Mediators

Mediators handle queries from the application layer, unfold them into sub-queries, disperse them to
local data sources where they are executed, and finally combine and present the results to the client.
A mediator defines a mediation schema which is exposed to the client and can be used for formulating
queries. The process of unfolding queries relies heavily on previously defined operational mappings
between the mediation and the exported schemas exposed by the wrappers. Mappings are part of
a more extensive integration specification which contains all the information required for the query
unfolding process. Integration specifications are plug-able and used to set up a mediator; the mediator
itself is a generic component.

3.1.3. Integration Registry

Each component that is part of the integration architecture is registered with the integration registry.
By introducing such a registry we not only ensure that data can be discovered but also enforce a certain
community aspect in metadata integration by allowing institutions or organisations that elaborate an
integration scenario to publish their integration specifications. Other institutions can re-use these
specifications and the integration registry could derive additional operational mappings from existing
ones.



3.2. Workflow

In the following we describe the integration workflow using the example from Section 2.2. and assume
that a client requires search functionalities on multiple institutions based on the FRBR metadata
schema. To simplify the scenario, we focus on a single wrapper which encapsulates a relational
database containing MARC-21 metadata. Figure 2 illustrates the workflow.
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Figure 2. Metadata Integration Workflow

1. each wrapper that is built to expose metadata from a certain institution is registered at the
integration registry. It publishes a basic profile, which is a human readable description, an
interface description and the wrapper’s exported schema. In our example the published profile
contains the MARC-21 schema.

2. a client who wants to query multiple autonomous sources using a specific mediation schema
(in our case FRBR) contacts the integration registry and checks if there are existing integration
specifications for the wrappers to be considered. In case that there is no specification available
for a certain wrapper, it must be defined.

3. the client uses the integration specification to set up the generic mediator component, expresses
a query over the mediation schema and executes it at the mediator.

4. the mediator rewrites the query over the mediation schema into queries over the exported
schema. This requires that the operational mappings between the mediation (FRBR) and the
exported schema (MARC-21) are available as part of the integration specification. Based on
the mappings, the mediator unfolds the original query into rewritten sub queries and forwards
them to wrappers.

5. the wrapper receives a query from the mediator and answers this query from the data available
in the encapsulated data source. Since in our example, the data source is a relational database,
the wrapper must translate the mediator’s query into a native SQL query.

6. the mediator collects the query results that are returned from the wrappers, combines them and
returns them to the client in a uniform way.

7. for reusability purposes, the client publishes the integration specification in the integration reg-
istry.



4. Design Details
4.1. Standards-based Metadata Integration

As we have seen in the previous section, building a mediated metadata integration system requires a
common ontology language, a common data model and a query language that operates on this data
model. We believe that the usage of standards in integration scenarios is a major step forward towards
interoperability, at least on a technical level. Therefore we have decided to rely on: the Resource
Description Framework (RDF), the Web Ontology Language (OWL), and SPARQL.

The main design goal of RDF [9] is to provide a framework for representing metadata about arbitrary
resources in a way that machines can exchange and “understand” the meanings. Another often unre-
garded aspect of RDF is that is was also designed for metadata integration and aggregation® purposes.
The RDF data model itself is simply a directed labeled graph. Such a model manages to be simple,
and yet powerful enough to allow the description of metadata of any kind originating from various
heterogeneous sources [10].

OWL [11] is a language for modeling ontologies, which provides all the constructs and the expres-
siveness to describe the semantics of data. Although it was originally not intended to use OWL for
data integration, we can benefit from it’s popularity, which is reflected in the availability of various
OWL-specific tools.

Providing uniform access to multiple heterogeneous metadata sources requires a single query lan-
guage which is understood by all system components. Recently, SPARQL [12], a query language
which operates on the RDF data model, has been specified. Given that wrappers can translate be-
tween RDF and native data models, we can use this query language for accessing the data sources in
an integrated fashion. Therefore, in our architecture each wrapper and mediator exposes a SPARQL
query interface in terms of a Web Service definition.

4.2. Integration Specification

Integration specifications are the building blocks required by the mediator in order to integrate with a
given data source. A single specification contains all the information a mediator requires for rewriting
and forwarding queries from the client. Hence, in addition to technical information like the wrapper’s
access point the specification must cover two main aspects: semantic mismatches between the source
and the mediation schema and different contents in the data sources.

Semantic mismatches occur whenever the mediation and an export schema are different; in our sample
scenario the mediation schema is FRBR while the exported schema of a data source is MARC-21. Of
course, a prerequisite for handling semantic mismatches is to know semantic mappings between two
schemas and to express them in a machine processable way. As already mentioned in Section 2.2. we
can assume that in the digital library domain these mappings are partially available.

Furthermore, it is likely that two data sources, even if they expose the same schema, do not contain the
same contents. It might happen that queries simply cannot be answered by all data sources. Hence,
the mediator needs a mechanism to determine if a certain wrapper is relevant to a query.

8The W3C RDF Data Access Working Group is working on this issue, has defined data access use cases and has
released a candidate recommendation of the SPARQL query language in April 2006



In order to provide for both aspects, we follow the approach of parameterized views [13] and define
a capability description as part of an integration specification. A capability description contains a set
of query templates, each defining how to rewrite the conditions of a query over the mediation schema
into conditions over the exported schema. A query transformer, which is part of the mediator, takes
the capability description and unfolds the original query by substituting its conditions. In this way
templates reflect the operational mappings as well as the set of possible queries and the mediator can
handle semantic mismatches and determine if a data source is relevant to a query.

Since we apply SPARQL, which is a graph pattern matching language, as query language, we can
regard templates as translation specifications between triple patterns. With “CONSTRUCT” queries,
SPARQL defines a mechanism which allows us to express such templates.

Figure 3 demonstrates a query over the FRBR mediation schema, which asks for the title of all books
written by William Shakespeare. Figure 4 illustrates a part of SPARQL query template which has
been defined according to the crosswalks between FRBR and MARC-21.

SELECT ?t
WHERE {
?x frbr:Title ?t
?x Frbr:NameOfPerson ''Shakespeare, William"

}

Figure 3. Incoming query over the mediation schema (FRBR)

CONSTRUCT {?x frbr:Title ?y} CONSTRUCT {?x frbr:NameOfPerson ?y}
WHERE { WHERE {

?X marc:245a ?y ?X marc:100a ?y
} b

Figure 4. SPARQL query templates

The templates we defined here are fairly simple because there exists a direct one-to-many mapping
between each attribute of the mediation and the exported schema. In reality, integration scenarios
are much more complex. For instance it is likely that a metadata description in schema A requires a
different number of elements than a description in schema B to express the same information. In such
a case, we must extend the SPARQL template mechanism to work with functions operating on certain
data types. For instance, we can apply a function concat or even a more complex ones (e.g. if-else
conditions) in a template specification to virtually create the values for an element of one schema
from one or more elements from another schema. Figure 5 demonstrates how to create the value for
an element “fullname” in schema s1 from the values of two elements in schema s2.

CONSTRUCT {?x si1:fullName ?NAME}
WHERE {

?x s2:firstName ?first

?x s2:lastName ?last

(?first ?last) op:concat ?NAME

}

Figure 5. More complex SPARQL query template including operator



5. Related Work

As in other approaches [14], we apply ontologies to model the semantics of metadata. In contrast
to other systems we do not follow a single ontology approach where one global ontology provides a
shared vocabulary for the sources, but rather let the client choose a mediation schema for formulating
queries. Since the mediation and the source ontologies can be different from each other, we rely on
operational mappings provided by the user.

Query rewriting algorithms, in particular view-based approaches, originate from the database domain
[15] and have been developed further for semi-structured data models in [16]. Ontology based query
rewriting algorithms have been proposed by [17, 18], but both rely on quite simple mapping assertions
between the mediation and the exposed ontologies.

In addition to mappings between the different schemas used in a system, wrappers in our integra-
tion approach also depend on mappings between the exported ontologies and the information in the
data sources. Because we rely on RDF, which is a de-facto standardized model, we can rely on
existing approaches, each operating on a particular type of data source: [19] shows how to define
mappings between relational databases and Semantic Web technologies, and [20, 21] provide solu-
tions for querying these databases using SPARQL. An approach for integrating XML data has been
proposed by [22].

6. Conclusions and Future Work

In this paper, we have described an ontology-based approach for the integration of metadata from var-
ious heterogeneous digital library systems. We have elevated the architecture of traditional mediated
query systems to the level of service-oriented architectures and defined them as Web Service compo-
nents. The next step will be to implement a metadata integration framwork based on this approach.

Determining ontology mappings is probably the most difficult task. In the digital library domain
we have the advantage that we can rely on the existence of predefined metadata crosswalks, which
are available at least for standardized schemas. We believe that the integration of non-standardized
schemas - especially in productive environments - remains an intellectual task which of course can
be supported by the output of state-of-the-art ontology mapping algorithms. However, especially for
more complex schemas we will need more powerful mapping capabilities such as complex functions
that operate on instance level values and various datatypes. Currently we are working on a language
which allows us to express such mappings.

In our approach we rely on templates to describe the capabilities of a data source and to rewrite
queries coming from the mediator. For larger ontologies writing such templates manually does not
scale. Therefore we are working on a semi-automatic wrapper generator which allows us to generate
query templates from previously defined ontology mappings.
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