Attacking Graph Neural Networks with Bit Flips:
Weisfeiler and Leman Go Indifferent

Lorenz Kummer
Doctoral School Computer Science,
Faculty of Computer Science,
University of Vienna
Vienna, Austria
lorenz. kummer@univie.ac.at

Wilfried Gansterer
Faculty of Computer Science,
University of Vienna
Vienna, Austria
wilfried.gansterer@univie.ac.at

ABSTRACT

Prior attacks on graph neural networks have focused on graph
poisoning and evasion, neglecting the network’s weights and bi-
ases. For convolutional neural networks, however, the risk arising
from bit flip attacks is well recognized. We show that the direct
application of a traditional bit flip attack to graph neural networks
is of limited effectivity. Hence, we discuss the Injectivity Bit Flip
Attack, the first bit flip attack designed specifically for graph neural
networks. Our attack targets the learnable neighborhood aggre-
gation functions in quantized message passing neural networks,
degrading their ability to distinguish graph structures and impair-
ing the expressivity of the Weisfeiler-Leman test. We find that
exploiting mathematical properties specific to certain graph neu-
ral networks significantly increases their vulnerability to bit flip
attacks. The Injectivity Bit Flip Attack can degrade the maximal
expressive Graph Isomorphism Networks trained on graph prop-
erty prediction datasets to random output by flipping only a small
fraction of the network’s bits, demonstrating its higher destructive
power compared to traditional bit flip attacks transferred from con-
volutional neural networks. Our attack is transparent, motivated by
theoretical insights and confirmed by extensive empirical results.

CCS CONCEPTS

« Security and privacy — Security in hardware; Malware and
its mitigation; - Computing methodologies — Neural networks;
- Mathematics of computing — Graph algorithms.
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1 INTRODUCTION

Graph neural networks (GNNs) are a powerful machine learning
technique for handling structured data represented as graphs with
nodes and edges. These methods are highly versatile, extending
the applicability of deep learning to new domains such as financial
and social network analysis, medical data analysis, and chem- and
bioinformatics [8, 16, 39, 56, 64, 65]. With the increasing adoption
of GNNGs, there is a pressing need to investigate their potential secu-
rity vulnerabilities. Traditional adversarial attacks on GNNs have
focused on manipulating input graph data [63] through poisoning
attacks, which result in the learning of a faulty model [40, 63], or
on evasion attacks, which use adversarial examples to degrade in-
ference. These attacks can be targeted [78] or untargeted [40, 79]
and involve modifications of node features, edges, or the injection
of new nodes [55, 63]. Targeted attacks degrade the model’s perfor-
mance on a subset of instances, while untargeted attacks degrade
the model’s overall performance [75]. A classification of existing
graph poisoning and evasion attacks and defense mechanisms as
well as a repository with representative algorithms can be found in
the comprehensive reviews by Jin et al. [28] and Dai et al. [9].
Previous research has shown that convolutional neural networks
(CNNs) prominent in the computer vision domain are highly sus-
ceptible to Bit Flip Attacks (BFAs) [21, 47]. These works typically
focus on CNNs to which quantization is applied, e.g., [47, 48], a
common technique to improve efficiency. Quantized CNNs are nat-
urally more perturbation resistant compared to their unquantized
(i-e., floating-point) counterparts [21, 49], and thus their degrada-
tion poses a more challenging problem. For example, quantization
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is mentioned by Hong et al. [21] as a viable protection mechanism
against random BFAs. The perturbation resistance of quantized
CNNGs largely arises from their numerical representation. Specifi-
cally, using integer representations makes it difficult for a single bit
flip to cause a significant increase in absolute value. For instance,
in an 8-bit integer quantized format, the maximum increase a pa-
rameter can undergo due to a single bit flip is limited to 128. A
flip in the exponent of an IEEE754 32-bit floating-point represen-
tation, however, can increase the parameter by up to 3.4 - 1038,
causing extreme neuron activation overriding the rest of the ac-
tivations [21, 37]. Efficient implementation is likewise crucial for
practical applications of GNNs, making it necessary to investigate
the interaction between robustness and efficiency. The practical
relevance of quantizing GNNs has been recognized for applications
such as inference on IoT and edge devices [72], reducing energy
consumption for green deep learning [67], and in distributed GNN
applications [53]. Recent efforts have been made to further advance
quantization techniques for GNNs [3, 13, 76] as well as technical
realizations for their deployment [58, 76] and further potential
applications exist, e.g., [6, 10, 11].

Prior research on the security of GNNs has mostly overlooked
the potential threat of BFAs [28, 40, 63, 66] which directly manipu-
late a target model at inference time, and previous work on BFAs
has not yet explored attacks on quantized GNNs [47]. Despite the
known robustness of quantized CNNs to BFAs [21, 49], which po-
tentially transfers to GNNs as it is mostly rooted in the numerical
representation itself, the only investigations of GNN resilience to
BFAs study bit flips in floating-point representation [27, 62]. Fur-
thermore, while general BFAs may be transferable to GNNs, they
do not consider the unique mathematical properties of GNNs, al-
though it has been observed that adapting BFAs to the specific
properties of a target network can increase harm [59] and that
BFAs can be far from optimal on non-convolutional models [20].
We address this research gap by exploring the effects of malicious
perturbations of the trainable parameters of quantized GNNs and
their impact on prediction quality. Specifically, we target the ex-
pressivity of GNN, i.e., their ability to distinguish non-isomorphic
graphs or node neighborhoods. The most expressive GNNs based on
standard message passing, including the widely-used Graph Isomor-
phism Networks (GINs) [68], have the same discriminative power
as the 1-Weisfeiler-Leman test (1-WL) for suitably parameterized
neighborhood aggregation functions [43, 44, 68]. Our attack tar-
gets the quantized parameters of these neighborhood aggregation
functions to degrade the network’s ability to differentiate between
non-isomorphic structures.

1.1 Related work

The security issue of BFAs has been recognized for quantized
CNNs, which are used in critical applications like medical image
segmentation [2, 74] and diagnoses [18, 50]. In contrast, the ro-
bustness of GNNs used in safety-critical domains, like medical
diagnoses [16, 33, 39], electronic health record modeling [38, 56],
or drug development [8, 34, 65], against BFAs has not been suffi-
ciently studied. Qian et al. [47] and Khare et al. [29] distinguish
between targeted and untargeted BFAs similar to the distinction
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made between targeted and untargeted poisoning and evasion tech-
niques. The high volume of related work on BFAs for quantized
CNN s [29, 47] based on the seminal work by Rakin et al. [48] and
associated BFA defense mechanisms, e.g., [29, 32, 36] published
recently, underscores the need for research in the direction of both
BFA and defense mechanisms for quantized GNNs. As a represen-
tative for these traditional BFA methods we focus on Progressive
Bit Flip Attack [48] as most other BFA variants are based on it. We
subsequently refer to this specific BFA as PBFA and use the term
BFA for the broader class of bit flip attacks only. Existing research
on the resilience of GNNs to bit flips focuses exclusively on floating-
point representation: Jiao et al. [27] study random bit faults and
Wau et al. [62] consider a variant of PBFA modified to flip bits in the
exponent of a weight’s floating-point representation.

1.2 Contribution

In a motivating case study, we explore quantized GNNs’ vulnerabil-
ity to PBFA, finding that PBFA does not notably surpass random
bit flips in tasks demanding graph structural discrimination. To
demonstrate that degrading such GNNs is nonetheless possible
in the identified scenario, we introduce the Injectivity Bit Flip At-
tack (IBFA), a novel attack targeting the discriminative power of
neighborhood aggregation functions used by GNNs. Specifically,
we investigate the GIN architecture with 1-WL expressivity, where
this function is injective for suitable parameters [68], and which
is integrated in popular frameworks [14] and widely used in prac-
tice, e.g., [6, 17, 61, 70]. IBFA, unlike existing BFAs for CNNs, has a
unique bit-search algorithm optimization goal and input data selec-
tion strategy. It differs from graph poisoning and evasion attacks
as it leaves input data unmodified. We establish a theoretical basis
for IBFA, and support it by empirical evidence of its efficacy on
real-world datasets. IBFA outperforms baselines in degrading pre-
diction quality and requires fewer bit flips to reduce GIN’s output
to randomness, making it indifferent to graph structures.

2 PRELIMINARIES

IBFA targets quantized neighborhood aggregation-based GNNs,
exploiting their expressivity linked to the 1-WL graph isomorphism
test. We begin by summarizing these concepts and introduce our
notation and terminology along the way.

2.1 Graph theory

A graph G is a pair (V, E) of a finite set of nodes V and edges E C
{{u, v} € V}. The set of nodes and edges of G is denoted by V(G)
and E(G), respectively. The neighborhood of v in V(G) is N(v)
{u € V(G) | {v,u} € E(G)}. If there exists a bijection ¢: V(G) —
V(H) with {u, v} in E(G) if and only if {¢(u), ¢(v)} in E(H) for all
u, v in V(G), we call the two graphs G and H isomorphic and write
G =~ H. For two graphs with roots r € V(G) and r’ € V(H), the
bijection must additionally satisfy ¢(r) = r’. The equivalence classes
induced by = are referred to as isomorphism types.

A function V(G) — X is called a node coloring. Then, a node
colored or labeled graph (G, 1) is a graph G endowed with a node
coloring I. We call [(v) a label or color of v € V(G). We denote a
multiset by {...}.
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2.2 The Weisfeiler-Leman algorithm
Let (G, 1) denote a labelled graph. In every iteration ¢t > 0, a node

coloring cgt): V(G) — X is computed, which depends on the coloring

cgt_l) of the previous iteration. At the beginning, the coloring is

initialized as CEO) = [. In subsequent iterations t > 0, the coloring is
updated according to

c\"(0) = Hasn (cgf‘”(o), ' D w)lu € N(v)}}), (1)
where HasH is an injective mapping of the above pair to a unique
value in ¥, that has not been used in previous iterations. The Hasu
function can, for example, be realized by assigning new consecutive
integer values to pairs when they occur for the first time [54].
Let C;t)(G) = {{cgt)(v) | v € V(G)} be the multiset of colors a
graph exhibits in iteration ¢. The iterative coloring terminates if
|C§t_1)(G)|: |C§t)(G)|, i.e., the number of colors does not change
between two iterations. For testing whether two graphs G and H
are isomorphic, the above algorithm is run in parallel on both G
and H. If C;t)(G) # C;”(H) for any t > 0, then G and H are not
isomorphic. The label assigned to a node v in the tth iteration of
the 1-WL test can be understood as a tree representation of the
t-hop neighborhood of v, in the sense that each cgt)(v) corresponds
to an isomorphism type of such trees of height ¢, see Definition 3.1
and [12, 26, 52] for details.

2.3 Graph neural networks

Contemporary GNNs employ a neighborhood aggregation or mes-
sage passing approach, in which the representation of a node is
iteratively updated through the aggregation of representations of
its neighboring nodes. Upon completion of k iterations of aggre-
gation, the representation of a node encapsulates the structural
information within its k-hop neighborhood [68]. The kth layer of a

GNN computes the node features hg,k) formally defined by
(k)

a, = AGGREGATE®) ({{hgk_l) |ue N(v)}}),
)
hgk) = Compve® (h(vk_l), ag,k)) .

Initially, hﬁ,‘” are the graph’s node features. For graph level readout,
individual node embeddings are aggregated into a single represen-
tation hg of the entire graph

hg = REaDOUT ({{hg,k) |ve G}}) . 3)
The choice of AGGREGATE(k), ComeiNe®) and REapOUT in GNNs
is critical, and several variants have been proposed [68].

2.4 Graph isomorphism network

GIN has the same discriminative power as the 1-WL test in distin-
guishing non-isomorphic graphs [68]. A large body of work is de-
voted to GNN's exceeding this expressivity [43]. However, neighbor-
hood aggregation is widely used in practice and 1-WL is sufficient
to distinguish most graphs in common benchmark datasets [41, 77].
As established by Xu et al. [68], a neighborhood aggregation GNN
with a sufficient number of layers can reach the same discriminative
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power as the 1-WL test if both the AGGREGATE and COMBINE func-
tions in each layer’s update rule as well as its graph level REaADOUT
are injective. GIN achieves this with the update rule

hg,k) — MLP(k) (1 + €(k)) . hg,k_l) i Z hz(,lk_l) (4)

ueN(v)

integrating a multi layer perceptron (MLP) into Comeine®), realiz-
ing a universal function approximator on multisets [22, 23, 73]. If
input features are one-hot encodings, an MLP is not needed before
summation in the first layer, since summation is injective in this
case. Graph level readout in GIN is realized via first summing each
layer’s embeddings followed by concatenation (denoted by ||) of the
summed vectors extracted from GINs’ layers. The resulting graph
level embedding h can then be used as input for, e.g., an MLP for
subsequent graph level classification tasks.

h - HZ=0( > hﬁf‘)) ®

veV(G)

2.5 Quantization

Quantization involves either a reduction in the precision of the
weights, biases, and activations within a neural network or the
use of a more efficient representation, resulting in a decrease in
model size and memory utilization [31]. In accordance with the
typical set-up chosen in the related work on BFA, see Section 1.1, we
apply scale quantization to map FLOAT32 tensors to the INT8 range.
Such a quantization function Q and its associated dequantization
function Q! are

Qw®) = w - clip( W51, a,b),
1wy _ ) _ ©
Q (Wg) =W =Wy xs.

Here, the variable s denotes the scaling parameter, clip(x, a, b) =
min(max(x, a), b) with a and b the minimum and maximum thresh-
olds (also known as the quantization range), | ... | denotes nearest
integer rounding, W is the weight of a layer [ to be quantized,
Wg) its quantized counterpart and 7.~ indicates a perturbation, i.e.,
rounding errors in the case of Equation (6). Similar to other works
on BFA that require quantized target networks, e.g., [48], we address
the issue of non-differentiable rounding and clipping functions in
Q by employing Straight Through Estimation (STE) [5].

2.6 Progressive bit flip attack

PBFA [48] uses a quantized trained CNN & and employs progres-
sive bit search (PBS) to identify which bit flips will damage the
CNN most. PBS begins with a single forward and backward pass,
conducting error backpropagation without weight updates on a
randomly selected batch X of training data with a target vector t. It
then selects the weights linked to the top-k largest binary encoded
gradients as potential candidates for flipping the associated bits.
These candidate bits are iteratively tested (flipped) across all L lay-
ers to find the bit that maximizes the difference between the loss
L of the perturbed and the loss of the unperturbed CNN, whereby
the same loss function is used that was minimized during training,
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Figure 1: Example of two non-isomorphic unfolding trees
T@@w) # T (v) of height 2 associated with the nodes u and v.
A function solving a WL-discrimination task for k = 2 must
be able to discriminate u and v based on the structure of their
unfolding trees.

Depth 2
Depth 1

Depth 0

e.g., (binary) cross entropy (CE) for (binary) classification.

max L(CD(X; (WihE ), t) - £(<I>(X; (W), t)
{Wg'}

@)
The source of the perturbation . in Equation (7) are adversarial
bit flips. If a single bit flip does not improve the optimization goal,
PBS is executed again, considering combinations of two or more
bit flips. This process continues until the desired level of network
degradation is achieved or a predefined number of iterations is

reached. Further details on PBFA/PBS can be found in the appendix.

3 INJECTIVITY BIT FLIP ATTACK

In principle, PBFA and potentially most other BFA variants based
on it can be directly ported to GNNs. However, Hector et al. [20]
demonstrate that the high susceptibility of CNNs to BFA is closely
tied to weight sharing in convolutional filters. Further, Hector et al.
[20] show that MLPs are inherently more robust to PBFA than
CNN s due to their different gradient distributions. The absence of
convolutional filters in GNNs, as well as MLPs being an integral
component of certain GNNs such as GIN, motivates the develop-
ment of a specialized attack for GNNs.

In our preliminary case study (see appendix) we examine PBFA’s
effectiveness on various GNN architectures. The case study’s results
indicate that quantized GINs trained on tasks requiring discrimina-
tion of graphs based on their structural properties and thus high
structural expressivity as found in, e.g., drug development, display
a remarkable resilience to PBFA, which in some instances hardly
outperformed random bit flips even after more than 2 - 10% bit flips.
Considering contemporary literature [60, 71] postulates an upper
limit of 24 to 50 precise bit flips to be achievable by an attacker
within a span of several hours, the execution of such a substantial
number of bit flips appears impractical.

Based on these observations, IBFA focuses on degrading GIN
trained on tasks requiring high structural expressivity. The discrim-
inative power of GIN is derived from its MLPs’ ability to represent
injective functions on sets (Section 2.4). Consequently, we design
our attack assuming that in tasks where learning such a discrimi-
native function is crucial, attacking injectivity will lead to a higher
degradation than performing PBFA.

3.1 Expressivity via injective set functions

A GNN based on message passing computing a function F (k) as out-
put of the kth layer is maximal expressive if F (k)(u) =F (k)(v) =
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cgk)(u) = cgk) (). This is achieved when each layers’ COMBINE and
AGGREGATE functions are both injective, such that their combina-
tion is injective as well.

We develop the theory behind a bit flip attack exploiting this
property. We formally define the concept of an unfolding tree also
known as computational tree in the context of GNNs [12, 26], see
Figure 1 for an example.

Definition 3.1 (Unfolding Tree [12]). The unfolding tree T®(0) of
height k of a vertex v is defined recursively as

Tree(l(v))
Tree(l(v), T*~D(N(0)))

ifk =0,
ifk >0,

70 (v)

where TREE(I(v)) is a tree containing a single node with label I(v)
and Tree(I(v), T*~D(N(v))) is a tree with a root node labeled I(0)
having the roots of the trees T*~D(N(0)) = {T*~D(w) | w € N(v)}
as children.

Unfolding trees are a convenient tool to study the expressivity
of GNNss as they are closely related to the 1-WL colors.

LemmA 3.2 ( [12]). Let k > 0 and u, v nodes, then cgk)(u)
o) = TOW) = 10 ().

Xu et al. [68] show that GIN can distinguish nodes with different
WL colors. The result is obtained by arguing that the MLP in Equa-
tion (4) is a universal function approximator [23] allowing to learn
arbitrary permutation invariant functions [73]. This includes, in
particular, injective functions. The complexity of GNNs regarding
depth, width, and numerical precision required for this, however,
remains poorly understood and is a focus of recent research [1].

We investigate the functions of a GIN layer and their contribution
to the expressivity of the final output, guiding the formulation of
effective attacks. This requires determining whether our focus is
on the expressivity of the general function on nodes or graphs in
inductive learning or distinguishing the elements of a predefined
subset in transductive settings. First, we consider the general case,
where a finite-depth GNN processes all possible finite graphs and
then discuss its implication for a concrete graph dataset. For the
simplicity, we limit the discussion to unlabeled graphs.

Let f @, M(Rdi—l) — RY% be the learnable function of the ith
layer of a GNN, where M(U) are all possible pairs (A, A) with
A € U and A a countable multisets of elements from U. We assume
that £ is invariant regarding the order of elements in the multiset
A. Then the output of the network for node v is obtained by the
recursive function

FO@) = (9 (F*De), (F*Dw) | w e No)}) @)
with FOO uniform initial node features. Clearly, if all f @ are injec-
tive, WL expressivity is reached as argued by Xu et al. [68]. The
following proposition (proof in appendix) makes explicit that it
suffices that all f @ are injective with respect to the elements of
their domain that represent (combinations of) unfolding trees of
height i — 1.

ProrosiTION 3.3. Consider two arbitrary nodes u and v in an
unlabeled graph. Let Jy be a uniform node feature and i = {f®(x) |
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(a) Graph with final node coloring/embedding
a b cde f g hiij

nonnn
TEEED
2

HH
)

(b) Node colorings/embeddings at different layers

Figure 2: Exemplary results of the 2-layer GNNs F® and F®®
using f® and f(i), respectively, for i € {1,2}. Nodes having
the same embedding are shown in the same color and are
labeled with the same integer. Although f(!) is non-injective
and £ is coarser than F), we have F@ = F@_ The final
output corresponds to the WL coloring.

x € M(Ji-1)} the image underf(i) fori > 0. Then
Vi<k Vxye MFior): fO0) = fOy) =x=y (9
implies
Ow) = P) = FP@) = FO(o). (10)

This result extends to graphs with discrete labels and continu-
ous attributes. The inputs, requiring distinct outputs from a GIN
layer to achieve WL expressivity, indicate weak points for poten-
tial attacks. These inputs are in 1-to-1 correspondence with the
unfolding trees. As i increases, the number of unfolding trees and
the discriminative complexity for GIN’s MLPs grows. However,
Proposition 3.3 provides only a sufficient condition for WL expres-
sivity. Specifically, in a transductive setting on a concrete dataset,
the variety of unfolding trees is limited by the dataset’s node count.
Additionally, even for a concrete dataset, the function £ at layer i
might be non-injective while F (+1) remains maximally expressive,
as illustrated in Figure 2b. This motivates the need for a targeted
attack on injectivity to effectively degrade expressivity, which we
develop below. Further, these considerations lead to the following
exemplary classification tasks.

3.2 Weisfeiler-Leman Discrimination Tasks

To develop an effective attack, we first need to provide a formulation
of Prop. 3.3 that is more suitable to practical machine learning
applications. Thus, we first introduce the following exemplary node
level classification task, which we then extend to the graph level
classification tasks for our experimental evaluation.

Definition 3.4 (WL-discrimination task). Let G be a graph with
labels [. The WL-discrimination task for k in N is to learn a function
F® such that FO(u) = FO0) e V(w) = () for all w0 €
V(G).
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The definition, which in its above form is concerned solely with
node classification based on specific structural features, can easily
be extended to classifying graphs based on their structure.

To define a graph level WL discrimination task, we first extend
Equation (8) with a readout function fg: A — R%, mapping a
countable multiset A of elements from U to a real valued vector
representation of G:

k
FE(6) = fo{FP©) |0 € V(G)})

Obviously, a GNN computing such a function is maximally expres-
sive if F2(Gi) = F3(Gj) &= C9(Gi) = ¢ (G;) for all G, G;. Tt
further follows directly from C(G) = {¢°(0) | 0 € V(G)} that if
the kth layer’s message passing computation is maximally expres-
sive, cgk)(u) = cgk)(v) e F® ) = F®(v), and fG’s injectivity is a
sufficient condition for Fgc)(Gi) = Fgc)(G j) = C;k)(Gi) = C;k)(G 7)
to hold (Proposition 3.5, proof in appendix), which is consistent
with results by Xu et al. [68].

ProrosITION 3.5. Consider two arbitrary graphs G;, Gj, with A =
{FP©) | 0 € VG)Y. B = {FR@) | v € V(G))} and () =
cgk)(v) e F® @) = F® (). Then

fo(A) = fo(B) = A=8 (11)
implies
FY(Gi) = F(G)) = (G = cV(G)) (12)

Note that analogous to Proposition 3.3, the injectivity of fi with
respect to the elements of its domain is only sufficient and not
necessary for WL expressivity. In particular, the sets A and B
have a specific structure as they represent the unfolding trees of
graphs. Hence, non-injective realization of f; might still suffice to
distinguish graphs according to Equation (12).

Definition 3.6 (GLWL-discrimination task). Let D be a set of
node labeled graphs and let G;,G; € D. The Graph Level WL-

)

discrimination task for k in N is to learn a function Fg( such

that F(Gy) = F(G;) if and only if CP(Gy) = ¢(G)) for all
Gi, Gj € D after k iterations of the WL algorithm.

According to Propositions 3.3 and 3.5, the injectivity of f @ and
fc is sufficient for achieving WL-level expressivity. Therefore, if a
GNN has successfully learned a function Fgc) for a GLWL discrimi-
nation task, any BFA targeting the expressivity of such a GNN will
likely compromise the injectivity of either fg or f @,

Real-world graph datasets, however, rarely satisfy the strict con-
ditions outlined in Definition 3.4 and 3.6 as classification targets
used for supervised training typically do not perfectly align with
the node’s WL colors or the isomorphism types of the dataset. Con-
sequently, we formulate a relaxation of Definition 3.6 based on the
Jaccard distance for multisets.

Definition 3.7 (Multiset Jaccard distance [46]). Let A, B be mul-
tisets in universe U and m be the multiplicity function of multi-
sets. The multiset Jaccard distance is then defined as J;,(A, B) =
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1 — Zxeu min(ma(x).mp(x))
Yixev max(ma(x),mp(x))’
multiplicity of element x in multisets A and B, respectively.

where m4(x) and mp(x) represent the

Definition 3.8 (e-GLWL-discrimination task). Let D = Ucec D¢
be a set of node labeled graphs with class labels C, where D, are
the graphs of class ¢ € C. The e-GLWL-discrimination task for k in

N is to learn a function Fgc) such that for all ¢ € C and all G;, G
in D¢ = {G1,Ga,..., Gy} it holds that F4)(G;) = F(G)) if and
only if S¢ < e with S = 5% et 20 i ]m(CEk)(Gi), Cgk)(Gj)) for
some ¢ € R, 0 < ¢ < 1 after k iterations of the WL algorithm and
8 = (‘ch‘) denoting the number of unique pairs in D.

Definition 3.8 captures a broader trend regarding structural dis-
crimination in the learning task, as it permits some graphs with
the same classification target to exhibit a degree (specified by ¢) of
structural dissimilarity. Likewise, it permits graphs with different
targets to show a degree of structural similarity. Nonetheless, any

& < 1still requires FgC ) to learn to distinguish certain substructures,

for which injectivity of f (k) as well as fc with respect to an accord-
ingly constrained domain remains a sufficient condition. Note that
Definition 3.8 provides per-class formulation. We use a per-dataset
extension |—é| Ycec Se < ¢ in Figure 5 for ease of display.

3.3 Targeting injectivity

It would not suffice to consider the injectivity of a single layer’s
CoMmBINE and AGGREGATE functions for an attack, as expressivity
could be restored at deeper layers (Section 3.1, Figure 2b). Thus, to
target the injectivity sufficent for (e-GL)WL-discrimination tasks
as per Definition 3.4- 3.8 while considering the entire model, we
reformulate the target of PBFA from a maximization Equation (7)
to a minimization problem

min £

D ()]
Wy ((D(X“’{Wq Yioy) @(Xp: Wy }{;1)).
q

(13)
That is, instead of increasing, e.g., the original classification loss
of the model ® via PBS, we use PBS to minimize the difference
between the outputs of the network computed on two different
inputs X, and X, w.r.t. the function £ that measures the difference
between the network’s outputs. This connects with our theoretical
framework via (¢-GL)WL-discrimination tasks, in which classifica-
tion targets (tend to) correlate with graph structural (dis)similarity.
Thus, inducing bit flips that exploit this tendency will potentially
impair the injective mappings facilitated by the GNNs’ AGGREGATE
and ComBINE functions. Naturally, such an attack strategy neces-
saites careful selection of loss function and input data samples,
which we discuss in detail below. This approach further allows us
to perform IBFA on unlabeled data.

3.3.1
task, the network’s outputs y, = ®(Xg; {Wg)}{“zl) aswell as yp =

Choosing the loss function. In a binary graph classification

O(Xp; {Wg)}lel) both are nx 1 vectors representing the probability
mass functions (PMF) of n Bernoulli distributed discrete random
variables. For such distributed output vectors, any differentiable
p-norm-based loss function would suffice to converge predictions
in the sense of Equation (13) and we choose L1 for L for simplicity.
In non-binary graph classification (i.e., multiclass-classification) or
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Figure 3: IBFA1/2’s integration of PBS and input data selec-
tion strategies for k attack iterations. In the first attack itera-
tion, input data selection of IBFA1 and IBFA2 are identical.

multitask binary classification, however, outputs Y, and Y}, are not
n X 1 vectors but instead n X m matrices where n is the number
of samples and m the number of classes/tasks. That is, for each
of the n samples, each column in Y, and Y, represents a PMF
over m classes. Thus, simply using a p-norm-based loss function
as L1 for £ in (13) would fail to capture differences in individual
class probabilities contained in Y, and Y, due to the reduction
operation required by L1 (e.g., mean or sum over m). We solve
this by, instead of L1, employing the discrete pointwise Kullback-
Leibler-Divergence [30] (KL) as L, i.e., the KL between the output’s
n probability distributions of each pair of samples (data points) in
Y, and Yj, which, in the context of (13), allows IBFA to find bits
converging the PMF of Y, best on Yy,

3.3.2  Choosing input samples. The proper selection of X, and X,
is crucial as selecting inputs that have identical outputs (e.g., two
batches that contain different samples of the same classes in the
same order) before the attack will not yield any degradation as
Equation (13) would already be optimal. Thus we chose inputs X,
and X, to be maximally different from one another w.r.t. to the
unperturbed network’s outputs by

arg max £ (14)

(CI)(Xa; W), oy fwiyE, )

{Xaaxb }
This search mechanism can be executed before the attack and the
found X,, X}, reused for all attack iterations, a variant of IBFA to
which we refer as IBFA1. However, after each attack iteration, the
solution of (14) might change, making it promising to recompute
Xa, Xp on the perturbed model before every subsequent attack
iteration. We refer to the IBFA employing the latter data selection
strategy as IBFA2. While IBFA2 may lead to slightly faster and
more consistent degradation for a set amount of bit flips, its time
complexity of ©(kn?) for k attack runs and n samples makes it
less suitable for large datasets. An overview of IBFA1 and IBFA2 is
provided in Figure 3.

3.4 Assumptions and threat model

Our work builds on several fundamental assumptions which are in
line with previous work on BFA-based attacks on various types of
neural networks. Following previous literature on BFAs for CNNss,
we assume our target network is INT8 quantized [36, 48, 49, 71], as
such configured networks are naturally noise resistant [49].
Furthermore, we adopt the usual premise that the attacker has
the capability to exactly flip the bits chosen by the bit-search al-
gorithm through mechanisms such as RowHammer [45], variants
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Figure 4: Pre- (clean) and post-attack test quality metrics AP, AUROC or ACC for different BFA variants on a 5-layer GIN
trained on six ogbg-mol and two TUDataset datasets, number of bit flips, averages of 10 runs.

Figure 5: Jaccard distances ]m(Cgk)(Gi), C(k)(G )i # j,averaged over all graphs G;, G; and tasks (classes) in each randomly drawn
sample of 3200 graphs per dataset, indicating e-GLWL-discrimination tasks. The dotted lines distinguish molecular and social
datasets for various numbers of WL-iterations (k) from 1 to 7 and suggest possible choices for ¢.

thereof [35, 71] or others [7, 24]. The feasibility of BFAs inducing
exact bit flips via a RowHammer variant was shown by, e.g., [60].
We thus do not discuss the detailed technical specialities of realizing
the flips of the identified vulnerable bits in hardware.

Moreover, we assume a gray-box attack model in which the
attacker’s goal is to crush a trained and deployed quantized GNN
via BFA. It represents a relaxation of some of the restrictions found
in a black-box model by allowing the attacker to have certain prior
knowledge about the training data and the general structure of the
model. This is again a typical assumption also made in previous
work [36]. An attacker could easily obtain required information
in many typical application scenarios, for instance, if the target
model is a publicly available pre-trained model or the attacker has
access to an identical instance of a device on which model inference
is performed. Even in the absence of such a priori knowledge on
the model, parameters and input data might be acquired through
methods such as side-channel attacks [4, 69].

4 EXPERIMENTS

Our experimental framework is designed to investigate the fol-
lowing key research questions, focusing on real-world molecu-
lar property prediction datasets, a task common in drug develop-
ment [51, 65], as well as social network classification.

RQ1 Is IBFA more destructive than other BFAs?

RQ2 Does the destructiveness of IBFA depend on whether a task
requires high structural expressivity (i.e., is an e-GLWL-
discrimination task)?
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RQ3 Does IBFA’s required number of bit flips fall within the ac-
cepted realistic budget of 24 to 50, as suggested in related
work [60, 71]?

RQ4 How does IBFA perform in scenarios with limited data avail-
able for selection?

We assess IBFA relative to PBFA, which we consider the most
relevant baseline, as most other, more specialized (e.g., targeted)
BFAs designed to degrade CNNs have been derived from PBFA. We
measured the degradation in the quality metrics proposed by Open
Graph Benchmark (OGB) [25] or TUDataset [42], respectively, for
each of the datasets and followed the recommended variant of a
5-layers GIN with a virtual node. For thoroughness, we include a
detailed ablation study concerning loss functions and layer prefer-
ences, which can be found in the appendix. This study also covers
experiments on GNNs less expressive than GIN and IBFA’s rela-
tion to certain BFA defenses. To ensure reproducibility, we provide
details on quantized models, measured metrics and attack configu-
ration and a code repository?.

4.1 Quantized models

We obtained INT8 quantized models by training on each dataset’s
training split using STE, see Section 2.5. We used the Adam op-
timizer with a learning rate of 1073 and trained the models for
30 epochs. Although more complex models and quantization tech-
niques might achieve higher prediction quality, our focus was not
on improving prediction quality beyond the state-of-the-art, but on
demonstrating GIN’s vulnerability to IBFA. Some of the datasets
we used present highly challenging learning tasks, and our results

Thttps://github.com/lorenz0890/ibfakdd2024
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Figure 6: Pre- (clean) and post-attack test quality metrics AP, AUROC or ACC for IBFA with different data selection strategies
(random, IBFA selection from 1% random subsets and full training splits) on a 5-layer GIN trained on 6 ogbg-mol and 2 TUDataset
datasets, averages of 10 runs. IBFA1 in top row, IBFA2 in bottom row, number of bit flips as reported in Figure 4.

for quantized training of GIN are comparable to those by OGB [25]
for FLOAT32 training.

4.2 Datasets

Six benchmark datasets are chosen (as in, e.g., [15, 57]) from graph
classification tasks from OGB based on MoleculeNet [64] for evalua-

tion as well as COLLAB and GITHUB_STARGAZERS from TUDataset [42].

The goal in each OGB dataset is to predict properties based on molec-
ular graph structures, such that the datasets are consistent with the
underlying assumptions of IBFA described in Section 3. All OGB
datasets are split using a scaffold-based strategy, which seeks to sep-
arate structurally different molecules into different subsets [25, 64].
COLLAB is derived from scientific collaboration networks, whereby
every graph represents the ego-network of a scientist, and the task
is to predict their area of research. GITHUB_STARGAZERS contains
graphs of social networks of GitHub users, and the task is to predict
whether they starred popular machine learning or web development
repositories. COLLAB and GITHUB_STARGAZERS are split randomly
(80/10/10 for train/test/validation).

Not all targets in the OGB datasets apply to each molecule (miss-
ing targets are indicated by NaNs) and we consider only existing
targets in our experiments. Area under the receiver operating char-
acteristic curve (AUROC), average precision (AP) or accuracy (ACC)
are used to measure the models’ performance as recommended
by Hu et al. [25] and Morris et al. [42], respectively.

4.3 Attack configuration

The attacks in each of the experiments on a GIN trained on a dataset
were executed with the number of attack runs (see Section 2.6) ini-
tially set to 5 and repeated with the number of attacks incremented
until the first attack type reached (nearly) random output. The other
attacks in this experiment were then set to that same number of
attack runs to ensure fair comparison. Note that PBFA, IBFA1 and
IBFA2 can flip more than a single bit during one attack run (see
Section 2.6), such that the final number of actual bit flips can vary
across experiments. For the single task binary classification datasets,
ogbg-molhiv, ogbg-bace and GITHUB_STARGAZERS, IBFA1/2 were
used with L1 loss, for multitask binary classification oghg-tox21,
ogbg-toxcast, ogbg-molmuv, ogbg-pcba and multiclass classifica-
tion (COLLAB), IBFA1/2 were used with KL loss. For PBFA, binary CE
(BCE) loss was used throughout the binary classification datasets
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Figure 7: Pre- (clean) and post-attack test quality metrics
AP, AUROC or ACC for IBFA with different loss functions
(L1 vs. KL loss, IBFA selection from 1% random subset) on a
5-layer GIN trained on 4 ogbg-mol datasets TUDataset COLLAB,
number of bit flips, averages of 10 runs. IBFA1 in top row,
IBFA2 in bottom row.

and CE loss was used for COLLAB. Input samples for all evaluated
BFA variants were taken from the training splits.

4.4 Results

Both IBFA variants surpass random bit flips (RBFA) and PBFA in
terms of test quality metric degradation for a given number of bit
flips in most examined cases (Figure 4) (RQ1). A fine granular visu-
alization of the progression of quality metric degradation induced
by IBFA1/2, PBFA and RBFA is given in Figure. 8. IBFA is capable of
forcing the evaluated GINs to produce (almost) random output
(AUROC < 0.5, AP < 0.11 (ogbg-molpcba), AP < 0.06 (ogbhg-
molmuv), ACC < 0.33 (COLLAB) or < 0.5 (GITHUB_STARGAZERS))
by flipping less than 33 bits on average. This is realizable given
the aforementioned upper limit of 24 to 50 precise bit flips an at-
tacker can be expected to achieve [60, 71] (RQ3). IBFA2 causes
slightly more quality metric degradation on ogbg-molhiv, COL-
LAB and GITHUB_STARGAZERS than IBFA1 but is surpassed by or
on par with IBFA1 in all other cases. IBEA2 on ogbg-molbace and
IBFA1 on COLLAB were slightly weaker than PBFA. However, on
ogbg-molbace PBFA requires 33% more bit flips to achieve results
compareable to IBFA1. On GITHUB_STARGAZERS, PBFA and IBFA
both degraded GIN equally. GINs trained on ogbg-molmuv, ogbg-
molhiv, and ogbg-moltox21 were barely affected by PBFA for the
examined number of bit flips and GIN trained on ogbg-moltoxcast
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Figure 8: Probability of selecting a layer for a bit flip in a 5-
layer GIN trained on 3 small datasets, averaged over 10 runs
for PBFA or IBFA1 (top row), progression of degradation of
for different BFA variants (bottom row).

appeared to be entirely impervious to PBFA. Our quantized GNNs
resist RBFA, ruling out our observations are stochastic.

These results are consistent with our definition of ¢-GLWL-
discrimination tasks as Figure 5 indicates that, for suiteable choices
of ¢, the examined molecular graph property prediction datasets
from OGB could be distinguished from the social network classifica-
tion datasets from TUDatset. That is, the OGB datasets demonstrate
a stronger connection between class membership and structural
graph similarity and thus, GINs trained on them are more vulnera-
ble to IBFA. Together with our main results (Figure 4), which show
that PBFA either causes less degradation in the GINs trained on
the OGB datasets than IBFA or requires more flips to do so, we
interpret these findings as empirical validation of our theoretical
prediction that IBFA’s destructiveness surpasses that of PBFA in
tasks demanding high structural expressivity (RQ2). The proposed
data selection strategies for IBFA1/2 provide an improvement over
random data selection (Figure 6) and IBFA1/2 remain highly de-
structive (typically more destructive than PBFA), even when limited
to a significantly constrained sample (1% random subsets of the
datasets’ training splits) for selecting input data points (RQ4).

While our setup did not permit the weaker BFA in an experiment
to continue flipping bits until the network was fully degraded, our
preliminary case study (appendix) revealed PBFA required 953 bit
flips to fully degrade GIN on ogbg-molhiv and failed to degrade
GIN on ogbg-moltoxcast even after 2662 bit flips. For comparison,
IBFA1/2 could fully degrade GIN on both ogbg-molhiv and ogbg-
moltoxcast using two orders of magnitude fewer bit flips (Figure 4).

Ablation experiments, layer preferences, node classification. Fig-
ure 7 illustrates the results if L1 loss is used instead of KL loss in
the multi-task binary classification setting. As can be seen from
Figure 7, IBFA1/2 both fail to outperform PBFA on the multi-task
binary classification datasets if L1 loss is used instead of KL loss,
which is in line with our analytical results in Section 3.3.1. As
in Figure 6, 1% subset sampling was used for IBFA to accelerate
the experiments. Experiments on obg-molbace, ogbg-molhiv and
GITHUB_STARGAZERS are not included in this experiment as we al-
ready used L1 loss in our original experiments with these datasets.

We recorded the probabilities associated with an attack’s selec-
tion of a specific layer within the evaluated 5-layer GIN (Figure 8).
RBFA was configured to exhibit a random uniform distribution of
bit flips across layers and is therefore omitted. PBFA and IBFA1
exhibit a distinct and characteristic layer selection. PBFA typically
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Figure 9: Pre- (clean) and post-attack test quality metric ACC
for different BFA variants on a 5-layer GIN trained on four
TUDataset node level datasets, number of bit flips, averages
of 10 runs/folds.

confines bit flips to only 2 out of the 5 layers and, in line with Hec-
tor et al. [20]’s findings for CNNs, displays a preference for the
input layer, while IBFA1/2 targets at least 4 layers across the entire
model, with the majority of flips occurring in the learnable aggre-
gation functions of the network (MLP1-4). The variations in layer
selection observed in IBFA1 support our hypotheses: a) introducing
non-injectivity into a single layer alone is insufficient, necessitating
an attack on the overall expressivity of GIN, and b) IBFA1 effectively
targets the learnable neighborhood aggregation functions.
Beyond graph classification, we experimented with two het-
erophilious [19] node classification datasets, Texas and Wiscon-
sin from TUDataset, using the same GIN architecture as in our
graph-level experiments, sans readout. Results, averaged over 10
predefined folds (Figure 9), show that IBFA1/2 heavily degrade per-
formance while PBFA is nearly indistinguishable from RBFA. We
also tested our method on homophilious [19] node classification
datasets, Cora and PubMed, reporting 10-run averages. Here, we
observed a different trend: while IBFA1 remained effective, PBFA
degraded accuracy more than RBFA, particularly on Cora. These
results suggest that PBFA’s reliance on pseudo labels in its loss
function makes it less effective when these labels are poor, whereas
IBFA’s effectiveness remains robust regardless of label quality.

5 CONCLUSION

We introduce a novel concept for bit flip attacks on quantized GNNs
which exploits specific mathematical properties of GNNs related
to graph learning tasks requiring graph structural discrimination.
Upon our theory, we design the novel Injective Bit Flip Attack IBFA
and illustrate its ability to render GIN indifferent to graph structures.
IBFA compromises its predictive quality significantly more than
the most relevant BFA ported from CNNs and than random bit
flips on twelve different datasets, covering binary and multiclass
classification of molecular, social and other graphs or nodes.
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A PROOF OF PROPOSITION 3.3

Proor. We first prove by induction that the statement Equa-
tion (9) implies that there is a 1-to-1 correspondence between J;
and the isomorphism types of unfolding trees of height i, denoted by
T, foralli € {0,...,k}.Inthe base case i = 0, there is a single unfold-
ing tree in 7y consisting of a single node. The uniform initialization
Jo satisfies the requirement. Assume that ¢ is a bijection between
Ji and 7;, then the statement (9) together with the permutation-
invariance guarantees that f )4, A) = (B, B) if and only
if A= Band A = B. Hence, {p(a) | a € A} = {o®) | b € B},
which uniquely determines an unfolding tree in 77,1 according to
Definition 3.1. Vice versa, unfolding trees with different subtrees
lead to distinguishable multisets. The result follows by Lemma 3.2
and the 1-to-1 correspondence shown above at layer k. O

B PROOF OF PROPOSITION 3.5

Proor. Assume F3)(Gi) = F3)(Gy) but (VG # c(G)).
Then fo({F®©) | 0 € VG)Y) = fo{FP@) | v € V(G))}) but
ﬁcgk)(v) |v e V(Gy)} # {{cgk)(v) | v € V(Gj)}. Because per construc-
tion ¢V (w) = {¥(0) = FPW) = FM () it follows that A # B,
contradicting Equation (11). O

C PROGRESSIVE BIT FLIP ATTACK

The PBFA on CNN weights is an attack that can crush a CNN by
maliciously flipping minimal numbers of bits within its weight stor-
age memory (i.e., DRAM). It was first introduced as an untargeted
attack [48]. PBFA operates on integer quantized CNNs and seeks
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Table 1: Preliminary case study illustrating the general vulnerability of GNNs to PBFA - pre- and post-attack mean of 10 runs
of top-1 test accuracy (community) or AUROC (structure) of INT8 quantized representative GNN architecture (GCN [63] with
3 layers, GAT [63] with 2 layers, GIN [68] with 5 layers) and dataset combinations (GCN on Cora, GAT on CiteSeer, GIN on
ogbg-mol) baseline without BFAs; after PBFA [48] adapted to GNNs; after random bit flips (RBFA); total bit count of all model

parameters (attack surface) in millions.

COMMUNITY STRUCTURAL
Attack Dataset Pre Post Flips Bits Dataset Pre Post Flips Bits

RBFA Cora-GCN 0.77 0.74 63 1.6M ogbg-molhiv-GIN 0.71 0.53 953 15.1M

PBFA Cora-GCN 0.77 0.12 9 1.6M ogbg-molhiv-GIN 0.71 0.50 953 15.1M

RBFA CiteSeer-GAT 0.58 048 63 3.8M ogbg-moltoxcast-GIN 0.58 0.58 2662 16.6M

PBFA CiteSeer-GAT 0.58 0.14 10 3.8M ogbg-moltoxcast-GIN 0.58 0.57 2662 16.6M

to optimize Equation (15). D A MOTIVATING CASE STUDY

e UNS ) _ ( ] (DL ) Our preliminary case study summarized in Tab. 1 indicates a sig-
{r\?v?(ll))(} L(CD(X, Wo by, t) - L{2(X {Wg 1) ¢ nificant vulnerability of GNNs used in community-based tasks on
! (15) graphs with strong homophily [51] to malicious BFAs such as PBFA,

st ZL:D(VV(” wy e (0,1,..., Ny}
.t q> q ,1,...,Np
=1

where X and t are input batch and target vector, £ is a loss function,
f is a neural network, L is the number of layers and \X/g) Wg) are
the perturbed and unperturbed integer quantized weights (stored
in two’s complement) of layer I. In the original work by [48], the
function L used is the same loss originally used during network
training. D(Wg), Wg)) represents the Hamming distance between
clean- and perturbed-binary weight tensor, and Nj, represents the
maximum Hamming distance allowed through the CNN.

The attack is executed by flipping the bits along its gradient
ascending direction w.r.t. the loss of CNN. That is, using the Ng-bits
binary representation b = [b Ny—1s- - ., bo] of weights w € Wq,l»
first the gradients of b w.r.t. to inference loss £ are computed

oL
eeey (9_[70

oL

VL
b 9bN,—1

(16)

and then the perturbed bits are computed viam = b&(sign(Vy L)/2+
0.5) and b=b ® m, where @ denotes the bitwise xor operator.

To improve efficiency over iterating through each bit of the entire
CNN, the authors employ a method called progressive bit search
(PBS). As noted earlier, we refer to this BFA variant employing
PBS as Progressive BFA or PBFA. In PBS, at each iteration of the
attack (to which we synonymously refer as attack run), in a first
step for each layer | € [0, L], the nj most vulnerable bits in Wg)
are identified through gradient ranking (in-layer search). That is,
regarding input batch X and target vector t, inference and backprop-
agation are performed successively to calculate the gradients of
bits w.r.t. the inference loss and the bits are ranked by the absolute
values of their gradients 0.L/9b. In a second step, after the most
vulnerable bit per layer is identified, the gradients are ranked across
all layers s.t. the most vulnerable bit in the entire CNN is found
(cross-layer search) and flipped. Should a PBS iteration not yield an
attack solution, which can be the case if no single bit flip improves
the optimization goal given in Equation (15), PBS is executed again
and evaluates increasing combinations of 2 or more bit flips.

since it suggests a quantized GNN can be degraded so severely by
an extremely small number of bit flips—relative to the network’s at-
tack surface—that it produces basically random output. In our case
study, a GNN’s output on the community-based tasks is random if
its test accuracy drops below 14.3% (= 1/7) on Cora’s 7-class node
classification task or below 16.7% (= 1/6) on CiteSeer’s 6-class node
classification task. Our case study shows that this is consistently the
case due to the PBFA adapted from [48] for all community-based
architecture-dataset combinations examined. The number of bit
flips required for completely degrading a GNN in a community-
based task is remarkably small: tab. 1 shows that on average, the
adapted PBFA flipped only 0.0004%of the total number of bits of the
quantized GNNs’ parameters. Regarding random bit flips (RBFA),
the results of our case study are consistent with results obtained
for full-precision GNNs [27] in that they demonstrate a relatively
strong resilience of GNNs against such random perturbations.

On structural tasks on graphs with weak/low homophily as is
typical in molecular, chemical, and protein networks [51] which are
common in, e.g., drug development, PBFA is much less effective and
degrades the network comparable to random bit flips. On the struc-
tural tasks in Table 1, a GNN’s output is random if its test AUROC
drops to 0.5. We found that on the ogbg-moltoxcast dataset, PBFA
could not significantly degrade the network even after 2662 flips
and that on ogbg-molhiv, 0,0063% of the total number of bits of the
quantized GNNs’ parameters had to be flipped by PBFA before the
GNN’s output was degraded to random output, which constitutes
a 15.75 times increase compared to the community-based tasks.
This increased resilience of GNNs trained on structural tasks com-
pared to community-based tasks cannot be explained entirely by
the higher number of GNN parameters found in the evaluated tasks
requiring high structural expressivity, which mostly stems from
the MLPs employed in GIN: The increase in required flips for PBFA
to entirely degrade the network on the structural task is up to 2
orders of magnitudes larger compared to the community-based
task, while the increase in the attack surface is at most 1 order of
magnitude larger. Based on these observations, our work focuses
on such structural tasks which are typically solved by GIN.
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