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We give a fully dynamic deterministic algorithm for maintaining
a maximal matching of an n-vertex graph in O(n/®) amortized
update time. This breaks the long-standing Q(n)-update-time bar-
rier on dense graphs, achievable by trivially scanning all incident
vertices of the updated edge, and affirmatively answers a major
open question repeatedly asked in the literature Baswana, Gupta
and Sen [FOCS 2011], Bhattacharya,Chakrabarty, Henzinger and
Nanongkai [SODA 2018], Solomon [Dagstuhl].

We also present a faster randomized algorithm against an adap-
tive adversary with é(n3/ 4) amortized update time.

Our approach employs the edge degree constrained subgraph
(EDCS), a central object for optimizing approximation ratio, in a
completely novel way; we instead use it for maintaining a matching
that matches all high degree vertices in sublinear update time so
that it remains to handle low degree vertices rather straightfor-
wardly. To optimize this approach, we employ tools never used
in the dynamic matching literature prior to our work, including
sublinear-time algorithms for matching high degree vertices, ran-
dom walks on directed expanders, and the monotone Even-Shiloach
tree for dynamic shortest paths.
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1 Introduction

A matching M of a graph G = (V, E) is a set of vertex-disjoint edges.
We say that M is maximal if every free edge (u,v) € E \ M is not
vertex-disjoint from M. That is, a maximal matching is precisely a
set of edges that are disjoint yet intersect all other edges.

Although computing a maximal matching admits a simple linear-
time greedy algorithm, it presents interesting challenges in various
computational models and has been extensively studied since the
80s, including in the PRAM model [3, 12, 69, 86, 87, 90, 96], dis-
tributed models [15, 16, 66, 81, 82], and, more recently, the MPC
model [7, 23, 62, 68, 71, 94]. In this paper, we study this problem in
the dynamic setting.

Dynamic Maximal Matching. Inthe fully dynamic maximal match-
ing problem, we must maintain a maximal matching M of an n-
vertex m-edge graph G undergoing both edge insertions and dele-
tions. The goal is to minimize the update time for updating M,
given an edge update. Since the 90s, Ivkovi¢ and Lloyd [88] showed
the first non-trivial algorithm that has O((n + m)%7%72) amortized
update time and is deterministic.

A key milestone was made by Baswana, Gupta, and Sen [17, 19]
who showed a near-optimal randomized algorithm with O(log n)
amortized update time. This was further improved to an optimal
O(1) update time by Solomon [102]. Different poly (log n)-update-
time algorithms with additional properties were given in [22, 33, 70].
Unfortunately, all these algorithms share a common drawback; they
are all randomized and assume an oblivious adversary.!

The state of the art of deterministic algorithms is much worse.
No previous algorithms could even strictly beat the following trivial
solution: When (u, v) is inserted, match u and v if both u and v were
unmatched. When (u, v) is deleted, check if u or v can be matched by
scanning through O(n) neighbors of u and v. This straightforwardly

!Dynamic algorithms assume an oblivious adversary if they assume that the whole
update sequence is fixed from the beginning and is independent of the answers main-
tained by the algorithm. Without this assumption, we say that the algorithms work
against an adaptive adversary.
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takes O(n) update time. While there are algorithms with O(a)
worst-case update time where « is the arboricity [57, 99], they still
require Q(n) update time in dense graphs. Overcoming the Q(n)
deterministic barrier remains a long-standing open problem.

Success in Dynamic Approximate Maximum Matching. The influ-
ential result of [17, 19] also implies a fully dynamic algorithm for
maintaining 2-approximate maximum matching. Since then, the
community has shifted its focus to fully dynamic approximate max-
imum matching in various approximation regimes, including the
approximation factors of (2 +¢€) [4, 33, 39, 41-43, 49, 53, 92], (2—¢€)
[14, 20,24, 42,47,100], (1.5+€) [35,37, 74, 92], (1.5—€) [21], and (1+
€) [8, 76, 95]. Numerous papers dove into specialized topics, includ-
ing partially dynamic algorithms [10, 34, 45, 51, 52, 54, 73, 77, 89],
dynamic approximation-preserving reductions from weighted to
unweighted graphs [31, 32, 76, 105], and dynamic rounding algo-
rithms [4, 44, 48, 64, 107].

Within the last decade, these 40+ papers have made the dynamic
matching problem one of the most actively studied dynamic graph
problems. A significant part of this body of work [39, 41-43, 49, 75,
92] successfully developed deterministic algorithms whose update
times match those of their randomized counterparts.

The Barrier Remains. But despite the successes mentioned above,
the Q(n) deterministic barrier for dynamic maximal matching re-
mains unbroken. A high-level explanation is that a maximal match-
ing is far more fragile than an approximate matching. For approxi-
mate matching, via standard reductions [11, 92], it requires Q(en)
edge updates before the maximum matching size changes by a (1+€)
factor. In contrast, a single edge deletion can destroy maximality
completely.

This challenge has become a major open problem in the field
and has been repeatedly posed as an open question [18, 40, 104].
The problem remains unresolved even for randomized algorithms
against an adaptive adversary.

In this paper, we break this long-standing Q(n) deterministic
barrier.

THEOREM 1.1. There is a deterministic fully dynamic maximal
matching algorithm with O(n®'°) amortized update time. Also, there
is a randomized fully dynamic maximal matching algorithm with
O(n*/*) amortized update time that works with high probability
against an adaptive adversary.?

Thus, we give the first deterministic maximal matching algo-
rithm with sublinear update time. Using randomization but without
an oblivious adversary, we can speed up the algorithm even further.

In general, significant effort has been made towards closing
the gap between oblivious and adaptive adversaries in dynamic
graph problems, which include dynamic connectivity [58, 72, 85, 97,
98, 108], sparsifiers [28, 50, 55, 72, 80, 93, 106], and shortest paths
[26, 29, 30, 59-61, 78-80, 93]. These algorithms are crucial building
blocks in the modern development of fast static graph algorithms
[1, 2, 52, 56]. We take the first step in this direction for dynamic
maximal matching.

2The O notation hides poly log n factors.
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Previous Techniques. The key question in designing dynamic
maximal matching algorithms is how to handle deletions of a
matched edge, as it is relatively easy to handle edge insertions
or deletions of an unmatched edge. A trivial solution is that, when-
ever a vertex v is unmatched, we scan through o’s neighbors and
try to match v. This takes O(deg(v)) = O(n) update time.

The previous randomized algorithms [19, 22, 70, 103] speed this
up by trying to ensure that the matched edges are not deleted too
often. For intuition, consider the following simplistic scenario when
the graph is a star with root u and leaves vy, . . ., v, and the adver-
sary only deletes edges. Suppose we sample a random edge (u, v;)
and include it in the matching. If the adversary is oblivious to our
random choices, then it will take Q(n) edge deletions in expectation
before the adversary deletes our matched edge (u,v;). Once this
happens, even if we spend O(n) time, we can charge this cost to
the Q(n) deletions, leading to O(1) amortized update time. This is
the basic idea that all previous randomized algorithms exploited
and successfully carried out beyond this simplistic scenario. Unfor-
tunately, it completely fails without an oblivious adversary, and, in
particular, for deterministic algorithms.

A Bird’s-Eye View of Our Algorithm. Our deterministic algorithm
is very different. We maintain a vertex set V* in o(n) update time
such that

(1) the maximum degree in G[V \ V*] is o(n)?, and

(2) we can further maintain a V* -perfect matching Mp,se that

matches all vertices in V* in o(n) update time.

Given this, we can maintain a maximal matching M 2 Mp,se ino(n)
update time. Indeed, if vertex v becomes unmatched, we only need
to scan through v’s neighbors in V' \ V*, which has o(n) vertices,
as all vertices in V* are already matched by Mpase. Observe that
this argument crucially requires that all vertices of V* are matched.
Maintaining a perfect matching is normally very difficult in the
dynamic setting and there are strong conditional lower bound for
this task [63, 84]. So we will need to pick a V* that has additional
structure.

New Applications of EDCS.. Surprisingly, we can obtain V* from
an edge-degree constrained subgraph (EDCS), a well-known sub-
graph H C G that is useful for (1.5 + €)-approximate maximum
matching algorithms in the dynamic setting and beyond [6, 9, 13,
20, 27, 36, 38, 46, 75]. See Definition 2.1 for definition. The outline
below presents a completely novel application of this central object
in the literature.

The set V* is simply the set of vertices with “high degree” in
the EDCS H, which can be explicitly maintained in o(n) time using
existing results [74]. By the structure of EDCS, Item 1 follows di-
rectly. To see why Item 2 should hold, we observe that the graph
Hhpilo = Eg(V*,V \ V*) has a degree gap. More precisely, for
some number X and y > 0, every vertex in V* has degree at
least X in Hpj1o, while every vertex in V \ V* has degree at most
(1 - y)X in Hhi1o- Consequently, for every set S C V*, we have
[N, 10 (S)] = (1+Q(y))]S], i.e., Hall’s condition holds with a slack.
This strong expansion implies the existence of short O(log(n)/y)-
length augmenting paths and allows us to maintain a V*-perfect
matching in o(n) update time.

3Technically, we actually show that G|V \ V*] has arboricity o(n).
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New Toolkit for Dynamic Matching. To carry out the above ap-
proach, we employ tools never used in the dynamic matching liter-
ature prior to our work. For example, to maintain the V*-perfect
matching deterministically, we use the monotone Even-Shiloach
tree for dynamic shortest paths [83, 91, 101] and, for our faster ran-
domized algorithm, we apply random walks on directed expanders.
Although not necessary for breaking the Q(n) barrier, we also apply
a a sublinear-time algorithm for matching high-degree vertices [5]
to further optimize our update time.

Concurrent Work. Computing maximal matching is among the
fundamental symmetry breaking problems, that also include com-
puting maximal independent set, vertex coloring and edge coloring.
Very recently, Behnezhad, Rajaraman and Wasim [25] showed the
first randomized fully dynamic algorithm for maintaining a (A +1)-
vertex coloring against an adaptive adversary in sub-linear update
time.

Organization. We first present the preliminaries in Section 2 and
the subroutine for efficiently matching most vertices with almost
maximum degree in Section 3. They are needed for our detailed
overview in Section 4. Then, we present a complete algorithm for
maintaining perfect matching of high-degree vertices in a graph
with degree gap in Section 5. Due to page limitations we defer the
precise description of our algorithm to the full version of the paper.

2 Preliminaries

Basic Notations. Consider any graph G = (V, E). We let Ng (v) C
E denote the set of edges in G that are incident on a nodev € V,
and we define deg; (v) := [Ng ()| to be the degree of v in G.

Matching. A matching M C E in a graph G = (V, E) is a subset
of edges that do not share any common endpoint. We let V(M)
denote the set of nodes matched under M. Furthermore, for any set
S cV,welet M(S) :={(u,0) € M : {u,0} NS # 0} denote the set
of matched edges under M that are incident on some node in S.

Let M be a matching in G. We say that a vertex v is M-free if
v & V(M), otherwise it is M-matched. An augmenting path P in
G with respect to M is a path in G such that the endpoints are
M-free and its edges alternate between edges in M and edges not
in M. Let M & P stand for (M \ P) U (P \ M), the matching obtained
by extending M with the augmenting path P. We have M @ P is a
matching of size |M| + 1. Every M-matched vertex is also matched
inM®eP.

EDCS.. For any graph H and e = (u,v) where e is not neces-

sary an edge of H, the degree of e in H is defined as degz;(e) def

degpy(u) + degpy(v). The basis of our algorithm is an edge degree
constrained subgraph (EDCS).

DEFINITION 2.1. An (B, B™)-EDCS H of G is a subgraph of G such
that

e For each edge e € H, degr(e) < B, and
e Foreach edgee € G\ H, degy(e) > B™.

THEOREM 2.2 ([74]). For any parameters B < n and € > 0, there
is a deterministic algorithm that, given a graph G with n vertices
undergoing both edge insertions and deletions, explicitly maintains
a (B,B(1 - ¢€))-EDCS H of G using O( =) worst-case update time.
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Furthermore, there are at most two vertices u,v € V such that their
degree degy;(v), degyy(u) in the EDCS changes due to the handling
of an update.

Graph Access. We say that an algorithm has adjacency matrix
query access to graph G if it can answer queries with inputs (u,v) €
V X V returning true iff (u,0) € E in O(1) time. We say that an
algorithm has adjacency list query access to graph G if it can find
the degree of any vertex and answer queries with input (v, i) € V' x
[degs (v)] returning the i-th neighbour of vertex v in G according
to some arbitrary ordering in O(log n) time.

3 Match Most Vertices with Almost Maximum
Degree

Next, we give a useful observation that there always exists a match-
ing that matches most all vertices with almost maximum degree.
Our deterministic and randomized implementations of the algo-
rithm of Lemma 3.1 rely on a black box application of [65] and a
white box application of [5]. As the lemma can mostly be concluded
from existing results in literature we defer its proof to the complete
version of the paper.

LEmMA 3.1. Let G = (V, E) be a graph with maximum degree at
most A which can be accessed through both adjacency list and matrix
queries. Let Vi denote the set of all nodes in G with degree at least
(1 —x)A. Then, for any k > 0 there exists a matching M C E that
matches all but 2xn many nodes in Vi.

o IfA > %, then M can be computed in O(nAk log? n) time with
high probability.
® M can be deterministically computed in O(mlo%) =0(nA -
loﬁ) time.
K
REMARK 3.2. While the specific bounds of Lemma 3.1 rely on re-
cent advances in static coloring algorithms, any bound of the form
O(mpoly(A/k)) would translate to a sublinear update time for our
main result of fully dynamic maximal matching. For example, one
could instead use the classical coloring algorithm of Gabow et al. [67],
or one could start with a trivial fractional matching and use existing
tools to round it to an integral matching one (see e.g. [48] ).

REMARK 3.3. The randomized algorithm of Lemma 3.1 can be im-
proved to have a running time of O(n) using a white-box modification
of [5]. As this running time difference doesn’t ultimately end up af-
fecting the update time of our final algorithm, we opted for the slower
subroutine of Lemma 3.1, because it can be obtained from [5] in a
black-box way.

4 Overview: Our Dynamic Maximal Matching
Algorithm

For ease of exposition, we first present the algorithm in a decremen-

tal setting, where the input graph only undergoes edge deletions.

We will show how to handle fully dynamic updates without increas-

ing update time at the end in Section 4.8.

The Framework. We fix two parameters B € [n] and € € (0,1)
whose values will be determined later on, and define

8 = 100e. 1)
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The reader should think of € = 1/ nf andB =1 /€2 for some absolute
constant 0 < f < 1.

Let G = (V,E) be the input graph with n nodes, undergoing
edge deletions. We maintain a (B, (1 — €)B)-EDCS H = (V,E(H))
of G at all times, as per Theorem 2.2. This incurs an update time
of O (&) The EDCS H is maintained explicitly, and we can make
adjacency-list and adjacency-matrix queries to H whenever we
want. We maintain the adjacency-lists of all vertices in H as bi-
nary search trees. Hence, we may answer an adjacency-list and
adjacency-matrix query to H in O(logn) and O(1) time respec-
tively.

Our dynamic algorithm works in phases, where each phase
consists of dn consecutive updates in G. Let Ginit = (V, Einit) and
Hinit = (V,E(Hinit)) respectively denote the status of the input
graph G and the EDCS H at the start of a given phase. Throughout
the duration of the phase, we let Heore denote the subgraph of
Hjnit restricted to the edges in G. Specifically, we define Heore =
(V,E(Hcore)), where E(Hcore) := E(Hinit) N E. Note that Heore
is a decremental graph within a phase, i.e., the only updates that
can occur to Heore are edge deletions.

Organization of the Overview. In Section 4.1, we present a classi-
fication of nodes based on their degrees in the EDCS H at the start
of a phase, under one simplifying assumption (see Assumption 4.1).
To highlight the main ideas, we first describe and analyze our algo-
rithm under this assumption. Section 4.2 shows how to maintain a
base matching Mpase, which matches all the nodes of a certain type
(that have large EDCS degrees). Next, Section 4.3 shows how to
maintain a maximal matching in the subgraph of G induced by the
nodes that are free under Mpse. In Section 4.4, we put together the
algorithms from Sections 4.2 and 4.3, and derive Theorem 1.1. Next,
in Section 4.5, we explain how to deal with the scenario when the
simplifying assumption we made earlier (see Assumption 4.1) does
not hold. Section 4.6 sketches the proof outline of a key lemma,
which allows us to maintain the matching Mp,se efficiently in Sec-
tion 4.2. Finally, Section 4.8 shows how to extend our algorithm so
that it can deal with fully dynamic updates.

4.1 Classification of Nodes and a Simplifying
Assumption

We will outline how to maintain a maximal matching Mripa1 in G
during a phase. We start by making one simplifying assumption
stated below. Towards the end of this section, we explain how
to adapt our algorithm when this assumption does not hold (see
Assumption 4.5).

ASSUMPTION 4.1.
Foreverynodev € V, eitherdegHinit(v) > (% + 5) B ordegHinit(v) <

1
(4-9)B.
In other words, this establishes a small “degree-gap” within the
EDCS H at the start of the phase, by asserting that there does not

exist any node v € V with (% - 5) B < degp, ., (v) < (% + 5) B.We
say that a node v € V is very high if degy,  (v) > (% + 5) B, and

low if degy, . (v) < (% - 5) B. We let V,-p; and V3, respectively
denote the sets of very high and low nodes. By Assumption 4.1, the
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node-set V is partitioned into V;-h; € V and V15 =V \ Vi-p;. Our
algorithm will crucially use two properties that arise out of this
classification of nodes, as described below.

PROPOSITION 4.2. The following properties hold.

(1) Consider any edge (u,v) € E(Hinit) where u is very-high.
Then v must be low.

(2) Consider any edge e € Einit whose both endpoints are low.
Then e must appear in Hipit.

Proor. First, we prove Item 1. Note that since (u,v) € E(Hinit),
we have degpy, . (u) +degy, . (v) < B (see Definition 2.1). Further-

more, since u is very-high, we have degHinit (u) > (% + 5) B. Thus,

it follows that degyy, . (v) < B—degy, . (u) < (% - 5) B, and so
v must be a low node.

Next, we prove Item 2. Let e = (u,v), where both u, v are low
nodes. Then degyy, . (u) < (% - 5) Banddegy, . (0) < (% - 5) B,
and hence degy, . (u) +degy,  (v) < (1-256)B < (1—-¢€)B. As
Hinit is a (B, (1 — €)B)-EDCS of Gijpit, it follows that (u,0) €
E (Hinit) (see Definition 2.1). O

We next introduce one last category of nodes, as defined below.

DEFINITION 4.3. Consider a very high node v € V,_pi. At any
point in time within the current phase, we say that v is damaged

ifdegy . (0) < (% +6— 26) B, and safe otherwise. We let Vypg C

Vy-hi and Vse := Vy-ni \ Vamg respectively denote the sets of damaged
and safe nodes.

Recall that degyy, . (v) > (% + 5) Bfor all nodes v € V,_p;. Thus,

for such a node to get damaged at least 2¢B many of its incident
edges must be deleted since the start of the phase. Since each phase
lasts for 5n updates in G and § = 100¢ (see (1)), we get the following
important corollary.

COROLLARY 4.4. We always have |Vdmg| < % = O (%) Further-
more, at the start of a phase we have Vyng = 0. During the phase, the

subset Vymg grows monotonically over time.

4.2 Maintaining a Matching of All the Safe
Nodes

One of our key technical insights is that the degree gap in Heore

allows us to efficiently maintain a matching Mpase € E(Hcore) that

matches all safe nodes, as per Lemma 4.5 below. With appropriate

setting of parameters, the update time of both of the algorithms

(deterministic and randomized) in Lemma 4.5 are sublinear in n.

LEMMA 4.5. We can maintain a matching Mpase € E(Hcore) that
satisfy the following properties.

(1) Every safe node is matched under Mpase., i.e., Vst € V(Mpase)-

(2) Every update in G that is internal to a phase (i.e., excluding
those updates where one phase ends and the next phase begins)
leads to at most O(1) node insertions/deletions in V(Mpase).

The matching Myase can be maintained either by
e a deterministic algorithm with O (B -nl/2. 5'3/2) amortized

update time; or
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e a randomized algorithm with O (B- 5" +673) amortized
update time. The algorithm is correct with high probability
against an adaptive adversary.

Intuition Aside: The only property of Heore that we need for
Lemma Lemma 4.5 is the degree gap between V¢ and V1,; in fact,
the whole reason we use an EDCS in the first place is to ensure this
degree gap.

We defer the proof sketch of Lemma 4.5 to Section 4.6, but to
provide an intuition for why the degree gap helps match vertices in
Vs, we show here that it is easy to deterministically maintain a frac-
tional matching satisfying the concerned properties of Lemma 4.5,
in O(B/§) update time. We do not this result in the main body of
our paper and include it only for intuition. We denote the fractional
matching by xpase : E(Heore) — [0, 1], which is constructed as
follows.

ol (% +5—26)Bandxbase(e) «— Oforalle e E
e For every safe node v € Vg
— Let E} C E(Hcore) be a set of T distinct edges inci-
dent to v. (EJ exists as v € Vgf).
— Xpase(€) < 1/T forall e € EX
e Return xpsse : E(Hcore) — [0,1].

Consider any two distinct nodes v,0” € Vg¢ C Vy-pi. By Item 1
of Proposition 4.2, there cannot be an edge (v,0") € E(Hcore) C
E(Hipit), and hence E} N E:, = (. Using this observation, it is easy
to verify that the function x5 is a valid fractional matching in
Heore, and that every node v € V¢ receives a weight xpa¢e (v) = 1
under this fractional matching. Furthermore, since the EDCS Hinit
has maximum degree at most B (this follows from Definition 2.1)
and each phase lasts for 5n updates, we can deterministically main-

tain the fractional matching xpzse in O (g—g) = O(B/6) amortized
update time. One can also verify that each update in G that is in-
ternal to a phase leads to at most O(1) nodes v € V changing their
weights Xpase (v) under xpase-

4.3 Maintaining a Maximal Matching in the
Adjunct Subgraph

Let Gadj = (Vadj, Eadj) denote the subgraph of G induced by
the set of nodes that are unmatched under Mp;se, that is, Vaqj :=
VAV (Mpase) and Eaqj = {(1,0) € E : u,0 € Vaq5}. We will refer to
Gadj as the adjunct subgraph of G w.r.t. Mypase. By the following
observation, all that remains is to maintain a maximal matching in
Gadj

OBSERVATION 4.6. If Maqj is a maximal matching of Gaq4, then
Msinal = Mpase U Madj is @ maximal matching in G = (V, E)

We now show how to efficiently maintain a maximal matching
Maqj of Gagj (we refer to it as the adjunct matching).

4The weight xpase (0) is the sum of the values xpase (&), over all the edges in Heore
that are incident on .
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LEMMA 4.7. Suppose that we maintain the matching Mpase as
per Lemma 4.5. Then with an additive overhead of O (g + %) amor-

tized update time, we can deterministically and explicitly maintain a
maximal matching Maqj € Eadj in Gadj.

At this point, the reader might get alarmed because G4 under-
goes node-updates every time an edge gets added to/removed from
Mpase, which might indicate that it is impossible to efficiently main-
tain a maximal matching in Gaq4j. To assuage this concern, we em-
phasize that: (i) the arboricity of Gaq is sublinear in n (see Claim 4.8),
and (ii) an edge update in G that is internal to a phase leads to at
most O(1) node-updates in Gaq; (see Claim 4.9). These two proper-
ties ensure that we can maintain the matching Maq; in sublinear in
n update time.

Cram 4.8. The subgraph Gaqj = (V, Eaqj) satisfies the following
properties.
(1) VsgNVagj =0 anledmg N Vadjl = O (%) Furthermore, VgngN
Vadj = 0 at the start of a phase.
(2) degGadj (v) <B+ |Vdmg n Vadjl for all nodes v € Vi,.

ProoF. Since Vagj := V' \ V(Mpase), Item 1 follows from Item 1
of Lemma 4.5, and Corollary 4.4.

To prove Item 2, consider any node v € Vjo. Let u € Vi, be
any low neighbor of v in Ea4j € E C Ejnit. Then, by Item 2
of Proposition 4.2, we have (#,v) € Hipit. Accordingly, the number
of low neighbors of v in Gaqj is at most degy;, .. (v) < B, where the
last inequality holds because Hinit isa (B, (1—€)B)-EDCS of Ginit
(see Definition 2.1). As the node-set V is partitioned into V14, Vy-hi
(see Assumption 4.1) and Vi is further partitioned into Vs, Ving,
we get:

degGadj (v) <B+|Vse N Vadjl + |Vdmg N Vadj| =B+ |Vdmg n VadjL

where the last equality follows from Item 1. O

CrAmm 4.9. An edge-update in G internal to a phase leads to at
most O(1) node-updates in Gaqj.

PRrOOF. Since Vaqj := VAV (Mpase). the claim follows from Item 2
of Lemma 4.5. ]

CoROLLARY 4.10. At the start of a phase, we have |Eaq;| = O(Bn).

Proor. By Proposition 4.2(2) we have that Eagj € Hinit. As
Hinit is a (B, B(1 — €))-EDCS and the maximum vertex degree of
a (B,B(1 — €))-EDCS is B we must have that |Eyq;| < [Hinit| =
O(nB).

[m}

Proof of Lemma 4.7. At the start of a phase, we initialize Maqj to
be any arbitrary maximal matching in G,qj. By Corollary 4.10, this
takes O(Bn) time. Since the phase lasts for dn updates in G, this
step incurs an amortized update time of:

ofE)-ofy)

Subsequently, to handle the updates during a phase, we use the
following auxiliary data structures: Each node v € Vyng maintains
the set Fa45(v) = {u € Vadj \ V(Mag3) : (u,0) € Eadj} of its free

@
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neighbors (in G,¢;) under the matching M,qj.> Whenever a node
0 moves from V¢ to Vg, we spend O(n) time to initialize the set
Fadj(v) as a balanced search tree. Within a phase, a node can move
from Vs¢ to Vg at most once (see Definition 4.3 and Corollary 4.4).
Thus, by Item 1 of Claim 4.8, these initializations take 6) (% . n) =

0] (%f) total time during a phase. As each phase lasts for dn updates

2 ~

#57) =0 ()
Claim 4.9 guarantees that each edge update in G leads to O(1)

node-updates in G5qj. We now show that to maintain the maximal

in G, this incurs an amortized update time of 0 (

matching M,qj, a node-update to Gaqj can be handled in O (B + %)
worst-case time. If a new vertex v enters Gaqj (because v became
unmatched in Mpase), then to maintain the maximality of Maq4, the
algorithm needs to find a free neighbor of v (if one exists). The same
needs to be done if x leaves G5q4;, and x was previously matched to
0 in Maq4. So to handle a node-update in G5gj we need a subroutine
that takes in a vertex v and either finds a M,q;-free neighbor of v
in Gaqj or certifies that none exists.

The above subroutine can be performed in O(1) time if v €
Vimg (using the set Faqj(v)); if 0 € Vagj \ Vimg then by Item 1 of
Claim 4.8 v € V14, so by Item 2 of the same claim we can perform
the subroutine in time degg,_; (v) = O (B + §). Further, once we
decide to match a node u € Vg5 to one of its free neighbors, we
can update all the relevant sets Faq5(v) in O ([Vang|) = O (%) time
(see Claim 4.8).

To summarize, the amortized update of maintaining the matching
Maq; under adversarial updates in G is at most:

~(n n ~ n
O(5B+B+B)_O(B+5B)' ®

Lemma 4.7 follows from (2) and (3).

4.4 Putting Everything Together: How to
Derive Theorem 1.1

Since E(Hcore) C E, it follows that Myase € E(Hcore) is a valid
matching in G (see Lemma 4.5). Furthermore, Lemma 4.7 guarantees
that Maq; is a maximal matching in G545 Thus, by Observation 4.6,
the matching Mfina1 := Mpase U Madj is a maximal matching in G.
It now remains to analyze the overall amortized update time of our
algorithm.

Recall that maintaining the EDCS H incurs an update time
of O (%) =0 (%) according to (1). Now, for the determin-
istic algorithm, Lemma 4.5 incurs an amortized update time of
0 (B -nl/2. 5'3/2). Thus, by Lemma 4.7, the overall amortized up-
date time becomes

0(g)+0 (52 57) 40 (5 + 2] <o)

_ 1 _2/9
f0r5—mandB—n .
For the randomized algorithm against an adaptive adversary,
Lemma 4.5 incurs an amortized update time of O(B§~!+873). Thus,

’Maximality of Maqj implies that F545 (0) = 0 for all v € Vgng \ V(Magj)-
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by Lemma 4.7, the overall amortized update time becomes
n ~(B 1 (B n\_ =3
O(E)+O(3+§)+O(E+E)—O(n )

_ 1! _ 12
forﬁ—mandB—n .

This leads us to Theorem 1.1 in the decremental setting.

4.5 Dealing with Medium Nodes: Getting Rid
of Assumption 4.1

We now provide a high-level outline of our algorithm in the general
case, when Assumption 4.1 does not hold. Recall that under Assump-

tion 4.1 there cannot be any node v with (% - 5) B < degyy, ., (v) <

(% + 5) B. Conceptually, the most significant challenge here is to
deal with the set of medium nodes, given by:

Vied == {v eV: (%—5)B < degy, .. (v) < (%+5—6)B}.

For the rest of this overview, we replace Assumption 4.1 with
the following weaker assumption

ASSUMPTION 4.11 (REPLACES ASSUMPTION 4.1). All vertices are
in V1o, Vined, or Vy-hi

In the main body of the paper we also have to handle the nodes
that are ruled out by the above assumption, namely the ones whose

degrees in Hipjt lie in the range [(% +5— e) B, (% + 5) B]. These
remaining nodes lie in an extremely narrow range, so while they
require some technical massaging, they do not pose any additional
conceptual difficulties.

We now show how to adapt our algorithm to also handle the
medium nodes. Lemma 4.12, stated below, generalizes Lemma 4.5,
and serves as a key building block of our algorithm. The only
difference between these two lemmas is that in Item 1 of Lemma 4.12,
we allow for O(dn) medium nodes that are free under My ;5. Note
that sets Vs and Vyng are defined the same as before (Definition 4.3),
and are in particular both subsets of V,,_p;j.

LEMMA 4.12. We can maintain a matching Mpase € E(Hcore)
that satisfy the following properties.

(1) Every safe node is matched under Myzse, i.e., Vsf € V(Mpase)-
Furthermore, at most O(6n) medium nodes are free under
Mpases i€ [Vied \ V(Mpase)| = O(6n).

(2) Every update in G that is internal to a phase (i.e., excluding
those updates where one phase ends and the next phase begins)
leads to at most O(1) node insertions/deletions in V(Mpase).

The matching Mpase can be maintained
o either by a deterministic algorithm with O (B cnl/2. 5_3/2)
amortized update time; or
e by a randomized algorithm with O (B - 5~1 + §3) amortized

update time. The algorithm is correct with high probability
against an adaptive adversary.

Before outlining the proof sketch of Lemma 4.12, we explain
how to adapt the algorithm for maintaining a maximal matching
Madj € Eaqdj in the adjunct graph Gadj := (Vadj, Eadj), which is
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the subgraph of G induced by the node-set Vagj := V' \ V(Mpase)
(see Section 4.3). Lemma 4.13, stated below, generalizes Lemma 4.7
in the presence of medium nodes.

LEmMA 4.13. Suppose that we maintain the matching Mpase as
per Lemma 4.12. Then with an additive overhead of O (5n + % + 5—'%)

amortized update time, we can deterministically and explicitly main-
tain a maximal matching Maqj C Eadj in Gadj.

Proor SKETCH. The only difference with the proof of Lemma 4.7
is that now the set Vg5 can contain some medium nodes, although
[Vadj N Vied| = O(Jn) as per Item 1 of Lemma 4.12.

We explicitly maintain the set Vagj N Vied as a doubly linked list.
Whenever a node v € V1o U Vg is searching for a free neighbor (in
the proof of Lemma 4.7), we ensure that it additionally scans the set
Vadj N Vied- This leads to an additive overhead of |Vyed N Vagj| =
O(6n) in the update time.

Next, recall that Hinit is a (B, (1 — €)B)-EDCS of Gjpjt. Con-
sider any edge (u,0) € Eagj € E C Ejpit With v € Vpeq and

u € Vio. Then, we have degyy, . () +degy, . (0) < (% - 5) B+

(% +6 - e) B = (1 — €)B, and hence Definition 2.1 implies that
(u,0) € E(Hjpit). In other words, all the edges in G445 that con-
nect a low node with a medium node belong to the EDCS Hjnit,
which in turn has maximum degree at most B (see Definition 2.1).
Thus, every medium node has at most B low neighbors in Gaqj.
Now, suppose that we are searching for a free neighbor of a
node v € Vyed in Gaqj. This step involves scanning through: (i)
all the low neighbors of v in G545 (and by the previous discussion
there are at most B such neighbors), (ii) the set Vyeq N Vaqj of size
O(én), and (iii) and at most O (%) damaged nodes Vgng N Vagj
(see Section 4.3). Overall, this scan takes O (5n +B+ %) time, and
just as before, contributes an additive overhead of O(dn) to the
update time in Lemma 4.7.
Everything else remains the same as in the proof of Lemma 4.7.
O

Comparing Lemmas 4.12 and 4.13 against Lemmas 4.5 and 4.7,
we conclude that there is an additive overhead of O(dn) update time
while dealing with the medium nodes. Finally, from the analysis
from Section 4.4, it is easy to verify that this overhead of O(én)
does not degrade our overall asymptotic update time (the values of
8, B remain the same as in Section 4.4).

Proof Sketch of Lemma 4.12. Consider the scenario at the start of
a new phase (just before the first update within that phase). At

this point, we first compute a subgraph H{ ., := (V,E(H];,)) of
Hjnit, as follows. We initialize Hgnit < Hjnit. Subsequently, for

every node v € V,_pi, we keep deleting edges (u,v) € E(Hi’

1 : 4
incident on v from H{ i

it)
nit
until deggy _t(v) becomes equal to A :=
(% + 5) B. By Item 1 of Proposition 4.2, every edge (u,v) that gets

deleted from H . has its other endpoint u € V1,. Accordingly,
this process does not reduce the degree of any medium node. When

this for loop terminates, we have (% - 5) B < degyy . (v) < A

for all v € Vieq U Vy-hi, and degpy _t(v) < (% - 5) Bforallo €
V1o- In other words, the degree of every node v € Vjeq U V4-pi in
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H;nit is at least (1 — ©(J)) times the maximum degree A. Now,
we apply Lemma 3.1, with k = ©(5), to compute a matching M C
E(Hgnit) C E(Hjpit) that matches all but O(dn) nodes in Vyeq U
Vi-hi- Note that A = ©(B), and that a phase lasts for dn updates in
G. Thus, at the start of a phase, computing the subgraph H ., and
the invocation of Lemma 3.1 incurs an amortized update time of

~ (nB+nAJd ~ (B
o5 -0z

on
if we use the deterministic algorithm, and an amortized update time
B +nAd ~ (B
=)=l

of
© ( oén 5

if we use the randomized algorithm. It is easy to verify that both
these terms get subsumed within the respective (deterministic or
randomized) guarantees of Lemma 4.12.

We have thus shown to initialize the desired matching Mp,se =
M at the beginning of the phase. We now give a sketch of how we
maintain Mpsse dynamically throughout the phase. Define Hpi1o
to be the induced graph Heore [Vy-hi U V1o]. Recall that all edges
in Egy_,, (Vy-hi) have their other endpoint in V1, (Item 1 of Propo-
sition 4.2), so the set of edges incident to Vy-p; is exactly the same
in Ep,;,, and Epy_, ... We are thus able to apply Lemma 4.5 exactly
as before to maintain a matching Mhi1, in Hpi1o that matches all
of Vg¢. We will maintain the invariant that Myi1o € Mpase, thus
guaranteeing that all nodes in Vg¢ remain matched throughout the
phase. The only remaining concern is that the algorithm for main-
taining Mp;1, might end up unmatching medium vertices in Mpase:
if vertex u € V,,; becomes unmatched, then to maintain Myi1, the
algorithm from Lemma 4.5 finds an augmenting path from u to
some v € Vi, that was free in Mpi1,; but although v was free in
Mhi1o, it might have been matched to some medium node x in
Mpase, in which case node x now becomes unmatched. Fortunately,
it is not hard to show that every adversarial update creates only
O(1) free vertices, so since Mpase has O(Sn) free medium vertices
at the beginning of the phase, and since each phase lasts for O(dn)
updates, we maintain the desired property that there are always
O(6n) free medium vertices.

4.6 Matching All the Safe Nodes: Proof Outline
for Lemma 4.5

The key to our proof is an algorithm for maintaining a left-perfect
matching in a bipartite graph with a degree gap.

LEMMA 4.14 (SIMPLIFIED VERSION OF LEMMA 5.1). Let G = (LU
R,E) be a bipartite graph where, for some X > 0 and0 < y < 1,
every vertexv € L has 2X > deg(v) > X and every vertex in R has
degree < X (1 —y). Suppose that the above degree constraints always
hold as G is subject to O(5n) decremental updates. Then, there exists
an algorithm that maintains a left-perfect matching in G - i.e. a
matching in which every vertex in L is matched — with the following
update times:

o A randomized algorithm with worst-case update time
0 (x+1/ ;/3)‘
o A deterministic algorithm with total update time

~ X l.Sx5
o (HT + nyl,s )
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Before proving the above Lemma, let us see why it implies
Lemma 4.5

PROOF SKETCH OF LEMMA 4.5. For this proof sketch, we assume
that we always have V{_; = Vs¢; in the full version, we are able to
effectively ignore damaged nodes because Lemma 4.5 only requires
us to match all the nodes of V. Let Hpi1, be the subgraph of Heore
that contains only the edges incident to Vi-p;. Observe that under
our assumption of V,,_hi = Vs, Hhilo satisfies the properties of
Lemma 4.14 with X = B/2 and y ~ §: note in particular that the
first property of an EDCS (Definition 2.1) ensures that every vertex
has degree < B = 2X, and that Hpj1, is bipartite because by Propo-
sition 4.2, Hinit contains no edges between vertices in Vi_pj. We
can thus apply Lemma 4.14 to maintain a matching that matches all
of Vs, as desired. The update-time bounds of Lemma 4.14 precisely
imply those of Lemma 4.5

]

4.7 Maintaining Left-Perfect Matching: Proof of
Lemma 4.14

Randomized Algorithm. The randomized algorithm is extremely
simple. Say that we have a matching M under which some v € L
is still unmatched. We then find an augmenting path from o to an
M-free node in R by taking a random matching-walk from v. That
is, we follow a random edge (v, x) to R; if x is unmatched then we
have successfully found an augmenting path, while if x is matched
to some y € L then we repeat the process from y.

We are able to show that because of the assumed degree gap of G,
this random matching-walk terminates within o(1/ v?) steps with
high probability. The intuitive reason is as follows: because of the
degree gap, every set S C L as at least S(1 + y) neighbors in R. The
graph is thus effectively a y-expander, and in particular we are able
to show a correspondence between random matching-walks in G
and ordinary random walks in some Eulerian directed y-expander
G’; the bound of O(1/y®) then follows from known facts about
Eulerian expanders.

To initialize the a left perfect matching before the first decremen-
tal update occurs we apply the randomized algorithm of Lemma 3.1
with A = X, x = y. This returns a matching covering all but O(ny)
vertices of L in time O(nXy) adding an amortized update time com-
ponent of O(X) over the deletions. We may match each of the O (ny)
unmatched vertices using the same random walk based technique
as we use to handle deletions in time O(ny~—2) adding an amortized
update time component of O(y~3) over the O(ny) deletions.

Deterministic Algorithm. The deterministic algorithm is more
involved than the randomized one, so we only give a high-level
sketch. We start by maintaining a standard directed residual graph
Gres corresponding to the matching M that we maintain (edges in
E \ M point from L to R in Gres, while edges in M point from R
to L). We also create a dummy sink ¢ in Greg, with an edge from
all M-free vertices in R to ¢. It is not hard to check that there is a
correspondence between paths from L to ¢ in Gres and augmenting
paths in G. Our algorithm maintains a shortest path tree Tres to
sink ¢ in Gyes. Given any M-free free vertex v € L, we can find an
augmenting path from v by simply following the v — t path in Tres.
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The primary challenge is to maintain Tyes. It is not hard to prove
that for any M-free v € L, there always exists an augmenting path of
length O(1/y) from o to an M-free vertex in R; this follows from the
same expander-based arguments as above, and can also be proved
using more elementary techniques. This means that the depth of
Tres is bounded by O(1/y), which makes it easier to maintain.

There exists a classic data structure known as an Even and
Shiloach tree (denoted ES-tree) that can maintain a low-depth short-
est path tree to a sink ¢ in a decremental graph [101]. The ES-tree
can also handle a special kind of edge insertion into G — namely, an
edge insertion is a valid update if it does not decrease any distances
to t. If Gres were a decremental graph, then we could us an ES-tree
to maintain Tres, and we would be done. Unfortunately, even though
the input graph G to Lemma 4.14 only undergoes edge deletions,
the graph Gres can undergo edge insertions for two reasons.

Firstly, whenever we augment down a path P, every edge in P
flips whether or not it is in M, which means we need to flip the
directions of all these edges in Gres. We can model this flipping

as an inserting of all edges on the reverse path (}7 followed by a
deletion of all edges on the original path P. Fortunately, it is not

hard to show that because Tres is a shortest-path tree, inserting P
does not decrease any distances (as long as we so before deleting
P), and hence is a valid update to the ES-tree.

It is the second kind of edge insertion to Gres that poses a sig-
nificant problem. Say that the adversary deletes some matching
edge (u,0) in G. Then v becomes free, so the graph Gyes should
now contain an edge (v, t); but simply inserting this edge into Gres
would not be a valid update to the ES-tree, as it would decrease
dist(v, t). To overcome this issue, we observe that before the dele-
tion of edge (u, v) we had distg,, (v, ) = O(1/y), because we could
follow the matching edge from v to u, and as discussed above we
know that there exists an augmenting path from u to a free vertex
of length O(1/y). So inserting an edge (v, t) of weight O(1/y) does
not decrease any distances to t and is hence a valid operation for
the ES-tree. Unfortunately, once we start adding weights to edges to
of Gres, the distances in Gyes will get longer and longer, so the next
time we add an edge (v’, t) it might need to have even larger weight
for this to be a valid insertion into the ES-tree. (In particular, the
presence of edge weights means that we can no longer guarantee
that before the insertion of (¢/,t) we had dist(¢’, t) = O(1/y).) The
distances in Gres can thus blow up, which increases the (weighted)
depth of Tres and hence causes the ES-tree to become inefficient.

To overcome the above issue, we define parameter q = /1y and
use structural properties of degree-gap graphs to show that as long
as < q insertions have occurred, the edge weights have not had
a chance to get too large, and the average dist(v, t) remains small,
so the ES-tree remains efficient. Then, after g updates, we simply
rebuild the entire ES tree from scratch. Since the total number of
resets is only O(nd/q), the total update time ends up being not too
large.

To initialize a left perfect matching we will use the deterministic
algorithm of Lemma 3.1 which returns a matching covering all but
O(ny) vertices of L in time O(nX/y). We augment this imperfect
matching at initialization to be a perfect matching using the same
datastructure as we use to handle edge deletions. This results in a
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running time proportional to handling O(ny) deletions matching
the cost of handling the decremental updates.

4.8 Extension to the Fully Dynamic Setting

It is relatively straightforward to extend the algorithm from Sec-
tion 4 to a setting where the input graph G = (V, E) undergoes
both edge insertions and edge deletions. As in Section 4, our fully
dynamic algorithm works in phases, where each phase lasts for én
updates in G.

We maintain two subgraphs Gpey = (V, Enew) and Geore :=
(V,Ecore) of G = (V,E), such that the edge-set E is partitioned
into Enew and Ecore. To be more specific, at the start of a phase,
we set Eney := 0 and Ecore := E. Subsequently, during the phase,
whenever an edge e gets deleted from G, we set Ecore < Ecore \ {€}
and Enew < Enew\{e}. In contrast, whenever an edge e gets inserted
into G, we leave the set Ecore unchanged, and set Eney < EnewU{e}.

It is easy to verify that within any given phase Geore is a decre-
mental subgraph of G. Furthermore, since Eney = 0 at the start of a
phase, each update adds at most one edge to Eney and a phase lasts
for 8n updates, it follows that |Enew| < n at all times.

We maintain a maximal matching Mcore € Ecore in Geore, Using
the decremental algorithm from Section 4. In a bit more detail, we
handle an update in G as follows. We first let the decremental
algorithm from Section 4 handle the resulting update in Geore and
accordingly modify the matching Mcore. Next, we scan through
all the edges in Gpey and greedily add as many of these edges as
we can on top of Mcore, subject to the condition that the resulting
edge-set Mfina1 2 Mcore remains a valid matching in G. This scan
takes O(|Enew|) = O(Sn) time. It is easy to verify that the matching
MFina1 We obtain at the end of our scan is a maximal matching in
G.

To summarize, with an additive overhead of O(n) update time,

we can convert the decremental maximal matching algorithm from Sec-

tion 4 into a fully dynamic algorithm. Finally, looking back at the
analysis from Section 4.4, it is easy to verify that this additive over-
head of O(dn) does not degrade our overall asymptotic update time
(the values of 3, B remain the same as in Section 4.4).

5 Decremental Perfect Matching in Graphs with
Degree Gap

We say that a bipartite graph G = (L, R, E) has a y-degree-gap at X

if degg(v) > X forallv € L and degg(v) < X(1—y) forallv € R.

Note that if y > 0, then, by Hall’s theorem, there exists a matching

M that is left-perfect, i.e., M matches every vertex in L.

LEMMA 5.1. Let G = (L,R,E) be a bipartite graph with initial
y-degree-gap at X. We can build a data structure LPM (stands for Left
Perfect Matching) on G that maintains a matching M and supports
the following operations:

o Init(My) where My is a matching in G before any update:
M — M,.

e Delete(u,v) where (u,0) € E(L,R): set G «— G — (u,v) and
M «— M- (u,0). Ifdegg(u) < X and (u,0’) € M, M «
M- (u,0").

o Augment(u) whereu € L is M-free and degs (u) > X: aug-
ment M by an augmenting path so that u is M-matched.
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The data structure can be implemented by either:

(1) a deterministic algorithm with O(nA@) S(1+ ﬁ) total

update time where A is the maximum degree of G and u is
the number of calls to Delete(-). In particular, the total update
time is independent of the number of calls to Augment(-).
a randomized algorithm that takes O(|My|) time to Init(-),
O(X log n) worst-case time to Delete(-), and O(log3(n)/y3)
time to Augment(-). The algorithm is correct with high prob-
ability against an adaptive adversary. The algorithm assumes
that each vertex in G has access to a binary search tree of edges
incident to it.

Note that the LPM data structure allows one to maintain a match-
ing that matches all nodes with L with deg;(u) > X: whenever
such a node u becomes unmatched, call Augment(u).

Due to page limitations, we defer the proof of Lemma 5.1 and
the precise description of our dynamic algorithm to the full version
of the paper.

6 Open Problems

Our novel approach for maintaining a maximal matching suggests
several interesting questions.

The Right Answer. Fundamentally, how fast can we maintain a
maximal matching against an adaptive adversary? Our approach
inherently takes Q(min{+/n, A}) update time where A is the maxi-
mum degree. Is there an algorithm against an adaptive adversary
with o(min{+/n, A}) update time? Otherwise, is there a conditional
lower bound refuting this hope, or even refuting polylogarithmic
update time? The answer in either direction would be very exciting.

Better Decremental Perfect Matching. The algorithm from
Lemma 5.1 is the main bottleneck in our dynamic maximal match-
ing algorithm. In the static setting, we can deterministically find
a perfect matching in an m-edge graph with y-degree-gap with
O(m/y) time, for example, using Dinic’s flow algorithm. Can we
deterministically match this running time in the decremental set-
ting? Such an algorithm would immediately imply a deterministic
dynamic maximal matching algorithm with O(n*/?) update time
via our framework.

We can also hope to improve our randomized update time further
to O(n?/3). Currently, our amortized time for initializing each phase
is é(% +6n + %). But we can actually improve this to é(% +
én + B) via warm-starting. We omit this because it alone does
not lead to any improvement and will complicate the algorithm
further. But, suppose that, in our randomized algorithm, the time
spent on Augment(-) can be improved from O(1/y3) to O(1/y?).
Combining this with warm-starting would immediately improve
the final update time from

L and B = n'/?

é(n3/4) by setting § = T

~.n B 1
O(%+5n+5+§ =

to

52
where the improvement from % to
Augment(-).

1
—— and B = n2/3,

= é(n2/3) by setting 6 = Ve

~ . n
O(% +én+B+
1

5z is from the assumption on
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Worst-case Update Time. Interestingly, it is open if there exists
a dynamic maximal matching algorithm with o(n) worst-case up-
date time, even against an oblivious adversary. Previous algorithms
against an oblivious adversary inherently guarantee only amor-
tized update time because they must spend a lot of time once the
adversary “deletes the sampled edge”.

Our algorithm might be a starting point to resolve this open
problem. Indeed, our approach exploits amortization in a much
more superficial manner. Within each phase, our update time can
be made worst-case.Thus, it remains to spread the work for pre-
processing at the beginning of each phase; the task has been easily
handled in many other dynamic problems. The complication we ob-
served is as follows. However, we do not see this as a fundamental
barrier.
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