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Abstract

Mobile apps store various types of secrets to support their func-
tionalities. These include API keys, and cryptographic material to
authenticate users and access backend services. Once distributed,
attackers can reverse-engineer the apps, and these secrets become
accessible, posing risks such as data leaks, and service abuse.

In this paper, we conduct a large-scale analysis of 10,331 Android
and i0S apps to study how secrets are embedded in mobile apps. Our
methodology involves extracting and validating credentials from
app bundles and comparing the types and frequency of embedded
secrets across Android and i0S to identify systematic differences
between the two ecosystems. To assess temporal dynamics, we
re-analyze apps released in 2023 after their updates in 2024.

Our findings show that apps not only leak secrets required for
functionality but also unintentionally include sensitive information
like markdown documentation, and dependency management files.

We discovered 416 functional credentials across 65 services,
including 13 Git credentials that grant access to 218 public and 2,440
private repositories. Our analysis reveals that iOS apps are more
likely to expose secrets, although information leaks exist in both
Android and iOS apps. Finally, we show that even if developers
remove embedded credentials in later versions, they frequently
forget to revoke them, leaving the credentials exploitable.
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1 Introduction

Smartphone apps have become essential in daily life, with approxi-
mately 6.9 billion smartphone users worldwide depending on over
8.9 million apps in 2023 [44]. These apps handle our communica-
tions, finances, social interactions, and personal health data, deeply
integrating themselves into both our personal and professional
lives. However, this widespread reliance creates significant security
risks, particularly when it comes to protecting sensitive information
embedded within apps. Security researchers recently uncovered
that 13 widely-used mobile apps, some downloaded millions of
times, exposed sensitive cloud credentials [43]. These credentials
can enable attackers to manipulate or steal user data, potentially
resulting in severe privacy breaches.

The issue arises because developers embed sensitive data, such
as API tokens and authentication credentials, directly into the app’s
code. While some of these secrets are intentionally included for
necessary functionality, developers also include sensitive informa-
tion inadvertently due to oversight or rushed development cycles.
An illustrative example is Snapchat, which unintentionally leaked
portions of its source code through its iOS app [17]. Once an app
reaches users’ devices, its embedded secrets become vulnerable
to extraction through reverse engineering, often referred to as a
Man-At-The-End (MATE) threat model [24].

Given the scale of mobile app usage globally, the impact of
compromised app secrets is substantial. This threat is underscored
by its inclusion in the OWASP Mobile Top 10 of 2024, which ranks
Improper Credential Usage as the highest security risk [71].

In the past, researchers studied the exposure of secrets in public
code repositories. Meli et al. [57] performed a large-scale longi-
tudinal analysis on secrets in GitHub repositories using regular
expression-based pattern matching. Jungwirth et al. [50] analyzed
secrets in dotfiles, which are often used as configuration files and
hidden by default in most Operating Systems (OSes). Jin et al. [49]
scanned GitHub for Internet of Things (IoT) cloud policies to iden-
tify misconfigured cloud services. Further, several popular rule-
based analyses, such as Gitleaks[37] and TruffleHog [96], help to
detect potential leaks of secrets in code repositories.

Investigating secrets in mobile apps differs from examining code
repositories, primarily because repositories are explicitly intended
for sharing code, making developers potentially more cautious
about exposing secrets than in apps. Additionally, repositories
contain source code, whereas mobile apps distribute app bundles
containing compiled code, making secrets less immediately visible.
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Still, the situation of secrets in mobile apps is under-explored.
Earlier research primarily examined the leakage of Personally Iden-
tifiable Information (PII) from mobile apps [20, 67, 82, 81] or tar-
geted specific types of secrets in the app’s executed code [105,
107, 58]. Zhou et al. [105] employed static data flow analysis to
detect AWS and email credentials in Android apps. Zuo et al. [107]
proposed LeakScope, an Android app analysis methodology based
on string Value Set Analysis (VSA) to identify wrongly configured
AWS, Google, and Microsoft cloud credentials. Mendoza et al. [58]
extracted app-to-web communication to detect vulnerabilities like
web API hijacking. However, these works did not consider the
wide range of potentially shared information in mobile apps or
information unintentionally included in app bundles.

Our study differs from prior research in three important as-
pects: (1) We do not limit our analysis to the app’s executable code.
Snapchat previously leaked source code by accidentally packaging
it with the iOS app bundle. Such unintentionally included data
might hold secrets undetectable through code analysis methods.
(2) Android is not the only widely used mobile OS. Despite iOS
having a 58% market share in the US [45], large-scale studies of
secret exposure within i0OS apps remain notably absent in the
literature. (3) Earlier studies typically provided only a snapshot,
lacking an understanding of how secrets evolve over time, for
example, whether developers later remove or revoke them.

To get a complete picture, we first study the content of app
bundles, addressing RQ1: What files do mobile apps contain?. Those
can range from binaries and configuration files to unintentionally
included items, like build scripts.

After understanding what files developers distribute in their apps,
we focus specifically on their contents. We use a regular expression-
based detection approach, similar to those successfully used to
identify secrets in code repositories. Through this, we answer RQ2:
What secrets do developers distribute in mobile apps?

Next, we investigate platform-specific differences by performing
a large-scale, comparative analysis across 10,331 Android and i0OS
apps. This allows us to answer RQ3: How does the situation differ
between Android and iOS apps?

Developer responses significantly affect the security impact
when secrets become public. Effective responses include revoking
compromised tokens and releasing updates. To understand how
developers handle such exposures over time, we updated our origi-
nal 2023 dataset in 2024 and investigate RQ4: How did the situation
change between 2023 and 2024?

In summary, we make the following key contributions:

o We performed a comprehensive analysis of files distributed
within 10,331 Android and iOS apps, and were able to show
that developers share sensitive information, e.g., dependency
files, and documentation, by accident in the apps;

o We identified 416 valid credentials across 65 services, includ-
ing highly critical findings such as 13 valid Git credentials;

o To the best of our knowledge, we conducted the first large-
scale analysis, specifically examining secrets in both Android
and iOS apps. Our results underscore the importance of
studying apps on both platforms, as we frequently identified
issues exclusive to one platform;
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e We were able to highlight that even after developers remove
credentials from apps, they often neglect to revoke them,
leaving these credentials exposed to misuse.

Artifacts. We publish our code and analysis artifacts to make our
study reproducible and to enable future work: https://github.com/
CDL-AsTra/leaky_apps.

2 Threat Model, Secret Definition, and
Mitigation

Threat Model. Attackers may analyze downloaded apps to extract
embedded secrets in a MATE attack scenario. Once an app contain-
ing secrets is published, developers must assume that attackers
can discover them. Malicious actors might download and analyze a
vulnerable version while it is available. Further, older app versions
remain accessible through third-party stores [6, 7], the Androzoo
dataset [3], or even directly from the Google Play Store [10] or
Apple App Store [2].

Secret Definition. In our paper, we consider following informa-
tion as secret: (1) Information whose exposure might result in
financial loss for app creators, e.g., API tokens with usage-based
billing or proprietary source code; (2) Information compromising
user privacy, e.g., tokens granting access to online databases; (3)
Information exploitable by attackers to target users or develop-
ers, like documentation containing internal URLs useful for social
engineering.

Mitigation. Our research aims to identify and responsibly dis-
close secrets found in apps. We also aim to provide insights that
help developers detect security issues before publishing their apps.

When developers include tokens in apps, they must consider
that attackers might extract them. Thus, tokens should have access
strictly limited to the required scope. Further, app developers should
monitor tokens closely and react immediately to any misuse, such
as unintended use of Google Map tokens that could lead to costs
due to pay-per-use charges.

If secrets are exposed or misused, developers should revoke them
promptly and assess whether more secure alternatives to embed-
ding them in their apps exist. They should review the scope of the
credentials and investigate previous activities to detect malicious
usage. Developers must also have an update strategy prepared
beforehand, as without proper planning, revoking credentials could
disrupt older app versions.

Applying code obfuscation might make discovering secrets more
difficult, but it does not prevent manual analysis. Therefore, devel-
opers should never rely solely on obfuscation to protect sensitive
data, especially when exposure could cause significant harm.

3 Methodology

We designed a static analysis methodology for large-scale analysis
of Android and iOS apps to gain insights into the files and data they
distribute. Figure 1 provides a high-level overview of our approach.
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Figure 1: Overview of our methodology. We performed a
large-scale analysis of 10,331 Android and iOS apps, collected
twice, once in 2023 and in 2024. We validated the identified
credentials and automatically disclosed them responsibly.

3.1 Large-scale Analysis

Our analysis pipeline includes three components written in Python:
(1) file metadata extraction, (2) file reference detection, and (3) secret
extraction using regular expressions.

Metadata Extraction. To study the contents of Android and iOS
apps, we extract data from APK (Android) and IPA (iOS) files, both
of which are bundled as archives [75]. This allows for a unified
processing approach across both platforms. We also analyze split
APK files, which Android uses to package language resources,
screen densities, and native libraries [5]. We process them the same
way as the main APK.

For each file within an app, we store its size, name, file path, suffix,
and MIME type. This metadata supports downstream analyses, such
as identifying files that may have been included unintentionally.

Reference Detection. We identify filenames referenced within
other files to infer their potential use in the app. When a filename
appears in other files, e.g., the app’s binary, it typically indicates the
file is accessed at runtime. This allows us to estimate how different
files are used based on these references.

To streamline this analysis step, we exclude media files and
general configuration files such as manifests or UI layouts since
their usage is implicitly managed by the OS.

Pattern Matching. Pattern matching offers two key advantages
over other approaches. First, it allows a unified methodology across

Android and iOS, facilitating direct comparison across platforms.

Second, it enables the detection of secrets in files not actively used
by the app, as well as those written in other programming languages
such as JavaScript (JS) or code from cross-platform frameworks.
We use TruffleHog [96] to detect secrets, adapting it from its
original purpose of scanning code repositories. After reviewing its
detection patterns, we extended TruffleHog with seven additional

rules sourced from Gitleaks [37] to enhance its detection coverage.
We include the complete list of rules as part of our artifact [89].

To improve efficiency, we separated secret verification from the
initial detection process. This prevents repeated and unnecessary
validation requests when the same secret appears across multiple
apps. The decoupled approach allows us to pre-filter results before
verification, as detailed in Section 3.2.1.

As a preprocessing step to pattern matching, we run strings [35]
on all non-text files to extract printable strings. For Android apps,
we additionally use JADX [36], a decompiler that converts DEX
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bytecode into Java source code, which aligns more closely with
code found in public repositories.

3.2 Verification and Disclosure

3.2.1 Secret Validation. We developed our analysis methodology
with attention to ethical standards and responsible disclosure prac-
tices. Validating detected secrets is necessary to avoid False Positive
(FP) reports that could cause unnecessary effort for developers.
Remote validation introduces the risk of incurring costs if a service
charges per request. However, since we issue only one request per
token and most services bill by volume, we considered the practical
risk to be low. Further, it aligns with validation strategies done by
related work of secret detection [29, 107].

We further reduce requests by eliminating FPs before remote
validation through rule-based heuristics. We discard results if a
single detection rule flags 15 or more potential secrets in one file.
This threshold is based on our observation that some rules may
match unrelated patterns, such as hash values. We determined this
cutoff empirically and discuss the link between detection frequency
and actual credentials in Section 5.1.

We only perform remote validation after this filtering step. We
selected endpoints that return distinct status codes depending on
token validity, see [89] for the list of services. All validation requests
do not alter data on remote servers. Further, we do not retain any
response content. Only status codes and error messages are used
to assess whether a credential is valid.

3.2.2  Responsible Disclosure. We responsibly disclosed all findings
by contacting developer email addresses listed on the Google Play
Store, which we retrieved along with app packages. For reporting
of findings in iOS apps, we also used the corresponding Google Play
developer addresses as the Apple App Store did not offer explicit
developer contact information until February 2025 (we disclosed
our findings in January 2025), and our dataset links each iOS app
to a matching Android version, see Section 3.3.

For each finding category, we used a template message to ensure
clarity and consistency. These templates include a description of
the issue and proposed mitigation steps (see Appendix A for an ex-
ample). When a finding affected both the Android and iOS versions
of the same app, we combined the results into one report. However,
we did not merge findings across different apps, even if they were
linked to the same developer account. All reports were sent via our
university’s mail server.

3.3 Cross-platform Dataset

To study both Android and iOS apps at scale, we used an updated
version of the cross-platform dataset introduced by Schmidt et
al. [86]. Their dataset includes both popular and randomly chosen
apps. Using the matching method of Steinbock et al. [94], and
the Google migration API, they identified 10,862 iOS apps with
corresponding Android versions.

Since our analysis requires decrypted iOS apps and the original
dataset included encrypted versions, we used frida [4] to decrypt
their dataset. We executed frida on an iPhone 8 running iOS 16,
which we had jailbroken with paleraln [72]. This step reduced the
usable set of iOS apps to 10,331 as decryption failed due to anti-
debugging protections [83, 106] and iOS version mismatch. We refer



CCS 25, October 13-17, 2025, Taipei, Taiwan

Table 1: File categories found in mobile apps. We categorized
files based on their suffix. The File columns show the number
of files per category, while the App columns indicate the
number of apps containing at least one file of the category.
Note that, although every app requires a binary, the relative
number is below 100%, as our analysis failed for 31 Android
and 5 iOS apps due to corrupted archives.

lﬁl ‘

File App File App

cryptography 10,770 1,801 (17.43%) 12,098 2,293 (22.20%

ai model 3293 755(7.31%) 2,772 491 (4.75%)
archive 17,634 7,977 (77.21%) 20,395 1,767 (17.11%)
audio 196,420 9,710 (93.99%) 219,218 5,309 (51.39%)
backup 9,333 67 (0.65%) 7,294 46 (0.45%)
binary 3,194,424 10,300 (99.70%) 965,111 10,326 (99.96%)
code 171,413 2,989 (28.93%) 238,994 2,574 (24.92%)
config 10,969,802 10,300 (99.70%) 2,905,998 10,326 (99.96%)
)
database 46,120 4,922 (47.64%) 161,343 4,803 (46.50%)
game 220,644 3,484 (33.72%) 292,021 3,456 (33.46%)
image 7,927,423 10,297 (99.67%) 3,138,408 10,319 (99.89%)
split 87,939 1,066 (10.32%)
spreadsheet 26,208 347 (3.36%) 11,311 372 (3.60%)
system 494,928 10,249 (99.21%) 2,145,176 10,326 (99.96%)
text 258,319 7,631 (73.87%) 178,725 5,683 (55.01%)
video 68,333 2,734 (26.46%) 70,015 1,992 (19.28%)
web 281,587 7,004 (67.80%) 247,478 6,724 (65.09%)
other 751,212 8,628 (83.51%) 690,166 3,333 (32.26%)

to this set of apps as 2023 dataset, as the apps were downloaded
from the Play Store and App Store in 2023.

To capture how the inclusion of secrets in mobile apps evolves
over time, we re-downloaded the latest app versions from the
dataset in October 2024 from the official stores. Of the original
set, 8,702 Android apps and 9,212 iOS apps were still available. We
refer to the updated version as 2024 dataset.

3.4 Data Analysis

Significance Test. To measure the significance of differences be-
tween Android and iOS versions of the same app, as well as dif-
ferences between app versions from 2023 and 2024, we perform
dependent t-tests and calculate effect sizes using Cohen’s d. For t-
tests comparing 2023 and 2024, we include only apps that remained
available in 2024. For all statistical tests, we define the null hypoth-
esis Hy as “There is no difference between the two groups”, and the
alternative hypothesis Hy as “There is a difference”. We reject Hy
when the resulting p-value is below the significance level of 0.05.

Case Studies. We select case studies manually based on factors
such as the app’s relevance, revealing names, e.g., file or directory.

4 App Content

All numbers in this section refer to the 2023 dataset, which was
chosen for better comparison due to its equal number of Android
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and 10S apps. We provide insights into the changes between the
datasets from 2023 and 2024 in Section 7.

To understand what types of files apps contain, we categorized
files based on their suffix, see Table 1. We derived these categories
by merging two existing GitHub projects [28, 26] and manually re-
viewing the 500 most frequently used suffixes that had not yet been
categorized. In total, we mapped 876 suffixes to 17 file categories.

As expected, all successfully analyzed apps contained binary
code, configuration files, and system files. The overall percentage
is slightly lower than 100% due to analysis failures in 31 Android
and five iOS apps caused by corrupted app bundles.

In the following, we report on file types that are typically not
bundled with Android or iOS apps but still appeared in our analysis.

4.1 Binaries

4.1.1  Windows. We found .exe and .d11 binary suffixes, which
are typically associated with Windows, in 321 Android and 228
i0S apps. Manual analysis showed that 266 of these apps were
built using Microsoft’s cross-platform framework Xamarin [62].
These Windows-related files contain Ahead-of-time (AOT) and
Just-in-time (JIT) compiled code designed for execution on mobile
devices [60, 61]. Similarly, we discovered . aspx files in 1,450 An-
droid apps (14.04%) and one iOS app. All occurrences on Android
were linked to the Mono project [64], which is designed for cross-
platform development and also used by Xamarin [60].

In other cases, the binaries came from cross-platform libraries
and included Windows executables alongside the mobile versions.

4.1.2 Android and Java on iOS. We found . apk, .dex, and . jar
files not only in Android apps but also in 57 iOS apps (0.55%). None
of these are directly executable on iOS [19]. Of these apps, 43 used
MobiVM [63], a framework that allows Java-based development
for i0S via AOT compilation. Among the remaining 14, we found
.dex and . jar files added by libraries in 11 apps. In two apps, the
included . apk files contained animation assets rather than compiled
code. The last app included a gradle-wrapper. jar file.

We also searched in Android apps for files with the MIME type
x-mach-binary, which typically indicates binaries for Apple plat-
forms. We found them in 196 Android apps (1.90%). Libraries in-
cluded these files to run on multiple OSes.

Case Study: PayPal Business. The PayPal business iOS app [73]
contained the gradle-wrapper.jar file belonging to a project
that used gradle to generate Java code files with default values.
Comments hinted that they also used the resulting code files to
generate Swift files for iOS.

The project also contained URLs of their internal Git and artifac-
tory. Additionally, it revealed a bug-tracking URL. Attackers could
use that information for targeted social engineering attacks.

4.2 Source Code and Scripts

4.2.1 App Code. We found source code files in 28.93% of Android
and 24.92% of iOS apps. However, not all code files are equally
relevant. We distinguished between potential app code, e.g., Java,
Kotlin, Swift, or C++, and scripts, e.g., Python or Shell. To focus
on developer-authored code rather than libraries, we excluded files
appearing in more than two apps. We chose this threshold because
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our dataset contains both Android and iOS versions. Further, we
only considered code from programming languages with at least
ten files per app. We empirically determined this threshold after
observing that apps with fewer files generally include them as com-
ponents of libraries or package management systems. For instance,
we found apps containing Package. swift, which we separately
discuss in Section 4.2.3.

We found code files meeting our criteria in 73 Android (0.71%)
and 34 iOS apps (0.33%). Java source files were the most common
on Android, appearing in 63 Android apps (0.61%). Additionally,
one iOS app (0.01%) also contained Java code files. On iOS, Swift
files were most prevalent, found in 23 apps (0.22%).

Case Study: Audible. In the Audible app [9], we found Swift code
labeled AlexaKit, used to integrate Amazon Alexa. Notably, it
included debugging code that sent error logs to two email addresses.
This code was removed in the version we downloaded in 2024.

Case Study: Banking App. The i0S banking app of Raiffeisen
Romania [79] included 152 Swift files containing the code of app
features. This exposed code could aid in reverse engineering and
increase the risk of targeted social engineering attacks, as files
included developer names in their header comments.

4.2.2  Scripts. We separated web related scripts, e.g., JavaScript
or TypeScript, as these are commonly used in mobile apps to
render content via WebViews or similar components. Beer et al. [14]
reported that 80% of Android apps use Custom Tabs, another form
of in-app browsing. We found web-related files in 7,004 Android
(67.80%) and 6,724 iOS apps (65.09%). The numbers may be lower
than expected because apps can load web resources directly from
the Internet without bundling them in the app package.

Lua, Python, and Shell Scripts. We found scripts in 144 Android
(1.39%) and 294 iOS apps (2.85%). The most common scripts were
shell scripts, which we discovered in 40 Android (0.39%) and 158
i0S apps (1.53%), followed by Lua scripts in 70 Android (0.68%) and
91 iOS apps (0.88%), and Python scripts in 24 Android (0.23%) and
50 i0S apps (0.48%).

Developers often use shell scripts during development and some-
times forget to remove them before release. For example, we found
build scripts in the iOS versions of the iRobot [48] and Microsoft
Whiteboard [59] apps. These scripts did not contain credentials, as
they loaded secrets via environment variables, a best practice to
prevent leaks in code repositories [12]. As these cases show, this
approach also helps prevent secret exposure in mobile apps. Unlike
public code repositories, where code is shared intentionally, these
script leaks likely happened unintentionally.

We found similar cases involving Python scripts. For instance,
the Android version of the Expedia app [30] included github_-
utils.py, used for opening pull requests, and to retrieve domain
information fetch_site_configs.py.

On iOS, the Firefox app [66] bundled a SyncIntegrationTests di-
rectory containing six Python test scripts. The game JellyBlast [97]
included Python scripts used to enable debug features for users.

Unlike Python and shell scripts, Lua scripts are often part of the
app’s core code, as they are used by mobile development libraries
such as MoonSharp for Unity [65] and Corona SDK [22]. In addition
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Table 2: Number of dependency management files in our
dataset. We summarized all file types that occurred in fewer
than 25 apps and label them as Other. The number of findings
in 2024 is related to the reduced number of 8,702 available
Android and 9,212 iOS apps. We uploaded the full table [88].

2023 2024
] € ] 4
C/C++/C 7(0.07%) 91 (0.88%) 5 (0.06%) 69 (0.75%)

CMakeLists.txt 3 (0.03%) 56 (0.54%) 2 (0.02%) 43 (0.47%)

Other 4(0.04%) 40(0.39%) 3 (0.03%) 32 (0.35%)
Dart 12 (0.12%)  9(0.09%) 16 (0.18%) 18 (0.20%)
Go 3 (0.03%) 3 (0.03%)
Java 233 (2.26%) 7 (0.07%) 172 (1.98%) 6 (0.07%)

build.gradle 4(0.04%) 6(0.06%) 2(0.02%) 6 (0.07%)

pom.xml 229 (2.22%)  1(0.01%) 169 (1.94%)

Other 1(0.01%) 1(0.01%) 3 (0.03%)
Python 3(0.03%) 4(0.04%) 2(0.02%) 7 (0.08%)
Ruby 6 (0.06%) 13(0.13%) 5 (0.06%) 12 (0.13%)
Swift 3(0.03%) 256 (2.48%) 4 (0.05%) 263 (2.85%)

Package.swift 3(0.03%) 28 (0.27%)  4(0.05%) 52 (0.56%)

Podfile 92 (0.89%) 78 (0.85%)

* podspec 110 (1.06%) 100 (1.09%)

Other 48 (0.46%) 28 (0.30%)
Web 121 (1.17%) 336 (3.25%) 117 (1.34%) 234 (2.54%)

bower.json 50 (0.48%) 55 (0.53%) 40 (0.46%) 43 (0.47%)

package.json 107 (1.04%) 320 (3.10%) 104 (1.20%) 222 (2.41%)

package- 21(0.20%) 25 (0.24%) 16 (0.18%) 24 (0.26%)
lock.json

Other 20 (0.19%) 22 (0.21%) 19 (0.22%) 18 (0.20%)
Total 372 (3.60%) 697 (6.75%) 310 (3.56%) 588 (6.38%)

to previously reported Lua usage, we found compiled Lua scripts
in 174 apps, 80 Android apps (0.77%) and 94 iOS apps (0.91%).

The role of these scripts becomes clearer when comparing their
presence across platforms. Of the 181 apps that included shell scripts
on at least one platform, only 17 (9.39%) had them on both. For
Python, 63 apps included scripts on at least one platform, but only
11 (17.46%) did so on both. In contrast, 51 apps (46.36%) included Lua
scripts on both platforms, and 71 apps (68.93%) had compiled Lua
scripts on both. This pattern indicates that, typically, Lua scripts
are intentionally included as part of the app’s functionality, while
Python and shell scripts are more likely to have been bundled
unintentionally during development.

4.2.3 Dependency Management. We found dependency manage-
ment files in 372 Android apps (3.6%) and 697 iOS apps (6.75%). An
overview of these results is shown in Table 2.

These files can reveal the specific versions of libraries used, which
helps attackers identify outdated components with known vulner-
abilities [27, 76]. They may also reference internal repositories. If
these references are misconfigured, they can enable dependency
confusion attacks in which an attacker publishes a package with
the same name to a public repository, such as NPM [70]. If the
dependency manager prioritizes public sources, it may fetch the
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malicious package instead of the intended internal one. This can
lead to remote code execution as the attacker is able to include a
pre-installation script in the package [15].

CocoaPods. CocoaPods [18] is a popular dependency manage-
ment system for Swift and Objective-C [85]. In our analysis, we
identified three file types that disclose dependency details: Podfile
files appeared in 92 apps (0.89%), Podfile.lock in 24 apps (0.23%),
and “podspec files in 110 apps (1.06%). The Podfile defines which
libraries (pods) the app uses, their versions, and the repositories
from which they should be fetched. During installation, CocoaPods
generates a Podfile.lock to store the exact versions used, ensuring
consistent builds. The .podspec files describe individual libraries,
specifying their name, version, source, and dependencies.

To assess the risk of dependency confusion attacks, we checked
whether pod names used in analyzed apps were unclaimed in the
public CocoaPods repository. We found that 81 iOS apps (0.78%) ref-
erenced at least one of 97 available pod names. Attackers could reg-
ister them, enabling the execution of malicious code on developer
devices or build servers when installing or updating dependencies.

Carthage and SwiftPM. Carthage [16] and SwiftPM [95] are
alternative package managers for Swift and Objective-C. Unlike Co-
coaPods, they do not rely on a central dependency repository which
makes them immune to dependency confusion attacks. However,
other risks remain, e.g., attackers might use library and version in-
formation to identify outdated libraries with known vulnerabilities.

We found Package.swift files in 3 Android (0.03%) and 28 iOS apps
(0.27%). More apps contained Package.swift files than were flagged
as including Swift source code. This discrepancy results from our
classification method, which requires at least ten unique files in
a single programming language to consider an app as containing
source code, which not all of these apps had.

Similar to Podfile.lock, the Package.resolved file records the de-
pendency versions which we found in 7 apps (0.07%). Further, 17
i0S apps (0.16%) contained Cartfiles and 4 (0.04%) Cartfile.resolved.

Gradle and Maven. We also discovered Android-related pack-
age management files, including pom.xml, build.gradle, and gra-
dle.lockfile. Specifically, pom.xml appeared in 229 Android apps
(2.22%) and 1 i0S app (0.01%), build.gradle in 4 Android (0.04%) and
6 10S apps (0.06%), and gradle.lockfile in 1 Android app (0.01%).

The Maven pom.xml files contained only library descriptions of
well-known libraries, while the build.gradle files mostly included
automation scripts rather than dependency declarations. As a result,
their potential to expose sensitive information was limited.

Web. Unlike Java and Swift-related package managers, which
we mostly found on a single platform, package managers of various
web technologies appeared on both platforms. As discussed in
Section 4.2, apps frequently embed web code to streamline cross-
platform development, reducing the need to implement features
twice. Still, we observed a higher prevalence of web-related depen-
dency management files in iOS apps, for example, package.json was
found in 107 Android (1.04%) and 320 iOS apps (3.10%).

To assess the risk of dependency confusion, we analyzed npm
package names and found 17 that were unregistered in the public
repository, spanning six apps. These included three finance apps,
two from Disney, and one health-related app.

David Schmidt, Sebastian Schrittwieser, and Edgar Weippl

4.3 Misc

4.3.1 Dotfiles and Dotdirectories. Hidden dotfiles are often used
for configuration data in development environments but are rarely
needed in production apps. Jungwirth et al. [50] found that 73.6%
of code repositories leak potentially sensitive data through dotfiles.

Dotfiles. In contrast to code repositories, dotfiles in released apps
likely result from oversight. Still, we found them in 126 Android
apps (1.22%) and 869 iOS apps (8.41%). The most frequent were
.gikeep (701 files across 21 Android and 202 iOS apps), .DS_Store
(378 files in 33 Android and 161 iOS apps), and .gitignore (300
files in 21 Android and 202 iOS apps).

Dotdirectory. We found dotdirectories in 8 Android apps (0.08%),
containing a total of 1,401 files, and in 922 i0OS apps (8.93%), contain-
ing 3,190 files. The most common was . AppLovinQualityService,
present in 768 iOS apps. AppLovin is a monetization library avail-
able for both Android and iOS [8]. This directory consistently
included two files, called: AppLovinQualityService.json and
AppLovinServiceRanges. json. Despite their suffix, these files con-
tain binary data with high entropy (e.g., 7.9), indicating encryption.

Other dotdirectories included . monotouch (found in 61 iOS apps),
.vscode (2 Android and 29 i0S apps), and . swiftpm (19 iOS apps).

Case Study: Epic Seven. In an i0S game app [93], we found an
Apache subversion directory . svn, which contained metadata about
previous code changes.

4.3.2 Markdown. Markdown is a popular markup language for
formatting text [56]. We found Markdown files in 840 Android
(8.13%) and 1,004 iOS apps (9.72%). These files appeared for three
main reasons: (1) apps used them to store text that they render at
runtime; (2) they were included as part of third-party dependencies—
e.g., Markdown files in the node_modules directory were present
in 30 apps; (3) developers used them for internal documentation but
forgot to exclude them from production builds. We classified these
cases based on file location and whether the files were referenced
in binaries or resources.

Most Markdown files originated from third-party dependencies,
found in 734 Android apps (7.10%) and 636 iOS apps (6.16%). Files
likely included unintentionally were found in 91 Android apps
(0.88%) and 398 iOS apps (3.85%).

Case Study: Decathlon Connect. In the Decathlon Connect app [25],
we found Markdown files used for internal documentation, includ-
ing component descriptions and onboarding materials. These files
pose a security risk, as they contained developer names, email
addresses, and internal URLSs, information that could aid in reverse
engineering or targeted social engineering attacks.

Case Study: Scan & Translate+. In the Scan & Translate+ [1]
app, we found general documentation that included a link to an
internal repository, as well as a Markdown file named REMOTE_-
SERVICES.md. This file listed various services along with their
credentials, including those used for premium features. If abused,
these credentials could allow unauthorized access to paid services,
resulting in financial costs for the app provider.

4.3.3 Al assets. Therise of Al and machine learning has introduced
new security risks, like model stealing, where attackers extract and
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Table 3: Coded content of responses to the responsible
disclosure. Two researchers manually coded the responses.
Afterwards, they compared their codebooks, merged them,
and discussed disagreements. We received 77 non-automated
responses, 37 about the app content, and 40 about secrets.
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Table 4: Number of valid and invalid credentials in context
of the number of credential candidates of the same type
detected per file. To minimize validation requests, we did not
attempt to validate credentials when we found 15 or more
credentials of the same type in a single file.

Responses Files Secrets Total # Credential-type per File Valid Invalid Valid Ratio
Aware of issue 2(5.00%) 2 (2.60%) 1 327 5,374 5.74%
Collaboration 1(250%)  1(1.30%) 2 55 1,393 3.80%
Fixed 5(1351%) 8 (20.00%) 13 (16.88%) 3 11 611 1.77%
Fix to expensive 1(2.70%) 1(1.30%) 4 16 501 3.09%
Forward to team 16 (43.24%) 21 (52.50%) 37 (48.05%) 5 3 262 1.13%
No critical issue 1(2.70%) 1(2.50%) 2 (2.60%) 6 2 284 0.70%
No issue 1(2.70%)  1(250%) 2 (2.60%) 7 162

Old version/legacy 4 (10.00%) 4(5.19%) 8 126

Questions 9(24.32%)  3(7.50%) 12 (15.58%) 9 2 181 1.09%
Resubmit 4(10.81%) 4(5.19%) >9 & <15 854

Security address 6 (16.22%) 1(2.50%) 7 (9.09%)

will fix 3(8.11%) 6 (15.00%) 9 (11.69%)

reuse trained models [40, 47]. While running Al tasks on-device
improves privacy by avoiding data transmission to remote servers,
extraction of models bundled with an app is straightforward. We
found Al-related files in 755 Android apps (7.31%) and 491 iOS apps
(4.75%). Not all of these are sensitive, many are publicly-available,
pre-trained models offering specific features. For example, a Google
model for barcode scanning [41] appeared in 347 apps, and a face
detection model [42] in 160 apps. However, we found unique models
in 262 apps, which may include custom-trained ones. For apps
available on both platforms, we counted each model only once.

4.4 Responsible Disclosure

We contacted developers when their apps contained source code
(in January 2025) or dependency management files (in March 2025).
We did not automatically report the presence of markdown files,
scripts, and dotfiles, as manual inspection showed that these rarely
contained sensitive data. If any of these files included valid creden-
tials, we disclosed them as described in Section 5.3. Additionally, we
did not report pom. xml and build. gradle files, as manual review
indicated they carried minimal risk (see Section 4.2.3). Neverthe-
less, even though such files might not be sensitive, their inclusion
increases app size and storage use on the user’s devices.

In total, we sent 661 disclosure emails on findings in the 2024
dataset: 117 regarding exposed source code, 535 about dependency
management files, and 9 covering both. We received mail delivery
failures for 69 messages. Within two weeks, 37 developers replied
with non-automated responses. In Table 3, we provided an overview
of the responses. These were evaluated by two researchers who
independently analyzed their content. Overall, we had a positive
impression of the responses: five (13.51%) stated that they had
already fixed the issue, and three (8.11%) mentioned that they plan
to fix it. However, one developer responded that implementing a
fix would be too expensive (2.7%), another argued that the issue
was not critical enough (2.7%), and one stated that it posed no issue
in their case (2.7%).
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To answer RQ1: What files do mobile apps contain?, we
found:

e Mobile apps include numerous file types, including un-
expected ones, e.g., Windows binaries and shell scripts;

e Files likely included unintentionally, such as source code,
dependency management files, or internal documen-
tation written in Markdown. Those files can expose
sensitive security and privacy-related information;

e Even when these files do not pose security risks, they
increase app size and storage usage on user’s devices.

5 Secrets

After examining what types of files mobile apps include, we now
address RQ2: What secrets do developers distribute in mobile apps?

In this section, all credential counts refer to the combined datasets
from 2023 and 2024. We include both years to capture all valid
credentials present at the time of analysis. A separate breakdown
by year is provided in Section 7 to explore temporal trends.

5.1 Hardcoded Credentials

Our rule-based detection identified 26,380 potential credentials. We
applied a heuristic that discards any file containing 15 or more
credentials of the same service type, as we observed that rules
producing numerous findings within a file typically represent FPs,
e.g., hash values mistakenly matching token patterns. To minimize
unnecessary validation requests for ethical reasons, we explored
different thresholds by incrementally increasing the cut-off and
manually reviewing files containing potentially valid secrets that
would have been excluded. This reduced the number of candidates
to 10,164. Table 4 summarizes the distribution of valid and invalid
credentials based on the number of same-type credentials found
per file. The majority of valid credentials (327) came from files con-
taining only one instance of a specific credential type. In contrast,
only 23 valid credentials were found in files with more than three
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Table 5: Number of valid and invalid credentials discovered
for selected services. We summarized the other 55 services
for which we found at least one valid credential as Other. We
provide the full table online [90].

Valid Invalid Valid Ratio
AWS 58 85 40.56%
Alibaba 10 9 52.63%
Azure 1 52 1.89%
FTP 1 100%
GCP 1 24 4%
GitHub 9 15 37.5%
RazorPay 3 30 9.09%
Squareup 3 100%
Stripe 4 4 50%
Yelp 1 16 5.88%
Other 325 1.546 17.37%

of the same type, demonstrating our heuristic’s effectiveness in
filtering out FPs.

The 10,164 potential credentials identified came from 258 differ-
ent categories. After completing the validation requests, we con-
firmed 416 as valid (4.09%), spanning 65 services. In Table 5, we pro-
vide details for 10 services with confirmed valid credentials. The FP
rate varied significantly by credential type. This has three reasons:
(1) Some credential types are rarely used in mobile apps compared to
code repositories (for which TruffleHog was originally developed).
For instance, none of the 46 Dockerhub tokens were valid, while all
three Squareup tokens were. Squareup provides financial services
for mobile payments. Thus, its scope aligns with mobile apps. (2)
All Squareup tokens used a consistent prefix (sq@idp-), making
them easier to detect accurately. (3) Some tokens consist of multiple
parts, as seen with YouTube and AWS credentials. For both, one
part can be identified easily due to its prefix, while the other lacks
a clear pattern, leading to misclassification of unrelated strings.

The valid credentials stem from 200 Android (1.94%) and 292
i0S apps (2.83%). These totals do not match the overall number
of valid credentials because 29 credentials appeared in multiple
apps (¥ = 1.12, sd = 0.56, max = 8). Android and iOS versions
of the same app were counted only once. In addition, we found
106 credentials in 117 apps across both platforms, often due to
developers reusing the same credentials. Overall, 67 apps contained
more than one valid credential (X = 1.18, sd = 0.52, max = 5).

Popular Apps. In Table 6, we break down our findings by the
number of downloads reported on the Play Store. Each app was
counted only once, even if the finding occurred in both its Android
and iOS versions. Since the App Store does not provide installation
data, we used Play Store downloads as a proxy for iOS apps. The
median minimum installation count of apps with secrets was 1
million (MAD 990,500). Notably, two apps had over 1 billion installs,
showing that even widely used apps are affected by credential leaks.

5.1.1 Git Credentials. For Git credentials, we additionally per-
formed a GET request to check repository access and assess the
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Table 6: Number of apps with valid credentials. We cate-
gorized the apps by their Android installation count and
grouped categories below 1,000 installations into 0-1,000.
Further, we show in i U @ the number of apps where we
found a credential in the Android or iOS app.

|ﬁ| .’ |ﬁ| U .’
1,000,000,000+ 1(0.01%)  1(0.01%)  2(0.02%)
500,000,000+ 0(0.00%)  4(0.04%)  4(0.04%)
100,000,000+ 8(0.08%)  8(0.08%)  11(0.11%)
50,000,000+ 7(0.07%)  12(0.12%) 14 (0.14%)
10,000,000+ 26 (0.25%) 50 (0.48%) 59 (0.57%)
5,000,000+ 18(0.17%)  31(0.30%) 38 (0.37%)
1,000,000+ 9 (0.28%) 48 (0.46%) 60 (0.58%)
500,000+ 14(0.14%)  22(0.21%) 30 (0.29%)
100,000+ 35(0.34%) 44 (0.43%) 59 (0.57%)
50,000+ 11(0.11%) 10 (0.10%) 15 (0.15%)
10,000+ 12(0.12%) 16 (0.15%) 22 (0.21%)
5,000+ 1(0.01%)  3(0.03%)  3(0.03%)
1,000+ 14(0.14%) 17 (0.16%) 21 (0.20%)
0 - 1,000 24 (0.23%) 26 (0.25%) 35 (0.34%)
Total 200 (1.94%) 292 (2.83%) 373 (3.61%)

potential impact. Valid tokens could allow attackers to push mali-
cious code, regardless of whether the repository is public or private.
Private repositories pose an additional risk by exposing internal
company data, enabling cloning and republishing of apps.

We identified 13 valid Git credentials: nine for GitHub, three for
BitBucket, and one for Gerrit. We also found nine GitLab tokens
matching the prefix glpat-, but none were valid. This may be due
to their use in self-hosted GitLab instances. However, we found no
private GitLab URLs in the files containing the identified tokens.

These 13 valid tokens granted access to 218 public and 2,440
private repositories. One token alone had access to 1,140 private
and 17 public repositories. Another appeared particularly sensitive,
providing access to six private repositories belonging to a bank.

We manually investigated the causes for including Git credentials
in mobile apps. The two main reasons were: (1) leftover code in the
app intended to trigger continuous integration workflows, and (2)
the inclusion of dependency management files.

5.1.2  Files Containing Credentials. Table 7 presents an overview
of the file categories in which we identified hardcoded credentials.
We used the category Web when we found credentials in JS files;
Resources for those located in Info.plist, AndroidManifest.xml,
or other Android resource files; Config for configuration files not
tied to the operating system, such as . json or . xml; Cross-platform
for files associated with cross-platform or game libraries; Binary
for common compiled Android or iOS binary files; and Unintended
for files that are typically not expected in released apps, such as
.gitlab-ci.yml, .xcconfig, or shell scripts.

We found the majority of credentials in binary files, 133 on
Android (61.86%) and 184 on iOS (59.93%). However, the second
most frequent category is Web, with 36 credentials found in Android
(16.74%) and 47 in i0OS apps (15.31%).
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Table 7: File categories of valid credentials. Web indicates that
we found credentials in JS files. Resources refers to credentials
found in Info.plist, Manifest, or Android resource files.
Cross-platform denotes files related to cross-platform or
game libraries. Note that we found two Android and two
iOS credentials in two file categories each. Overall, we found
106 credentials on both platforms.

] a HUE

B Binary 133 (61.86%) 184 (59.93%) 277 (66.59%)
&% Config 26 (12.09%) 15 (4.89%) 33 (7.93%)
& Cross- 17 (7.91%) 22 (7.17%) 25 (6.01%)
platform

Resources 5(2.33%) 30 (9.77%) 35 (8.41%)
¥¥ Unintended 11 (3.58%) 11 (2.64%)
Q@ Web 36 (16.74%) 47 (15.31%) 50 (12.02%)
Y, Credentials 215 307 416

This result highlights limitations in traditional static analysis
methods, such as VSA, which would usually overlook credentials
embedded in web assets or require substantial customization to de-
tect them. The situation is similar for credentials in cross-platform
libraries, as each library may require a tailored analysis approach.
Moreover, we found 11 credentials (3.58%) in files likely included
unintentionally, making them especially difficult to detect using
standard approaches.

We also identified 106 credentials shared across both platforms,
with 93 (87.74%) located in the same file category. For the remaining
13 (12.26%), discrepancies in file locations were observed. For exam-
ple, a Twitter consumer key was found in a Prototype.xcconfig
on iOS, while on Android, it was stored directly in the app’s byte-
code. Similarly, an Infura key appeared in an Android bytecode but
in a JS file on iOS. The other differences were limited to binary,
resource, and config file categories.

5.2 JSON Web Tokens (JWTs) and Private Keys

Unlike hardcoded credentials discussed in the previous section, we
did not test the validity of found JSON Web Tokens (JWTs) and
private keys. The presence of private keys in mobile apps inherently
violates their purpose, which is to remain confidential. The security
impact depends on how the key is used in the app. For example, in
a payment app [74], the private key was solely used for obfuscation,
e.g., encrypting payloads before transmission. While knowing the
key simplifies protocol reverse engineering, it does not have further
security implications.

We identified 212 private keys across 433 Android (4.19%) and
180 iOS apps (1.74%). Among these, 29 keys appeared in more than
one app, and six were found in over 100 apps. These frequently
recurring keys originated from default or test values included in
libraries such as the Google HTTP Client Library [39]. For this
evaluation, we counted findings in the Android and iOS versions
of the same app as a single instance.

The situation for JWTs is similar. These tokens are commonly
used for user authentication and authorization, and leaking them
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can enable unauthorized access. In total, we found 1,378 tokens
across 1,018 Android (9.85%) and 569 iOS apps (5.51%).

A significant portion of this discrepancy stems from a single
token in the 2024 dataset, included by the Unity library [98], which
appeared in 645 Android apps. Excluding this token, the number
of affected Android apps drops to 385 (3.73%), while the iOS count
remains unchanged, resulting in more iOS apps with at least one to-
ken. We also identified 75 tokens present in multiple apps, primarily
due to reuse by the same developer.

To further analyze the JWTs, we parsed their contents. Of the
1,378 tokens, 859 (62.34%) did not have an expiration date set, 69
(5.01%) were still valid for more than ten years, and 392 (28.45%)
were expired. We also searched for the keyword admin and found
it in 202 tokens (14.66%), only 11 of which were already expired.

In some cases, the credentials appeared unused, suggesting they
may have been unintentionally included for debugging or legacy
reasons. Nonetheless, their presence can aid manual analysis and
help uncover potential security or privacy issues. Automatically
determining the purpose of a private key or JWT is challenging,
as it requires understanding or executing the surrounding code,
which we leave to future work, see Section 8.

5.3 Responsible Disclosure

We automatically sent 422 emails to developers in January 2025 to
report hardcoded credentials. Of these, 12 messages (2.84%) failed
to deliver. In total, we received 40 non-automated responses.

We provided insights into the responses in Table 3. Positively,
eight (20%) responded that they fixed it already, and six (15%)
that they will fix it. Interestingly, four (10%) answered that the
issue comes from legacy code or an old app version, and two (5%)
mentioned that they are aware of the issue.

{riicaner, ~

To answer RQ2: What secrets do developers distribute in
mobile apps, we showed:

e We found valid credentials for 65 different services,
including unexpected ones such as GitHub;

o Credentials appeared not only in app binaries but also
in files likely included unintentionally. We identified 11
such cases;

e Developers embedded private keys and JWTs in their
apps. Only 27.16% of the tokens had already expired, and
18.52% contained indications of administrator privileges.

6 Platform Differences

To answer RQ3: How does the situation differ between Android and
iOS apps?, we compare the contents of the apps and the credentials
found. We highlight key differences and explore potential factors
contributing to discrepancies.

6.1 Files

As shown in Table 1, Android and iOS apps share similar distri-
butions across most file categories. However, archives and text
categories deviate from this trend, appearing more frequently in An-
droid apps than in i0S apps (77.21% vs. 17.1%; p < 0.01,d = 1.16 and
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Table 8: Comparison of valid credentials found in Android
and iOS apps. We display services with large differences
separately. f N @ indicates credentials discovered on both
platforms. We also report the p-value of a dependent t-test
and the effect size (d) calculated using Cohen’s d. We provide
the complete table online [87].

Services with

Major Differences w [ W N [ p d

AWS 31 47 20 <0.01 -0.02
Flickr 10 5 2 0.29  0.01
Github 1 0.41 -0.01
Infura 5 12 4 0.02 -0.02
OpenAl 1 13 0 <0.01 -0.02
OpenWeather 5 13 3 <0.01 -0.02
SlackWebhook 17 49 13 <0.01 -0.03
Other 142 162 63 0.01 -0.02

73.86% vs. 55%; p < 0.01, d = 0.33, respectively). The higher preva-
lence of archive files in Android is primarily due to the OkHttp3 li-
brary which includes the file publicsuffixes. gz presentin 72.75%
of Android apps. Similarly, the increase of text files results from the
presence of the androidsupportmultidexversion.txt in 47.13%
of Android apps.

Source Code, Scripts, Markdown. As detailed in Section 4.2, our
analysis identified 73 Android apps (0.71%) and 34 iOS apps (0.33%)
containing source code files that may reveal app code (p < 0.01,d =
0.04). In contrast, a greater share of iOS apps included potentially
unintended files: scripts (1.39% vs. 2.85%, p < 0.01, d = —0.09),
markdown files (8.13% vs. 9.72%, p < 0.01, d = —0.05; non third-
party 1.64% vs. 4.09%, p < 0.01,d = —0.11), dotfiles (1.22% vs. 8.41%,
p < 0.01, d = —0.25), and dotdirectories (0.08% vs. 8.92%, p < 0.01,
d = —0.31). We observed similar trends in the 2024 dataset, as we
discuss in Section 7.

Factors Contributing to Platform Differences. Two main factors
explain these differences. First, Android apps are more accessible for
analysis, e.g., due to the distribution of app bundles via third-party
platforms such as APKPure [7] and APKMirror [6]. As a conse-
quence, previous research primarily focused on Android. Second,
Apple encrypts iOS app binaries [102], which may cause confusion
among developers about the encryption status of additional files in
the app bundle. One developer responding to our disclosure was
surprised that Apple did not take any measures to protect depen-
dency management files that had been unintentionally bundled
with their app.

However, even if Apple would encrypt all files, they must be
decrypted at runtime. This makes it still possible to extract and
analyze the content using jailbroken iOS devices.

6.2 Hardcoded Secrets

Overall, fewer Android apps contained valid credentials compared
to i0S apps (1.94% vs. 2.83%, p < 0.01, d = —0.04). This difference is
also reflected in the absolute number of valid credentials found: 230
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Table 9: Comparison of valid credentials found in apps with
at least 100 million installations from 2023. i N @ indicates
credentials discovered in an app’s Android and iOS version.

100,000,000+ in 2023 "I TaX
AWS 3 3 2
Alchemy 2
BrowserStack 1

Infura 1 3 1
LaunchDarkly 1
PubNubSubscriptionKey 1 1 1
SlackWebhook 1
TwitterConsumerkey 1 3

URI 1

Total 6 16 4

in Android and 352 in iOS apps. We identified 106 credentials shared
across platforms, originating from 117 apps that included at least
one common credential in both their Android and iOS versions.

We identified fewer credentials than apps that share them across
the platforms because developers use the same credentials in multi-
ple apps, see Section 5.1.

Services. When we look at the services with valid credentials, we
learn that a significant difference results from five services. i0S apps
contained more valid credentials for AWS, Infura, OpenAl, Open-
Weather, and SlackWebhook. In contrast, Android apps included
more valid credentials for Flickr. The remaining services yielded 142
valid credentials in Android apps and 162 in iOS apps. We provide an
overview in Table 8. The table also shows the number of credentials
found on both platforms, underscoring the importance of analyzing
both Android and iOS apps. For instance, of the nine valid GitHub
credentials, five were found exclusively in iOS apps and three only
in Android apps. Consequently, we would have missed a significant
number if we had only analyzed a single platform.

The most pronounced difference occurred with SlackWebhook
credentials. We identified 49 such credentials in i0S apps, 13 of
which also appeared in the Android version, while only four were
exclusive to Android (p < 0.01, d = —0.03). SlackWebhooks allow
apps to send messages to Slack channels, with the severity of
exposed credentials depending on the channel’s purpose. In general,
we consider this a lower-risk issue. The AWS findings also showed
a notable difference across platforms. We found 11 credentials
exclusively in Android apps, 27 exclusively in iOS apps, and 20
shared between both (p < 0.01, d = —0.02).

Files with Credentials. A comparison of the file types containing
credentials revealed two key differences between the two OSes. On
Android, credentials were more frequently found in configuration
files (12.09% vs. 4.89%), whereas on i0S, they appeared more often
in system resource files (2.33% vs. 9.77%). Additionally, we identified
11 credentials in files likely included unintentionally in 9 iOS apps.
These included files such as .gitlab-ci.yml, x.xcconfig, and
shell scripts. We provide a detailed breakdown in Table 7.
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Popular Apps. In 2019, Google launched a bug bounty program
for Android apps with over 100 million installations [78], including
third-party apps. However, the program was discontinued in August
2024, just before we collected our dataset in October [78].

We report the number of valid credentials found in the 2023

dataset for apps with at least 100 million installations in Table 9.

With two findings exclusively in Android apps, 12 only in iOS apps,
and four in both, the platform difference is significant (p = 0.02,
d = —0.1). Two of the iOS findings resulted from unintentionally
included files. In one case, we discovered a SlackWebhook token
within a commented-out block of a Swift file in a game app [68]. In
another, a BrowserStack token appeared in a Java test file included
with the Wattpad app [100] as part of test automation code.

Discussion. At first glance, Android apps seem to exhibit fewer
credential exposures. However, we also found several instances
where credentials were present only in the Android version. One
likely reason is the better accessibility of Android app bundles,
which makes them easier to analyze and thus has historically
received more research attention. Additionally, Google’s bug bounty
program likely had a positive impact on popular apps. In Section 7,
we revisit this topic to examine how findings shifted after the
program ended in 2024. Another explanation for platform-specific
issues is that different development teams may be responsible for
each version, resulting in inconsistencies in secure coding practices.
Overall, our research underscores the importance of analyzing both
platforms, as many findings were exclusive to a single platform.

To answer RQ3: How does the situation differ between
Android and iOS apps?, we showed:

e Unintentionally included files were more common in
iOS apps. A potential explanation is Apple’s closed
environment, which limits accessibility and complicates
external security analysis;

The pattern extended to credential exposures, with more
valid credentials identified in iOS apps;

Despite identifying more issues in i0S apps, the situation
on Android is only slightly better. We also found cases
where findings appeared exclusively in the Android
version of the app.

7 Changes in 2024

To answer RQ4: How did the situation change between 2023 and
2024?, we examine shifts in the inclusion of files such as code and
scripts, and highlight differences related to credentials. To ensure
comparability of relative values, we normalize the results based on
the updated 2024 dataset sizes of 8,702 Android and 9,212 iOS apps.

7.1 Files

A comparison of file categories between the 2023 and 2024 datasets
revealed no major overall changes. However, we observed a notable
increase in iOS apps flagged for potentially including source code:
from 62 in 2023 (0.67%) to 156 in 2024 (1.51%). This increase was
more pronounced on i0S (p < 0.01, d = —0.04), while numbers for
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Table 10: Comparison of files included in mobile apps across
platforms and collection years. The findings in 2024 are relate
to the reduced number of 8,702 Android and 9,212 iOS apps.

2023 2024
» a ] [
Dotdirectory 8 (0.08%) 922 (8.92%) 11(0.13%) 979 (10.63%)
Dotfile 126 (1.22%) 869 (8.41%) 122 (1.40%) 1,006 (10.92%)
Code 73(0.71%) 34 (0.33%) 66 (0.76%) 62 (0.67%)

( (
Markdown 840 (8.13%) 1,004 (9.72%) 918 (8.89%) 1,071 (10.37%)
Scripts 144 (1.39%) 294 (2.85%) 129 (1.48%) 232 (2.52%)

Android remained relatively stable (p = 0.62, d = 0.01), with 66 in
2023 (0.76%) and 76 in 2024 (0.74%).

Similarly, the occurrences of dotfiles and dotdirectories increased
more notably in the iOS dataset. In 2023, we identified dotfiles in
126 Android (1.22%) and 869 iOS apps (8.41%). In 2024, the relative
number on Android slightly rose to 122 (1.40%, p = 0.54,d = —0.01),
while it did clearly on iOS to 1,006 (10.92%, p < 0.01, d = —0.07).
Dotdirectories increased from 8 (0.08%) to 11 in Android apps (0.13%,
p = 0.25,d = —0.01), while on iOS, the number grew from 922
(8.92%) to 979 (10.63%, p < 0.01, d = —0.04), as detailed in Table 10.

For dependency management files, the number of findings stayed
mostly constant, as shown in Table 2. The most notable change
concerned package.json files, which dropped on iOS from 330 in
2023 (3.1%) to 222 in 2024 (2.41%, p < 0.01, d = 0.05). In contrast,
the numbers for Android remained relatively constant, with 107 in
2023 (1.04%) and 104 in 2024 (1.2% p = 0.47, d = —0.01).

7.2 Hardcoded Credentials

In Figure 2, we present the number of hardcoded credentials that
were valid at the time of testing. Notably, we identified 95 cre-
dentials in the 2023 dataset that, despite their removal from the
app version downloaded in 2024, remained valid. For example, in
the 2023 dataset, the Android version of the app com.viber.voip
included AWS credentials within a native library. Although these
were removed in the 2024 version, the credentials themselves re-
mained valid. This finding is particularly concerning given the
app’s large user base, with over one billion installations. A pos-
sible explanation for this practice is legacy support. Developers
may remove credentials from newer app versions but refrain from
revoking them to prevent breaking functionality in older versions,
which could otherwise become non-functional.

Further, we found 99 credentials newly introduced in the 2024
app versions. The total number of valid credentials remained nearly
constant, with 317 valid credentials in 2023 and 321 in 2024 (p = 0.01,
d = —0.02). However, relative to the number of apps analyzed, the
numbers slightly increased in 2024, as 1,629 Android and 1,119 i10S
apps were not available anymore at the time of the dataset update.
The number of valid credentials on Android decreased from 175
in 2023 to 161 in 2024, but the relative share increased from 1.69%
to 1.85% (p = 0.01, d = —0.03). We observed a similar trend for
i0S: 236 valid credentials in 2023 and 230 in 2024 (2.28% vs. 2.5%,
p =0.17,d = —0.01). In general, we assumed a slight increase as we
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expected some developers to remove or revoke leaked credentials
from newer builds. Still, others also introduce new credentials that
have not yet been revoked.

Credential Types. We observed an increase in OpenAl credentials,
rising from three in 2023 to 11 in 2024 (p = 0.03, d = —0.67). The
reason is likely the increased popularity of generative Al [53].

The number of valid Git credentials also increased from 7 in
2023 to 12 in 2024 (p = 0.01, d = —0.2). The percentage of valid Git
credentials rose from 25% to 36.36%. One possible reason could be
that developers tend to revoke Git credentials once they become
aware of their exposure.

End of Google’s Bounty Program. To examine the impact of the
end of Google’s bug bounty program in August 2024, we compared
the number of valid credentials found in apps with over 100 million
installations across both years.

In the 2023 dataset, we identified valid credentials in 5 Android
and 11 i0S apps exceeding 100 million installations. In 2024, the
number of affected iOS apps slightly decreased to 8, while the num-
ber for Android increased to 7. The difference between platforms
in 2023 was statistically significant (p = 0.02, d = —0.1), but this
was no longer the case in 2024 (p = 0.29, d = —0.05).

~

To answer RQ4: How did the situation change between 2023
and 2024?, we showed:

e The types of files included in mobile apps remained
mostly constant across both years;

e Even if developers removed credentials from apps, it
does not necessarily mean they also revoked them;

o We observed a slight increase in credential exposure in
popular Android apps, possibly linked to the termination
of Google’s bug bounty program.

8 Limitations and Future Work

Our analysis faces limitations inherent to static analysis. For ex-
ample, we are unable to detect encrypted credentials or files that
are dynamically downloaded during runtime. Future work could
address such limitations by triggering decryption routines in apps,
e.g., with VSA or dynamic forced code execution. Also, pattern-
based secret detection faces limitations. Basak et al. [11] reported
a high number of FPs and False Negatives (FNs). We eliminate all
FPs from our pattern matching results by remotely validating our
findings. Thus, our results represent a lower bound, highlighting
the severity of our findings.

Developer responses to our findings regarding dependency man-
agement and included source code revealed a lack of awareness
that such files could be packaged with production apps. One devel-
oper expressed surprise that Apple does not obfuscate or encrypt
these files. This suggests that future research should investigate
developers’ mental models related to file inclusion in mobile apps
and explore strategies to improve their awareness.

We did not attempt to detect misconfigurations related to infor-
mation that developers intentionally include in apps. Prior work has
demonstrated the risks of misconfigured services, such as publicly
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Figure 2: Valid credentials discovered in Android and iOS
apps. The numbers above the bars indicate the amount of
credentials discovered. The removed bar represents creden-
tials present exclusively in the 2023 app version. Conversely,
the new bar highlights credentials detected solely in 2024.

accessible AWS S3 buckets [21]. Detecting such misconfigurations
typically requires knowledge of resource identifiers, e.g., bucket
names and regions, which mobile apps may reveal. Similarly, Jin et
al. [49] showed that improperly configured IoT access policies can
lead to data leakage. They identified such issues through analysis of
online code repositories. Future work could extend this by inferring
misconfigurations from app content.

Future research could target context-dependent secrets, such as
JWTs. For these cases, dynamic analysis or Al-based methods could
be used to interpret application logic and better understand the
context in which values are used.

9 Related Work

Secrets in Git Repositories. In previous research, pattern-matching
approaches have been frequently used to detect secrets in Git
repositories [92, 31, 57, 50, 101]. Meli et al. [57] conducted a large-
scale longitudinal analysis of public GitHub repositories to identify
secrets and private key leaks. Koishybayev et al. [51] highlighted
the security risks of CI/CD pipelines executing arbitrary code from
untrusted sources and proposed an early warning system to detect
security risks, including the exposure of secrets in Git repositories.

Moreover, researchers have explored machine learning tech-
niques to improve secret detection in Git repositories [84, 33, 55, 46,
69]. For instance, Saha et al. [84] used machine learning to reduce
false positives and expand the range of detectable secrets.

Others focused on developers’ perspectives by analyzing why
secrets leak, the challenges developers face in preventing exposure,
and mitigation techniques [52, 77, 12].

Analyzing mobile apps for secrets comes with two major differ-
ences compared to analyzing code repositories: (1) The analyzed
code format differs. While repositories primarily contain source



Leaky Apps: Large-scale Analysis of Secrets Distributed in Android and iOS Apps

code, mobile apps are distributed in compiled binary form, making
extraction and analysis more complex. (2) The purpose of these
platforms differs. Repositories facilitate collaboration among devel-
opers, whereas apps are built for end-users.

Researchers have also applied regular expression-based detection
beyond code repositories. Yadmani et al.[29] employed this method
to uncover secrets stored on cloud storage servers. Similar to our
work, they validated detected credentials and responsibly disclosed
their findings. Dahlmanns et al.[23] applied this approach to Docker
container images. However, as with code repositories, the purpose
and format of data shared through cloud storage services and
container images differ significantly from those of mobile apps.

Mobile Analysis. Previous work often focused on privacy aspects
of mobile apps, in particular leaks of PII [20, 67, 82, 81] or permission
models to protect personal data [80, 86, 103, 54]. In contrast, our
study takes a different direction, we focus on secrets embedded in
released mobile apps instead of privacy aspects.

Previous work on mobile app analysis researched the threat of
hardcoded cryptographic keys and credentials in mobile apps [99,
32, 34, 58, 38]. Schrittwieser et al. [91] identified authentication
bypass vulnerabilities in popular messenger apps based on protocol
analysis. Zhou et al. [105] used data flow analysis to find email
and Amazon AWS credentials in Android apps. Mendoza et al. [58]
developed a methodology to identify credential misuse in two iOS
SDKs and showed their real-world impact by analyzing 100 apps.
Zuo et al. [107] analyzed Android apps to find potential data leaks
of cloud APIs due to authentication and authorization issues.

In contrast to existing work, we studied Android and iOS apps to
compare the situation on both platforms. Furthermore, we adopted
a broader perspective rather than limiting our analysis to specific
credentials or those strictly required by the app to function prop-
erly. This allowed us to identify sensitive information in files that
developers likely included unintentionally, such as source code
or documentation, and to examine files originating from cross-
platform libraries and embedded web content.

Baskaran et al. [13] and Zhang et al. [104] studied secrets in-
cluded in so-called super-apps which support third-party mini-
programs to extend their functionality. In contrast, we conducted a
large-scale analysis of Android and iOS apps without restricting
our scope to the ecosystem of individual super-apps.

10 Conclusion

Our analysis revealed that mobile apps often contain unintention-
ally added files, exposing security- and privacy-sensitive infor-
mation. These files included markdown documentation, source
code, and dependency management files. In particular, dependency
management files can pose a critical risk by enabling remote code
execution on developer machines or build servers. We identified
this threat for 114 dependencies declared in 87 apps (0.84%).

We also uncovered 416 valid credentials spanning 65 different
services. Notably, this included 13 Git credentials that provided
access to 218 public and 2,440 private repositories. These issues
were not limited to niche apps: We identified two apps with over
one billion installations, and the median installation count across
affected apps was one million.
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Overall, our findings showed a higher prevalence of such issues
in i0S apps. However, we also documented findings exclusive to
either the Android or iOS version of the same app. This underlines
the importance of analyzing apps from both OSes.

In some cases, developers removed hardcoded credentials or
unintended files from newer app versions. However, this alone does
not eliminate the risk. Attackers may have already downloaded
earlier versions or still have access to them. Developers should,
therefore, carefully audit app bundles before release, and when
removing credentials, they must also revoke them. However, this
does not always happen. We found 95 credentials that had been
removed from the 2024 app version but remained valid.
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A Appendix

Dear {Developer_Name},

We are

security researchers from the University of Vienna studying

< Android and iOS apps. During our research, we discovered in
< vyour {platform} app ({app_name}) the following finding:

+» Hardcoded Credentials++ We found hardcoded AWS credentials (

rrerts

Despite best efforts, some findings might be false
— already fixed in the
If you have any further questions or comments,

access and secret key)
from the mail) in the following file
can give
might lead to data breaches on AWS. We recommend revoking the
keys and using Amazon Cognito instead.

{CREDENTIALS} (removed parts of the key
{FILE}. The credentials

attackers unauthorized AWS cloud resource access and

positives or
latest version.
please contact us.

Sincerely , David Schmidt
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